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ren Diskussionen entstanden sind. Michael Schrefl bemühte sich ständig, mein
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Kurzfassung

XML ist eine Auszeichnungssprache, welche ursprünglich vor allem als Daten-
austauschformat eingesetzt wurde. Auch als Datenmodell gewinnt XML zu-
nehmend an Bedeutung, weshalb Datenbanken zur Speicherung und Abfrage
von XML Dokumenten benötigt werden. Um effizient Abfragen durchführen zu
können, müssen XML Datenbanken den Inhalt und die Struktur häufig abge-
fragter Dokumentfragmente indizieren. Bislang unterstützen XML Datenbanken
keine flexiblen, selektiven Indexstrukturen, welche den speziellen Anforderungen
des hierarchischen, semi-strukturierten Datenmodells von XML gerecht werden.

XML Datenbanken benötigen Indizes, welche Abfragen auf den Inhalt und
die Struktur von XML Dokumenten unterstützen. Diese Flexibilität stellt fol-
gende Herausforderungen: Wie können Indizes die hierarchische Dokument-
struktur darstellen und verarbeiten? Welche Indexstrukturen sind notwendig,
um beliebige Abfragen auf den Dokumentinhalt und die Dokumentstruktur zu
unterstützen? Um nicht Dokumente als Ganzes indizieren zu müssen, sollen
XML Datenbanken Indizes auf häufig abgefragte Dokumentfragmente definieren
können. Diese Selektivität wirft folgende Fragen auf: Wie kann ein Datenbank-
verwaltungssystem Indizes auf beliebige Dokumentfragmente verarbeiten? Wie
kann es beliebige Indizes mit Änderungen am Datenbestand konsistent halten?

Diese Dissertation stellt einen neuen Indizierungsansatz namens sciens
(Structure and Content Indexing with Extensible, Nestable Structures) vor.
sciens repräsentiert und verarbeitet die Dokumentstruktur mit Hilfe von La-
bels, welche strukturelle Eigenschaften kodieren. Während bestehende XML In-
dizierungsansätze auf proprietären Indexstrukturen basieren, passt sciens exi-
stierende Indexstrukturen an das XML Datenmodell an. Durch Erweitern und
Schachteln dieser Indexstrukturen stellt sciens Indizes für beliebige Abfragen
zur Verfügung. Das Indexframework von sciens kann beliebige Indizes basie-
rend auf einem Indexmodell verarbeiten. Um Indizes mit Dokumentänderungen
konsistent zu halten, verwendet es einen neuen Algorithmus, welcher Indexände-
rungen aus den zu ändernden Dokumentfragmenten extrahiert.

Die Vorteile von sciens sind vielfältig. Flexibilität ermöglicht die Definiti-
on jener Indizes, welche die zu erwartenden Abfragen am besten unterstützen.
Selektivität reduziert den Speicherbedarf und beschleunigt den Indexzugriff. Ob-
wohl sciens lediglich auf einer kleinen Anzahl an Indexstrukturen basiert, kann
es mehr Abfragen als bestehende Ansätze unterstützen. Das Indexframework ga-
rantiert, dass Indizes angelegt werden können, ohne Abfragen und Änderungen
an Dokumenten zu beeinflussen. Der Algorithmus, welcher Indizes mit Doku-
mentänderungen konsistent hält, ist effizienter als bestehende Ansätze.
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Abstract

XML, the eXtensible Markup Language, is becoming more and more popular
not only as data exchange format on the Web but also as data format in database
applications. The emerging trend towards XML applications creates the need
for persistent storage of XML documents in databases. To efficiently query
documents, XML databases require indices on the content and structure of
frequently queried document fragments. Currently, XML databases still fail in
offering flexible and selective indexing support for the specific requirements of
the hierarchical, semi-structured XML data model.

Flexibility in indexing refers to supporting arbitrary queries on the content
and/or structure of XML documents. Providing flexibility poses the following
challenges: How can indices represent and process the hierarchical document
structure? Which index structures are necessary to support arbitrary queries
on the document content and structure? Selectivity refers to indexing frequently
queried document fragments instead of entire documents. Providing selectivity
raises the following research questions: How can a database management system
process indices that refer to arbitrary document fragments? How can it keep
arbitrary indices consistent with updates on documents?

The indexing approach sciens (Structure and Content Indexing with
Extensible, Nestable Structures), which is presented in this thesis, provides
flexible and selective indexing for XML databases. To represent and process
the document structure, sciens uses a labeling scheme that encodes structural
relationships into labels. While existing XML indexing approaches propose pro-
prietary index structures, sciens adapts existing index structures to the XML
data model. By extending and nesting index structures, sciens provides indices
for arbitrary query workloads. The index framework enables sciens to process
arbitrary indices based on an index model. To keep indices consistent with
document updates, the maintenance algorithm of sciens exploits the document
fragments being updated to extract relevant index updates.

The advantages of sciens are manifold. Flexible indices enable the defini-
tion of those indices that best match the query workload. Selectivity reduces
index size and accelerates index traversal. Compared to existing XML indexing
approaches, sciens only requires a small number of existing index structures,
but can support a wider range of queries. The index framework guarantees that
querying and updating documents remains unaffected by specific indices used.
By exploiting the structure of update fragments, the maintenance algorithm can
process updates more efficiently than existing approaches.
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Notations

Document
D document
N nodes
F edges between nodes
L node names
V node values
E element nodes
A attribute nodes
T text nodes
P rooted paths

Schema
S schema
N node schemas
F edges between node schemas

and types
L node schema names
E element node schemas
A attribute node schemas
T text node schemas
P rooted path schemas

Types
T types
TC complex types
TS simple types
L type names
H type hierarchy
H+ transitive closure of type hi-

erarchy
H∗ reflexive, transitive closure of

type hierarchy

Labels
Z instance labels
Z path schema labels
Z type labels

Index
I index
E index entries
K index keys
V index variables
T index structures
O search conditions
CI index configuration
CS search configuration

Index Pattern
P index pattern
N pattern nodes
F edges between pattern

nodes
L pattern node names
S stacks

Operators & Symbols
∼ contains word
∼̇ contains word prefix
≺ precedes
² instance of
` parent
° ancestor
a child°

descendant
⊥ null
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Chapter 1

Introduction

Contents
1.1 Motivation . . . . . . . . . . . . . . . . . . . . . . . 2

1.2 Challenges . . . . . . . . . . . . . . . . . . . . . . . . 3

1.3 State of the Art . . . . . . . . . . . . . . . . . . . . 5

1.4 Objectives . . . . . . . . . . . . . . . . . . . . . . . . 6

1.5 Approach . . . . . . . . . . . . . . . . . . . . . . . . 7

1.6 Outline . . . . . . . . . . . . . . . . . . . . . . . . . . 10

This chapter gives a general introduction to the topics of this thesis, starting
with the motivation in Section 1.1. Section 1.2 describes its main challenges and
Section 1.3 reviews related work. Based on the objectives of Section 1.4, Section
1.5 introduces the approach taken in this thesis and its main contributions.
Finally, Section 1.6 outlines the overall structure of this thesis.

1



2 CHAPTER 1. INTRODUCTION

1.1 Motivation

XML, the eXtensible Markup Language [38], is becoming more and more pop-
ular not only as data exchange format on the Web but also as data format
in database applications. The emerging trend towards XML applications re-
sults in an increase in the document size and in the number of documents
to be processed, creating the need for persistent storage of XML data in XML
database management systems (DBMS). In contrast to storing XML documents
in files and processing queries in main memory, a DBMS provides amongst oth-
ers specific storage and index structures, efficient query processing techniques,
transactions, concurrency control and recovery1.

XML is a hierarchical, semi-structured data format. XML documents con-
tain structured data (data-centric XML) and unstructured data (document-
centric XML). While structured data has been investigated by relational
databases, unstructured data is the focus of information retrieval techniques.
Many applications need to handle both structured and unstructured data
(e.g. book catalogs, product specifications), generating the demand for new
techniques to efficiently store, query and update semi-structured data.

Currently, there exist two approaches for storing and accessing XML doc-
uments in databases: XML-enabled and native XML databases [47]. To cope
with the popularity of XML, many database vendors offer XML extensions for
their databases (cf. [36]). These extensions, which are typical for relational
databases, map XML documents to relations and XML queries to SQL, or they
store XML as text and provide proprietary XQuery extensions. As they apply
relational storage, query and indexing techniques to XML, they fail in support-
ing the specific requirements of processing hierarchical, semi-structured data.
Native XML databases are based on the XML data model and integrate specific
techniques for storing and accessing XML documents. These techniques include,
for example, new storage and index structures and join algorithms.

Databases typically distinguish the primary index from secondary indices
[83]. The primary index defines how to store entire documents and physically
organizes documents. To evaluate search conditions without traversing entire
documents, secondary indices provide additional search structures. They map
certain properties of documents, such as values, names or types, to the cor-
responding document fragments in the primary index using physical or logical
addresses. By accessing secondary indices, a database can retrieve the fragments
that match indexed properties without scanning the entire primary index. Sec-
ondary indices are therefore indispensable to efficiently process arbitrary queries
in databases.

In contrast to the primary index, secondary indices are created on demand
in consideration of the query workload. Important requirements for secondary
indices include (i) flexibility to handle arbitrary queries and (ii) selectivity to in-
dex frequently queried document fragments instead of entire documents only2.

1In literature, the term database system usually refers to both the database, i.e. the collec-
tion of data, and the database management system, which is the software to manage databases.
In this thesis, we use the term database as a short form for database system.

2In our terminology, selectivity does not refer to the number of distinct values in an index
(e.g. gender vs. social security number), but to the portion of the document being indexed.



1.2. CHALLENGES 3

While flexibility enables databases to adapt indices to arbitrary query work-
loads, selectivity reduces the index size, which accelerates index traversal. Sec-
ondary indices are well-established in relational databases. XML databases,
however, still fail in offering flexible and selective indexing support for the spe-
cific requirements of hierarchical, semi-structured data.

1.2 Challenges

XML is an extensible markup language that hierarchically structures document
content with the help of tag names. The hierarchical document structure logi-
cally consists of an ordered tree of nodes. Each node has a name and optionally
a type. The document content is logically represented in the leaf nodes that
have associated values. The path of a node is the sequence of nodes from the
root of the tree to the node. The labelpath consists of the node names on a
node’s path. The document structure may be defined in a schema document,
such as a DTD [38] or an XML Schema [187].

project

milestone

title resource

@date title description

milestone

'design'

'2007-03-12'

'xml indexing'

'XML is a 

data…'

<Report> title resource

@date title'implementation'

'2008-01-30'
'system'

<Documentation> resource

title

'user'

Figure 1.1: XML document representing project resources.

Example 1.1 (XML document) Figure 1.1 shows a sample XML document
comprising information about project resources grouped into milestones. Each
resource has a title and optionally a date and a description. The nodes, which
are represented by their tag names (e.g. title), form a hierarchical structure.
The content of the document is made up of values, which are represented as leaf
nodes in the figure (e.g. ‘xml indexing’). In the example, resource nodes can
have an explicit type, which is either <Report> or <Documentation>. A sample
path is /project [1]/ milestone [2]/ resource [1], which is the path from the
root of the tree to the first resource of the second milestone. The corresponding
labelpath is /project/ milestone/ resource.

The XML data model clearly differs from other data models, such as the
relational, object-oriented or object-relational data model. Queries on XML
documents typically constrain both the document structure (names, paths, la-
belpaths, types) and the document content (values).

Example 1.2 (queries) Regarding Figure 1.1, a sample query workload may
comprise the following queries: (i) retrieve all resources with title ‘xml
indexing’; (ii) return all resources with type <Report> that have been writ-
ten in the year ‘2007’; (iii) retrieve the titles of resources within the milestone
‘design’ that contain the word ‘xml’ in their description.
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To support queries on XML documents, secondary indices need to provide
the flexibility to index structure- and content-oriented properties and to support
various operations on these properties. Relational databases index values and
object-oriented databases provide simple indices on paths and types. XML
databases require indices on names, paths, labelpaths, types and values of nodes
as well as indices on arbitrary combinations of these properties.

Example 1.3 (flexibility) Evaluating the first query of Example 1.2 on the
document of Figure 1.1 may require scanning the titles of all resources. This
query can be accelerated with a secondary index (e.g. a hash table) on the values
of titles. The second query can be supported with an index on resource types
and a value index on resource dates. To avoid the need for accessing each index
and joining index results, it would also be possible to create an index on both
the resource types and date values. A full-text index on resource descriptions
accelerates the third query. If the index groups resource descriptions according
to their milestone, the database need not traverse the entire index, but only the
part of the index that addresses the requested milestone.

To support arbitrary queries, a database requires indices on the document
structure and content. Each index builds a data structure on indexed proper-
ties and uses algorithms to traverse and update the data structure. For this
purpose, it requires a representation of properties that allows for comparing
indexed properties. A database further requires a representation of nodes re-
turned by indices that allows for subsequent query processing, e.g. for joining
index results. Example 1.3 shows that each index more efficiently supports dif-
ferent kinds of queries. However, a database cannot provide one index structure
for each possible kind of query. It therefore needs to adapt index structures to
handle various properties of the XML data model. Offering flexibility poses the
following challenges:

• How can an index represent indexed properties as well as nodes to be
returned by the index?

• Which index structures are necessary to index structure- and/or content-
oriented properties?

To efficiently support various queries, a database requires several secondary
indices. Defining indices on entire documents does not only slow down index
traversal, but also increases required storage space. Databases should therefore
provide selectivity in indexing, denoting the ability to define indices on relevant
document fragments instead of on entire documents only. For example, a value
index should not need to index all node values, but only the values of nodes
with the requested labelpath or name. Selective indices are smaller in size,
which accelerates index traversal.

Example 1.4 (selectivity) Considering Examples 1.2 and 1.3, the index that
supports the query on resource titles should not index all values of the document,
but only the values of resource titles. Such a selective index is smaller in size
and supports queries on resource titles more efficiently. However, the database
cannot use the index to process every query on values. While the index can
return all resources with a certain title, it cannot select resources by their date.
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Similarly, when updating a node value, the database needs to decide whether the
update affects the index. When adding a new resource, for example, the index
need not be updated with each node value of the new resource, but only with the
value of the new title.

As each selective index refers to different document fragments, selectivity
entails that (i) each index only supports the queries that refer to the indexed
fragments, and (ii) an index only needs to be updated when updates on the
document affect indexed fragments. Selectivity poses the following challenges:

• How can a database define, select and process indices that refer to arbi-
trary document fragments?

• How can indices that are defined on arbitrary document fragments be
maintained when updating documents?

1.3 State of the Art

Indexing plays an important role in any database to retrieve requested data
without scanning all data. The most well-known index structures have been de-
veloped for relational databases, including hash tables and B-trees [83] as well
as multidimensional index structures [82]. Object-oriented index structures [28]
extend these index structures for aggregation graphs and inheritance hierarchies.
Information retrieval (IR) [20] uses inverted lists, signature files and suffix ar-
rays. The Generalized Search Tree (GiST) [101] is an extensible index structure
that can handle different data types and operations.

To conform to the specific requirements of the XML data model, various
XML index structures have been proposed recently [43]. Most of them rely
on a labeling scheme that assigns a unique label to each node of a document
(e.g. [8, 39, 57]). Labels do not purely serve as node identifiers, but also capture
structural relationships between nodes. They enable the processing of nodes
returned by indices without accessing documents, e.g. to perform structural
joins between nodes. XML indices can primarily be classified into structure-
and content-oriented indices.

Structure-oriented approaches first divide the search space according to the
document structure and reflect the document hierarchy in the index structure
(e.g. [59, 85]). While they favor queries on the document structure, content-
oriented indices (e.g. [70]) group nodes with identical node values to efficiently
retrieve nodes with a specific value. A tradeoff between structure- and content-
oriented indices are those approaches that either build indices on node names
and values and perform structural joins to restore the node hierarchy (e.g. [135])
or use multidimensional search structures (e.g. [202]). To answer frequent
queries more efficiently, some approaches dynamically adapt the index structure
to the query workload (e.g. Apex [56]). However, the possibilities for adaption
are limited and only few queries are well supported.

Current XML databases [47] offer limited support for secondary indices.
They provide simple structural and value indices, but cannot adapt their index
structures to support more complex queries. Some object-relational databases
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enable the extension of the database with new index structures. The General-
ized Search Tree (GiST) [101] is an extensible index structure that can handle
different data types and operations. Oracle data cartridges [184], DB2 database
extenders [64] and Informix data blades [32] provide uniform index interfaces
that enable the integration of new index structures into the database.

A database that provides flexible and selective indices needs to be able to
process various indices. Several join-based, navigational and hybrid XPath pro-
cessing techniques have been proposed that optimize queries based on DTDs,
cost models and/or heuristics [93, 122, 123, 146, 205]. They focus on specific
evaluation approaches, e.g. on whether to execute a query by navigating the
document structure or by accessing indices.

To process arbitrary indices in XML, a database requires a more generic
approach. In literature, two approaches are worth mentioning: XML Access
Modules (XAMs) [17] and KeyX [94]. XAMs are generic descriptions of what is
stored in a storage or index structure. The primary purpose of this approach is
to achieve physical data independence by selecting XAMs for queries without re-
quiring knowledge of underlying storage structures. KeyX describes algorithms
to select, maintain and suggest indices based on a more limited index model
than XAMs. The maintenance algorithm of KeyX has rather poor update per-
formance as it processes each update node individually.

Current XML index structures are better suited for different kinds of queries
and index entire documents. They therefore do not provide the flexibility and
selectivity required by secondary XML indices. While the XAM approach is
appropriate for selecting arbitrary indices for queries, an efficient algorithm to
maintain arbitrary indices is still missing.

1.4 Objectives

The primary focus of this thesis is to provide flexible and selective indices for
XML databases. To handle the challenges presented in Section 1.2, the thesis
pursues the following objectives:

• Labeling scheme: To represent indexed properties and nodes in an index,
define a labeling scheme that assigns unique labels to structural proper-
ties, such as paths, labelpaths and types. To compare indexed properties
when traversing or updating an index, labels must support evaluating
structural relationships and keep document order. They further should
support updates without relabeling and provide an efficient encoding.

• Index structures: To index arbitrary properties, select index structures
that support typical queries on both the structure and the content of XML
documents. As there already exists a large number of index structures
each of which can accelerate different kinds of queries, the objective is not
to develop new index structures. Instead, the focus is on extending and
combining existing index structures to adapt them to the requirements of
the XML data model.

• Index framework: Provide an index framework that allows for processing
indices defined on arbitrary properties and document fragments. Index
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processing requires an index model that can represent arbitrary indices.
Based on this index model, the framework requires algorithms to select3

and access indices when processing queries and to maintain indices when
updating documents.

• Index maintenance: Define an index maintenance algorithm to keep sec-
ondary indices consistent with updates on documents. The algorithm
should handle arbitrary indices regardless of what they index and of which
specific index structures they use. Further, it should be efficient in the
sense that it should require the minimum possible number of accesses to
documents to determine necessary updates.

This thesis focuses on providing flexible and selective indexing, but not on
query optimization with indices. To select appropriate indices for queries, the
thesis adapts the XAM approach [17]. A cost model to find the optimal set of
indices for a query during query optimization as well as an algorithm to suggest
the optimal set of indices for a query workload during database design are out
of scope of this thesis.

1.5 Approach

This thesis has emerged from a research project called SemCrypt [176]4, which
is a secure, native XML database. To query and update outsourced, encrypted
XML documents, integral parts of SemCrypt are a schema-aware labeling
scheme and secondary indices. The overall steps to achieve the objectives pre-
sented in the previous section followed the design-science research paradigm
(cf. [103, 189]). After becoming aware that existing XML indexing approaches
do not offer the necessary flexibility and selectivity, we suggested a new ap-
proach that extends, combines and improves existing approaches. All concepts
have been implemented and integrated into the XML database SemCrypt and
tested analytically through performance studies.

In the following, we outline and exemplify the approach of this thesis and
its contributions. Details will be given in the subsequent chapters.

Labeling scheme: The labeling scheme assigns a unique label to each node
of a document as well as to the labelpaths and types of a document. It does not
only encode structural relationships into node labels, but also integrates schema
information to improve query and update processing. Labels enable the repre-
sentation and comparison of indexed properties as well as the representation
and processing of nodes returned by indices.

Example 1.5 (labeling scheme) Figure 1.2 assigns a label to each node of
a sample document fragment, which is depicted to the right of each node. The
first part of the label identifies the labelpath, e.g. the labelpath of each resource

3The term index selection is sometimes used to denote the process of suggesting possible
indices for query workloads during database design, which is out of scope of this paper.

4SemCrypt is a secure, native XML database that has been developed at the Department
of Business Informatics - Data & Knowledge Engineering at Johannes Kepler University Linz
with partners Electronic Competence Center Vienna and EC3 Networks GmbH. The research
project has been funded by FIT-IT Semantic Systems under grant 809262/9315-KA/HN.
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7-1.1

62-1.1.1 63-1.1.1

188-1.1.1

milestone

resource

@date title

'xml indexing'

21-1.1.1

63-1.1.3

188-1.1.3

resource

title

'query'

21-1.1.3
title

'design'

20-1.1

59-1.1

Figure 1.2: Document fragment with labels.

is identified by 21. The second part of the label identifies the position of a node
in the document and enables structural comparisons. E.g. the milestone with
label 7–1.1 is the parent of the resource with label 21–1.1.1.

Index structures: To support flexibility, we select a small set of index
structures and describe how to extend them to both structure- and content-
oriented properties. We further propose the concept of index nesting to adapt
these index structures to specific query workloads on the hierarchies of XML doc-
uments. We refer to this indexing approach as sciens (Structure and Content
Indexing with Extensible, Nestable Structures).

XML indexing 21-1.1.1

... ...

query 21-1.1.3, 21-5.3.7,...

20 20-1.1, 20-1.3, 20-1.5,...

... ...

63 63-1.1.1, 63-1.1.3, 63-1.3.1,...

Figure 1.3: Hash table on title values (left) and hash table on title labelpaths
(right).

Example 1.6 (index structures) To retrieve all resources with a specific title
(cf. Example 1.2), we can define a hash table on the values of resource titles.
We can also define an index that returns titles with the same labelpath. Figure
1.3 depicts parts of the corresponding hash tables. To keep the figure simple,
we assume that the hash table is collision-free. The left hash table maps each
distinct title value to the labels of its resource nodes, whereas the right hash
table associates each distinct labelpath of title nodes with its node labels. This
example demonstrates that the hash table can easily be used to index values or
labelpaths. To support more complex indices, we propose to extend range and
multidimensional indices by adapting their comparison operators to structural
properties in this thesis.

Index framework: We present a framework to process arbitrary indices
independently of their physical data structures. The framework enables the
database to select indices during query optimization, to access indices during
query execution and to maintain indices when updating documents. The basis
of the index framework is an index model that defines the properties and the
nodes on which an index is defined.

Example 1.7 (index model) Two sample index definitions are depicted in
Figure 1.4. The left index indexes the values of resource titles (= pv). The
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title

resource

= pv

description

resource

~ pv

    pt

text() text()

@date
 pv

Figure 1.4: Index model for defining an index on resource titles (left) and an
index on types, dates and descriptions of resources (right).

border around the resource node indicates that the index maps each distinct title
value to the label of its resource. The right index definition is more complex.
It defines a multidimensional index on types of resources and values of resource
dates and descriptions. This index supports different operations on indexed
properties, i.e. hierarchical queries on type hierarchies (° pt), range queries on
dates (≤ pv) and full-text queries on descriptions (∼ pv).

Index maintenance: We propose a generic index maintenance algorithm
that can update arbitrary index structures defined on arbitrary document frag-
ments. By exploiting the structure of fragments that are inserted into or deleted
from an XML document, the proposed algorithm requires a minimum number
of queries to extract relevant updates and to propagate them to affected index
structures.

title

resource

text()

21-1.1.1

'xml indexing'

21-1.1.3

'query'
= pv

Figure 1.5: Updating an index on resource titles with the document fragment
of Figure 1.2.

Example 1.8 (index maintenance) Assume that we insert the document of
Figure 1.2 and update the sample index on resource titles as depicted in Figure
1.5. By comparing the index definition with the update fragment, the main-
tenance algorithm extracts indexed properties and nodes to be returned by the
index. It determines that value ‘xml indexing’ maps to the node with label
21–1.1.1 and value ‘query’ to label 21–1.1.3 according to the index definition.
In this case, the algorithm can extract all updates from the update fragment.
However, if we modify the title of the first resource, the update only affects the
title, but does not contain the resource label. To update the index, the mainte-
nance algorithm has to determine the resource label before modifying the title in
the index.

The proposed concepts allow for defining those indices that best match the
query workload. Indexing frequently queried fragments instead of entire docu-
ments accelerates index traversal and reduces required storage space. The devel-
oped index processing techniques handle arbitrary indices that can be expressed
by the index model and guarantee that querying and updating documents re-
mains unaffected by specific indices used.
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1.6 Outline

The remainder of this thesis is organized into three parts. Part I addresses
labeling and indexing XML documents. Part II presents an index framework
and a maintenance algorithm to process secondary indices. Part III evaluates
the concepts of this thesis by describing their integration into the native XML
database SemCrypt as well as performance studies.

Chapter 2 - Preliminaries defines the data and schema model used in this
thesis. Based on typical queries on XML documents, it then derives require-
ments for secondary indices in XML databases.

Chapter 3 - Labeling Scheme proposes a labeling scheme that assigns labels
to nodes of documents as well as to labelpaths and types defined in schemas. The
labeling scheme bases on existing dynamic labeling schemes and their encodings.
The chapter also describes how to process labels to support the required indexing
operations.

Chapter 4 - Index Structures describes the indexing approach sciens. Af-
ter reviewing related work on index structures, the chapter presents the main
concepts of sciens. To index structure- and/or content-oriented properties, the
chapter shows how to extend and nest a hash table, a B+-tree and a KDB-tree
and how to adapt their comparison operators to structural properties. Finally,
the chapter contrasts various indexing alternatives and compares them to exist-
ing indexing approaches.

Chapter 5 - Index Framework presents an index framework to select, access
and maintain arbitrary indices. The framework bases on an index model that
represents index definitions as tree patterns. To process arbitrary indices based
on this index model, the chapter describes how to select indices using the XAM
approach [16].

Chapter 6 - Index Maintenance describes an index maintenance algorithm
to propagate relevant updates to affected index structures when updating docu-
ments. After outlining shortcomings of existing approaches, the chapter presents
the main concepts of the proposed approach and its algorithms.

Chapter 7 - Case Study: The XML Database SemCrypt presents SemCrypt,
which is a native, secure XML database in whose context the concepts of this
thesis have been developed and implemented. After giving a general introduc-
tion to SemCrypt, the chapter describes its architecture and main concepts.
Thereby, it uses a case study to show how to process documents, schemas,
queries and indices in SemCrypt.

Chapter 8 - Performance Studies evaluates the performance of the indexing
approach sciens. It includes performance studies on the index structures and
the maintenance algorithm that show the efficiency of the developed approach
and its improvements compared to existing approaches.

Chapter 9 - Conclusion summarizes the concepts of flexible and selective
indexing in XML databases and gives an outlook on possible future work.
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This chapter introduces documents and schemas as well as queries and in-
dices on documents. Section 2.1 first describes documents and schemas in gen-
eral and then defines the data and schema model used in this thesis. Based
on typical queries on documents presented in Section 2.2, Section 2.3 derives
requirements for indices in XML databases.
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2.1 XML Documents and Schemas

XML, the eXtensible Markup Language [38], is a recommendation of the World
Wide Web Consortium (W3C) with the primary purpose of facilitating data
exchange on the Web. While HTML [163] uses tags to specify how to format
data, XML tags do not describe how to present data but the meaning of data.
XML is extensible as it is possible to define custom tags that describe the
data enclosed by them. Further, XML documents are self-describing as the
tags define the document structure. While tags enclose so-called elements and
structure data hierarchically, attributes further describe elements.

<project>
<resource date=‘2008-03-12’>

<title>XML</title>
<description>

XML is a language for data representation that has been
designed by the W3C. This resource describes storage,
query and indexing techniques for XML.

</description>
</resource>

</project>

Figure 2.1: XML document.

Example 2.1 Figure 2.1 shows a sample XML document describing a project
resource. The tag <title> defines that ‘XML’ is a title. As the tag <title> is
enclosed by the tag <resource>, its value ‘XML’ is the title of a resource. The
resource has a date, which is modeled as an attribute of the resource element.

While XML has primarily been designed as data exchange format on the
Web, it has become increasingly popular for data modeling, information integra-
tion and document representation. Dependent on what XML is used for, there
exist various types of XML documents. Data-centric documents contain struc-
tured data, such as financial data, while document-centric XML refers to un-
structured data as in books. Structured data is typical for relational databases,
whereas information retrieval techniques focus on unstructured data. In many
application domains, data is neither completely structured nor unstructured.
This kind of data is referred to as semi-structured data. Examples for semi-
structured data are emails, contracts and health records.

Example 2.2 The XML document in Figure 2.1 can be regarded as semi-
structured. It contains structured parts, such as the date and title of a resource.
The description is unstructured, entailing that the relationship between ‘XML’
and the ‘W3C’ is not explicitly marked, but only described textually.

The main characteristics of semi-structured data are [6]:

• The structure is irregular and can vary among and within documents,
i.e. data items may add or miss information.
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• Documents are self-describing and do not depend on a schema.

• The structure is partial, i.e. documents can contain unstructured parts.

• The structure of documents may change in the course of time.

Example 2.3 When adding a second resource to the XML document of Figure
2.1, this resource need not have the same structure as the existing resource. It
may miss the date or additionally contain information about the editor of the
resource.

XML shares the characteristics of semi-structured data and additionally im-
poses the following restrictions:

• XML documents have a hierarchical structure.

• The order among elements is important.

XML documents do not depend on a schema, but there exist schema lan-
guages for defining the structure of XML documents. The most popular ones
are DTDs [38] and XML Schemas [187] of the W3C. Schemas describe which
elements and attributes can be contained in a document, how they are struc-
tured, how often they can occur and which data types are allowed for values.
A document which conforms to a schema is said to be valid. Schemas are es-
pecially useful for data-centric applications and many public vocabularies have
been defined to enhance interoperability, e.g. for e-government, healthcare and
human resources [84].

Although XML documents do not depend on a schema, it is reasonable to
extract schema information and use it for optimizing and accelerating query
and update processing and for defining storage and index structures [7, 190].
The indexing approach proposed in this thesis exploits the schema of XML
documents to facilitate index processing. As the W3C recommendations for
representing documents and schemas are very complex, we propose a simplified
data and schema model in the following, which capture all information necessary
for processing indices in XML databases.

2.1.1 Data Model

Each database requires an underlying data model, defining the type of data
that can be stored and operations on it. As XML has not been designed as data
model, there exist various data models for XML. The object exchange model
(OEM) [161] is a data model for semi-structured data, but compared to XML,
it has the form of a graph and is not ordered. The XML Information Set [60]
defines XML with a set of information items, while the Document Object Model
(DOM) [104] describes the logical structure of documents and an application
programming interface to access and manipulate documents. In contrast to
these data models, the XQuery 1.0 and XPath 2.0 data model [76] of the W3C
additionally supports types.

The data model used in this thesis is based on the XQuery 1.0 and XPath
2.0 data model and defines an XML document as a tree of element, attribute
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and text nodes with one element node forming the root of the tree. Element
nodes can contain nested nodes, attribute and text nodes have a value. Each
node has a name and may have a type. The name is a qualified name, consisting
of an optional namespace URI and a local name. The type of a node is either
implicitly defined by the value of the node, or it can be assigned to element nodes
via the type attribute of the XML Schema specification [187]. In contrast to
the XQuery 1.0 and XPath 2.0 data model, our data model does not consider
document, namespace, processing instruction and comment nodes. To index
these node kinds, we could adopt the same concepts as for element, attribute
and text nodes.

Definition 2.1 (document) A document D is an ordered, directed tree with
node names, values and types, D = (N,F, name, value, type, root, L, V, T ),
where

• N = E ∪ A ∪ T is a finite set of nodes classified into the following node
kinds: element nodes E, attribute nodes A and text nodes T .

• F ⊆ E ×N is a finite set of directed edges.

• Nodes have a name, represented by function name : N → L, where L is
a set of node names. The name of attribute nodes is preceded with the
symbol @ and text nodes are assigned the special name text().

• Attribute and text nodes have associated a value, represented by function
value : A ∪ T → V , where V is a set of values.

• Nodes may have a type, represented by partial function type : N → T ,
where T is a set of types. Each type is represented by a unique type name.

• Function root : D → N returns the root node of document D, which has
no incoming edge.

¤

project

milestone

title resource

@date title description

milestone

'design'

'2007-03-12'

'xml indexing' 'XML…'

<Report> title resource

@date title'implementation'

'2008-01-30'

'system'

<Documentation>

projects

title

'semcrypt'

@id

'26543'

Figure 2.2: Document as a tree of nodes.

Example 2.4 (document) Figure 2.2 depicts a sample XML document, show-
ing the name of element and attribute nodes and the value of attribute and text
nodes. The types of element nodes are written within tags <>. For example, there
is an element node with name resource and type <Report>, an attribute node
with name @id and value ‘26543’ and a text node with value ‘xml indexing’.
The node projects is the root of the document.
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Except for the root node, each node has a parent, parent : N → E, where
parent(n) = e iff (e, n) ∈ F . Element nodes have children, defined by children :
E → 2N , where children(e) = {n ∈ N | parent(n) = e}. The ancestor relation
is the transitive closure of the parent relation, whereas the descendant relation
is its inverse. Note that this definition simplifies the XQuery 1.0 and XPath
2.0 data model, which ignores attribute nodes in the children and descendant
relations. Nodes with the same parent are referred to as siblings. A node,
which is not a leaf of the tree, is referred to as internal node. Attribute and
text nodes are always leaves.

Definition 2.2 (document order) The document order among all nodes
n, n′ ∈ N of a document is defined as follows. Node n precedes node n′, de-
noted by n ≺ n′, if n is visited before n′ in a preorder traversal of the document
tree. Attribute nodes immediately follow the element nodes with which they
are associated.

Pursuant to the XQuery 1.0 and XPath 2.0 data model, each node has
a unique identity. Attribute nodes with the same parent must have distinct
names. The content of an element node corresponds to the concatenation of the
values of all its text node descendants in document order. If an element node
has both element and text nodes as children, it is said to have mixed content.
The children of an element node must not contain two consecutive text nodes.

To reduce complexity, we disallow mixed content. We further define that the
descendants of a node must not have the same name as the node, which impedes
recursion. However, we describe necessary extensions to support mixed content
and recursion in the chapters that are affected by these extensions.

Edges connect nodes and define paths to traverse the XML tree. There is
one path from the root of the document to each node.

Definition 2.3 (path) Let D be a document according to Definition 2.1 with
the set of nodes N .

• A rooted path p is a sequence of k connected nodes 〈/n1/ . . . /nk〉, where
n1 = root(D) ∧ parent(ni+1) = ni for ni ∈ N and i = 1 . . . k−1.

• Let P be the set of rooted paths in D.

• Function last : P → N returns the last node of a path p ∈ P ,
last(〈/n1/ . . . /nk〉) = nk for k ≥ 1.

• The access path, or shortly path, of a node n ∈ N is defined by function
path : N → P , such that path(n) is the path p ∈ P where last(p) = n.

• The labelpath of a node corresponds to the sequence of node names on its
path.

¤

Example 2.5 (path) In the document of Figure 2.2, a sample path is
/projects [1]/ project [1]/ milestone [2]/ title [1]/ text(), whereby the
numbers in parenthesis denote the position of the corresponding nodes within
siblings with the same name. This path is the access path of the text node with
value ‘implementation’. The corresponding labelpath is /projects/ project/

milestone/ title/ text().
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2.1.2 Schema Model

While the primary purpose of schema languages, such as DTDs [38] and XML
Schema [187] of the W3C, is to provide a grammar for validating documents,
databases use schema information to efficiently store, index and query docu-
ments. Although XML databases should be able to handle schemaless doc-
uments, integrating structural information about documents accelerates and
facilitates query and update processing.

Previous schemas considered for XML databases are mainly structural sum-
maries, such as DataGuides [85]. They comprise labelpaths to summarize the
tag hierarchy of documents. Ludäscher et al. [143] argue that schemas also need
to incorporate information about types to support queries on the conceptual
level instead of on the syntactic level only. In our context, a schema is a struc-
tural summary that integrates types and type hierarchies. It can be constructed
from a DTD or an XML Schema or it can directly be extracted from XML doc-
uments, similarly to DataGuides. Our schema model is based on XML Schema,
but simplifies it by omitting all constructs that only serve for validation and by
adapting it to our data model. It basically contains only information present
in XML documents to be independent of specific schema languages. The only
exception are optional type hierarchies, which can be defined in XML Schema,
but not directly in documents.

A schema is a graph of node schemas and types. Node schemas define the
kind and name of nodes in documents. Analogous to nodes in the document,
there are element, attribute and text node schemas. The cardinality of a node
schema determines how often a node with a certain kind, name and parent
can appear in a document. Each node schema has a type, which is either
simple or complex. Simple types specify allowed values of attribute and text
nodes, whereas complex types comprise node schemas to define which children
an element node may have. Various node schemas may refer to the same type.
Complex types can extend complex types, forming a tree hierarchy of types.

Definition 2.4 (schema) A schema S is an ordered, acyclic, connected,
directed graph, S = (N, T ,F, type, defines, extends, name, card, root,L,L),
where

• N, T represent vertices.

• Functions type, defines and extends define edges between node schemas
and types, F ⊆ N× T ∪ T ×N ∪ T × T .

• N = E∪A∪T is a finite set of node schemas classified into element node
schemas E, attribute node schemas A and text node schemas T.

• T = TS ∪ TC is a finite set of types classified into simple types TS and
complex types TC .

• Function type assigns a type to each node schema, type : N → T . More
precisely, attribute and text node schemas have a simple type, type :
A ∪T → TS , whereas element node schemas have a complex type, type :
E → TC .
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• Function defines assigns node schemas to complex types, defines : TC →
2N.

• Complex types may be derived from complex types, forming a tree of
types, represented by function extends : TC → TC . The tree hierarchy
H represents all subtype-supertype relationships, H ⊆ TC × TC such that
(t, t′) ∈ H iff extends(t) = t′. A complex type that has subtypes can
be declared as abstract. An abstract type cannot be instantiated in a
document (cf. Definition 2.7).

• Node schemas have a name, name : N → L, where L is a set of node
schema names. The name of attribute node schemas is preceded with the
symbol @ and text node schemas are assigned the special name text().

• A type either has a name or is anonymous, as defined by partial function
name : T → L, where L is a set of type names. The type name uniquely
identifies a type. Anonymous types cannot have subtypes.

• Each node schema has a cardinality, represented by function card : N →
{0, 1, ∗, +}. A node schema is called single-valued if card(n) ∈ {0, 1},
otherwise it is referred to as multi-valued. Attribute node schemas are
always single-valued. If card(n) ∈ {0, ∗}, the node schema is referred to
as optional, otherwise it is required. Text node schemas are single-valued
and required to disallow mixed content.

• Function root : S → N returns the root node schema of schema S, which
has no incoming edge.

¤

Example 2.6 (schema) Figure 2.3 depicts a sample schema with the root
node schema projects. Each node schema has a name, the superscript in-
dicates the cardinality of the node schema. The node schema milestone refer-
ences an anonymous type and the node schema resource has type <Resource>.
This type has two subtypes, <Documentation> and <Report>, which itself has
two subtypes. The subtype <Report> defines that reports additionally have a
description. There are two simple types, namely <integer> and <string>.

Except for the root node schema, each node schema is defined in a com-
plex type. We define function definedAt : N → TC as the inverse of function
defines. An extended type does not only define new node schemas, but also
inherits the node schemas of its supertypes. Function inherits : TC → 2N

comprises the inherited node schemas of a type, where inherits(t) = {n ∈
N | ∃(t, t′) ∈ H+ : n ∈ defines(t′)}. The node schemas which a type defines
and inherits must have distinct names.

Two node schemas are connected via a type if the type of one node schema
defines the second node schema or if the second node schema is defined in a
subtype of the first node schema. We express this with function parent : N →
2N, where parent(n2) = {n1 ∈ N | (definedAt(n2), type(n1)) ∈ H∗}. One
node schema has several parents if the type that defines the node schema is
referenced by several (parent) node schemas (cf. Example 2.7). Node schemas
that are defined in the same type hierarchy are siblings.
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Figure 2.3: Schema model for the document of Figure 2.2.

Definition 2.5 (document order) The order between two sibling node
schemas n,n′ ∈ N, written as n ≺ n′, corresponds to the order in which their
type defines the node schemas. If a type inherits node schemas, its own node
schemas succeed inherited node schemas. Attribute node schemas always pre-
cede element node schemas.

The main differences between this schema model and XML Schema are that
XML Schema defines text node schemas only implicitly by assigning a simple
type to an element declaration. To handle all node kinds analogously, we use
node schemas instead of element and attribute declarations. To reduce com-
plexity, the schema model does not support recursion. As the purpose of our
schema model is not validation, it does not support e.g. enumerations, restric-
tion and extension of simple types and more complex cardinality constraints.
XML Schema defines a wide range of simple types. In this thesis, we only
consider string and integer, which are the most important simple types.

Similar to nodes in a document, node schemas are connected via edges,
defining path schemas to traverse the schema graph. There is one path schema
from the root of the schema to each node schema.

Definition 2.6 (path schema) Let S be a schema according to Definition 2.4
with the set of node schemas N.

• A rooted path schema p is a sequence of k connected node schemas
〈/n1/ . . . /nk〉, where n1 = root(S) ∧ ni ∈ parent(ni+1) for ni ∈ N and
i = 1 . . . k−1.

• Let P be the set of rooted path schemas in S.
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• Function last : P → N returns the last node schema of a path schema
p ∈ P, last(〈/n1/ . . . /nk〉) = nk for k ≥ 1.

• The sequences of node schema names of the path schemas represent the
labelpaths of a schema. Each path schema has a distinct labelpath.

¤

Example 2.7 (path schema) In the schema of Figure 2.3, sample path
schemas consist of the following sequences of node schemas, which are rep-
resented by their labelpaths: /projects/ project/ milestone/ title/ text()

and /projects/ project/ milestone/ resource/ description. Note that
node schema text() has four parent node schemas (the three title node
schemas and the node schema description). With each parent node schema
it forms a distinct path schema. Regarding the second labelpath, node schema
description has the parent node schema resource.

A document is instance of a schema if each path of the document is instance
of one path schema and each node of the document is instance of one node
schema. The following definitions formally define when a document is a valid
instance of a schema.

Definition 2.7 (path and node instance) Let D be a document with nodes
N and paths P and S be a schema with node schemas N and path schemas P.

• A path p = 〈/n1/ . . . /nk〉 ∈ P is instance of a path schema p =
〈/n1/ . . . /nk〉 ∈ P, written as p ² p, iff for i = 1 . . . k, k ≥ 1

– name(ni) = name(ni), and

– if the type of ni is defined, it either equals the type of ni or it is a
subtype of the type of ni, (type(ni), type(ni)) ∈ H∗. The type of ni

must not be declared as abstract in the schema.

The first property ensures that the path and the path schema have the
same labelpath. In a valid schema, there exists at most one path schema
that fulfills this property because each path schema has a distinct label-
path. The second property checks whether the nodes on a path have types
that are defined in the schema.

• The path schema of a node n ∈ N , represented by function pathschema :
N → P, is defined to be the path schema p ∈ P such that path(n) ²
p. The node schema of a node is defined by nodeschema : N → N,
where nodeschema(n) = last(pathschema(n)). If the type of a node is
undefined, it implicitly adopts the type of its node schema.

¤

Example 2.8 (path and node instance) In the document of Figure 2.2,
a sample path is /projects [1]/ project [1]/ milestone [2]/ title [1]/

text(). This path is instance of the path schema /projects/ project/

milestone/ title/ text(), which belongs to the schema of Figure 2.3. It fol-
lows that this is the path schema of the text node with value ‘implementation’
and that the node schema of this node is the node schema named text().
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In sciens, each document is instance of one schema, i.e. it is said to be
valid against the schema or to conform to the schema. Based on Definition 2.7,
Definition 2.8 defines when a document is a valid instance of a schema.

Definition 2.8 (document instance) A document D is a valid instance of a
schema S, D ² S, iff

• The set of types defined in D is a subset of the types defined in S, i.e. for
each type name in D there exists a type in S with the same name.

• Each path p in P is instance of exactly one path schema p in P:

– ∀p ∈ P : ∃p ∈ P : p ² p and

– ∀p ∈ P,p,p′ ∈ P : p ² p ∧ p ² p′ ⇒ p = p′.

• There do not exist two distinct nodes which have the same parent and
are instances of the same node schema if the node schema is single-
valued, ∀n, n′ ∈ N : parent(n) = parent(n′) ∧ nodeschema(n) =
nodeschema(n′) ∧ card(nodeschema(n)) ∈ {0, 1} ⇒ n = n′.

• Each node whose type defines or inherits a required node schema has
at least one child for each required node schema, ∀n ∈ N, ∀n ∈
(defines(type(n)) ∪ inherits(type(n))) : card(n) ∈ {1, +} ⇒ ∃n′ ∈ N :
parent(n′) = n ∧ nodeschema(n) = n.

• The order between node schemas is respected within sibling nodes, ∀n, n′ ∈
N : parent(n) = parent(n′) ∧ nodeschema(n) ≺ nodeschema(n′) ⇒ n ≺
n′.

¤

Example 2.9 (document instance) The document of Figure 2.2 is a valid
instance of the schema of Figure 2.3. Each of its types is defined in the schema,
each path is instance of a path schema and it fulfills the cardinality constraints of
the schema. For example, each resource has exactly one title (the node schema
title is single-valued and required) and at most one date. Sibling nodes respect
the order of their node schemas. For example, the title of the first resource
precedes the description of this resource.

2.2 Processing Queries

The most well-known XML query languages are XPath [27] and XQuery [33],
which have been proposed by the W3C. XPath provides path expressions to
address nodes of XML trees, whereas XQuery extends XPath by expressions
for combining, restructuring and sorting information and constructing XML
structures.

XPath expressions consist of one or more steps that are evaluated from left
to right. Each step generates a sequence of nodes, which are input for the subse-
quent step. A step consists of an axis, defining the direction of movement, and
a node test, selecting nodes based on their kind, name and/or type. Optionally
it is followed by predicates that filter the node sequence to which the step has
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evaluated and only retain the nodes that fulfill the predicates. The result of
a path expression contains a sequence of nodes that is duplicate-free and in
document order.

Example 2.10 (path expression) A sample path expression is //project

[title = ‘semcrypt’]// resource [@date < ‘2008-01-01’], selecting all re-
sources of project ‘semcrypt’ that have been edited before ‘2008-01-01’. Looking
at the document of Figure 2.2, the path expression is evaluated as follows. The
first step is //project [title = ‘semcrypt’] and selects all descendants of the
document that have the name project. In the example, this step generates
the node sequence consisting of the one and only project node. The predicate
filters this sequence, retaining only projects with title ‘semcrypt’. More pre-
cisely, it selects the child nodes named title and tests whether they have a
text node with value ‘semcrypt’. As the project node has a corresponding child,
the project node is input to the second step expression, //resource [@date <

‘2008-01-01’]. This step first selects all descendants of the project node with
name resource and then discards the resources edited after 2007. The project
has two resources, but only the first one fulfills the predicate and is returned by
the path expression.

This thesis uses a subset of XPath 2.0 [27], which is expressive enough
to formulate common queries on XML documents. Compared to Core XPath
[86], which is a subset frequently referred to in literature, this subset also sup-
ports full-text queries and queries on type hierarchies. In contrast to XPath or
XQuery, it does not support e.g. sorting, grouping, aggregation functions and
result construction as the focus is on queries to be supported by indices. For
better readability, we use a simplified version of the XPath syntax for these
queries.

PathExpr ::= (StepExpr PredicateList)+

StepExpr ::= “/” | “//” NodeTest
NodeTest ::= NodeName | “*” (“<” TypeName “*”? “>”)?
PredicateList ::= (“[” Predicate “]”)∗

Predicate ::= ComparisonExpr (“and” ComparisonExpr)?
ComparisonExpr ::= NodeTest (StepExpr)∗ (CompOp Value)?
CompOp ::= “<” | “≤” | “=” | “≥” | “>” | “∼” | “∼̇”

Table 2.1: Simplified EBNF for queries on XML documents.

Table 2.1 depicts the grammar used to formulate queries in this thesis. The
syntax corresponds to the EBNF of the XPath 2.0 specification. The query
language only supports the child (/) and descendant (//) axes. Each node test
consists of a node name or a wildcard (*) and an optional type name. If the
type name is followed by a star (*), the query refers to the corresponding type
hierarchy, otherwise it only retrieves nodes with the specific type and not nodes
belonging to any of its subtypes. Predicates allow for evaluating structural con-
ditions on nodes or comparing node values. The special comparison operators
∼ and ∼̇ are used for full-text queries, similar to the matches function in XPath
2.0. The operators determine whether any word of a node value equals (∼)
or starts with (∼̇) the specified value, respectively. Node names, type names
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and values consist of characters, taken from the set of node names, type names
and values of the data model (cf. Section 2.1.1). Pursuant to the XPath 2.0
specification, value comparisons take the content of element nodes or the value
of attribute or text nodes and compare it with the specified value. The query
result comprises the nodes returned by the query and their descendants.

Typical queries on XML documents specify structural conditions using path
expressions and search the document content with predicates (cf. XML query
use cases [44] and XML benchmarks [173, 199]). Catania et al. [43] propose to
classify queries according to each one of the following three dimensions:

• Simple/branching path query: In contrast to a simple path query, a branch-
ing path query contains branches, i.e. it visits several labelpaths.

• Total/partial matching query: While a total matching query begins at the
root of a document, a partial matching query starts from some nodes of
the document that are selected via the descendant axis.

• Structure/content-oriented query: Queries with predicates on node val-
ues are content-oriented, whereas remaining queries are referred to as
structure-oriented queries.

Queries on the document structure are hierarchical queries as both the paths
as well as the types in a document form hierarchies. Queries on the document
content compare node values by exact match, range or textual constraints. Gen-
erally, queries evaluate the following conditions on XML documents (cf. Example
2.11 for sample queries):

• Queries on the document structure:

– Queries select nodes by their node names. They either specify all
names of a path or omit some of them by using wildcards or the
descendant axis. As the node names of a path form the labelpath of
a node, we refer to such queries as queries on the labelpath hierarchy.

– As several nodes may share the same labelpath, labelpaths alone are
insufficient to select nodes. Apart from node names, the queried
hierarchy can be restricted by any kind of predicate. Predicates limit
search to specific paths (subtrees) of documents. These queries thus
restrict the path hierarchy of documents.

– Not only paths but also types form a tree hierarchy in XML. Queries
either select all nodes belonging to a specific type, to a partial type
hierarchy or to the entire type hierarchy. We refer to such queries as
queries on the type hierarchy.

As labelpaths, paths and types form trees in XML, queries on the docu-
ment structure are typically hierarchical queries, selecting either the entire
hierarchy, a partial hierarchy or only a specific part of the hierarchy.

• Queries on the document content:

– To filter nodes returned by a path expression, queries can compare
the values of these nodes with a specific value and discard all nodes
whose value does not equal the specified value. These queries are
referred to as exact match queries.
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– Queries do not compare values with one specific value only. Instead,
queries test whether node values (e.g. numbers, dates) are within a
certain value range. In this case, we talk about range queries.

– An important characteristic of XML documents is that they can con-
tain unstructured parts. To enable search within unstructured data,
an essential class of queries determines whether a node value contains
a specific word or word prefix via a regular expression. We refer to
such queries as full-text queries.

Queries on the document content select nodes whose value equals a certain
value, is within a value range or contains a specific word or word prefix.

Structure-oriented queries
Q1 /projects/project/title
Q2 //milestone//title
Q3 //title
Q4 //resource[description]/title
Exact match queries on labelpath hierarchy
Q5 /projects/project[title = ‘semcrypt’]
Q6 //*[title = ‘xml’]
Q7 //resource[@date = ‘2007-10-31’][title = ‘xml’]
Range queries on path hierarchy
Q8 //resource[@date ≥ ‘2007-01-01’ and @date < ‘2008-01-01’]
Q9 //project[title = ‘semcrypt’]//resource[@date ≥ ‘2008-01-01’]
Q10 //project[@id = ‘26543’]/milestone[title = ‘design’]/resource[@date ≥

‘2008-01-01’]
Full-text queries on type hierarchy
Q11 //resource<Report*>
Q12 //resource[description ∼ ‘database’]
Q13 //resource<TechnicalReport>[description ∼̇ ‘data’]

Table 2.2: Queries on the document of Figure 2.2.

Example 2.11 (queries) Table 2.2 depicts sample queries on the document of
Figure 2.2 using the query syntax of Table 2.1. Q1-Q4 are structure-oriented
queries and select nodes according to the node names contained in their label-
paths. Q1 is a total matching query and selects all project titles. Q2-Q4 are
partial matching queries. Q2 retrieves all titles which are descendants of mile-
stones, i.e. the titles of milestones and resources, whereas Q3 returns all titles.
Q4 is a branching path query with a structural predicate, returning the titles of
resources that have a description.

The subsequent queries do not only restrict the structure, but also contain
value-based predicates. Thereby, each query group focuses on one structure-
and one content-oriented condition. Q5-Q7 are exact match queries, comparing
titles with a specific value. While Q5 exactly specifies the labelpath of the nodes
to be returned, Q6 refers to the entire hierarchy and returns all nodes with the
specified title. Q7 retrieves all resources with a specific date and title.
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Q8-Q10 are examples for range queries that select resources according to their
date. All resources have the same labelpath, but they are located in different
path hierarchies. While Q8 looks at all resources, Q9 and Q10 limit search
to certain subtrees of the document using predicates. Q9 selects resources of
project ‘semcrypt’, Q10 resources of the first milestone of this project in the
sample document of Figure 2.2. The first two predicates of Q10 select the partial
hierarchy with root /projects [1]/ project [1]/ milestone [1], within which
the remaining part of the query is evaluated.

The remaining queries of Table 2.2 query the type hierarchy of resources,
whereby Q12 and Q13 additionally contain full-text queries. Q11 returns all
nodes with type <Report>, whereas Q12 selects resources whose description con-
tains the word ‘database’. As only nodes with type <Report> have a descrip-
tion, Q12 implicitly refers to the partial hierarchy of type <Report>. Q13 re-
trieves all nodes with type <TechnicalReport> whose description contains any
word starting with the prefix ‘data’ (such as ‘data’ or ‘database’). All sam-
ple queries use the simplified XPath syntax of Table 2.1. In XPath 2.0, Q13,
for example, would be written as //element(resource, TechnicalReport)

[description/fn:matches(., ‘\bdata.*’)].

Various approaches exist to evaluate queries. Gottlob et al. [86] present
algorithms for processing XPath queries in main memory. Pattern matching
algorithms (e.g. [42, 50, 142, 200]) represent queries as tree patterns and find
occurrences of these patterns in the document. To avoid scanning whole docu-
ments, various approaches use indices on the document structure and/or con-
tent. To evaluate queries by accessing several indices, structural join algorithms
(e.g. [135]) join nodes returned by indices according to their structural relation-
ships.

Example 2.12 (query evaluation) Basically, the following steps are nec-
essary to evaluate Q8 of Table 2.2 (//resource [@date≥ ‘2007-01-01’ and

@date < ‘2008-01-01’]) without indices: (1) traverse the document to locate
resource nodes, (2) for each resource node, navigate to its date and determine
whether the date value is within the specified value range. To accelerate the first
step, we could use an index on labelpaths which returns all nodes belonging to
the labelpath of resources. Instead of indexing the document structure, we could
also use a B-tree on date values to accelerate the second step of the query pro-
cessing algorithm. If we access both indices, we need a structural join algorithm
to determine which dates belong to which resources.

2.3 Indexing Requirements

Databases organize records into files, which consist of pages. To process queries
without scanning all records, databases rely on indices. Ramakrishnan and
Gehrke [164] define an index as ‘a data structure that organizes data records
on disk. . . to efficiently retrieve all records that satisfy search conditions on the
search key fields of the index’. The search key fields are any properties of the
indexed records. An index either returns (i) the actual data records that match
the search keys or returns (ii) references to the corresponding data records.
Garcia-Molina et al. [83] refer to alternative (i) as the primary index, whereas
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alternative (ii) is a secondary index. Ramakrishnan and Gehrke [164] use a
different definition, which does not focus on what the index returns but on
what it indexes. According to them, an index on a set of fields including the
primary key is a primary index, otherwise it is a secondary index.

In XML, records comprise nodes of documents. In our terminology, an index
is a search function that consists of a set of index entries. Each index entry maps
a list of index keys to nodes. An index search compares the index keys with the
search conditions and returns all nodes associated with index keys that match
the search conditions. An index key can be any property of a node that can be
indexed. Indexable properties are the value, type, labelpath, path or name of a
node. An index structure is the specific data structure used to organize index
entries, such as a hash table or a B-tree.

Concerning primary and secondary indices, we follow the definition of
Garcia-Molina et al. [83]. An index which organizes the nodes of a document
is referred to as the primary index. On the contrary, a secondary index returns
node identifiers. We assume that node identifiers are logical identifers that can
be used to obtain the corresponding nodes from the primary index. Typically
there is one (default) primary index defined on each document. However, it is
possible to add several secondary indices defined on various properties of the
XML data model.

Example 2.13 (index) To support Q8 of Table 2.2 (//resource [@date≥
‘2007-01-01’ and @date < ‘2008-01-01’]), we can define a secondary index
on dates which uses the value of dates as index keys and returns the node iden-
tifiers of resource nodes. To support range queries, a B-tree is an adequate
data structure for this index. Regarding the sample document of Figure 2.2, a
sample index entry maps the index key ‘2007-03-12’ to the node identifier of
the first resource. When accessing the index with search keys ‘2007-01-01’ and
‘2008-01-01’, specifying the requested date range, the index returns the node
identifier of the first resource as its index key ‘2007-03-12’ matches the search
condition.

In consideration of frequent queries presented in Section 2.2, a database
requires indices on the document structure and on the document content as
well as indices on both the structure and the content of documents:

• Indices on the document structure:

– Labelpath hierarchy: Indices should enable the database to select
nodes by their labelpath or node name to return all nodes belonging
to a specific labelpath or having a certain node name, respectively.
As queries frequently refer to several labelpaths that form a subhier-
archy, indices should be able to select all nodes of a subhierarchy
without having to access the index for each individual labelpath of
the queried subhierarchy.

Example 2.14 (labelpath hierarchy index) An index on label-
paths supports Q1 of Table 2.2 by returning all nodes with the queried
labelpath. Similarly, an index on node names is efficient for Q3,
which selects all nodes with the requested name. As Q3 selects sev-
eral labelpaths, it is also possible to define an index on the labelpath
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hierarchy of title nodes. This index supports Q1-Q3 as it can select
titles within different subhierarchies, i.e. within projects, milestones
or resources.

– Path hierarchy: Similar to indices on the labelpath hierarchy, indices
on the path hierarchy support queries on specific subtrees of docu-
ments. When a query restricts search to a specific subtree, e.g. with
the help of a predicate, or starts search from a previous query result,
an index on paths can identify the queried subtree and limit index
traversal to the queried subtree. Indices on paths therefore avoid the
need of looking at the entire document and performing structural
joins between partial query results.

Example 2.15 (path hierarchy index) Queries Q8-Q10 of Ta-
ble 2.2 select resources within different projects and milestones.
As soon as the requested project/milestone has been identified, it
should no longer be necessary to consider all resources regardless
of the project/milestone within which they are located. To avoid
processing structural joins between all resources and the queried
project/milestone, an index on the path hierarchy of resources is ap-
propriate. It groups resources according to their project and milestone
and can therefore limit search to the queried project or milestone hi-
erarchy.

– Type hierarchy: Indices on types are required to support querying
nodes by types without the need of scanning all nodes. They should
return all nodes with a specific type or whose type is part of the
requested type hierarchy.

Example 2.16 (type hierarchy index) Indexing the type hierar-
chy of resources supports queries Q11-Q13 of Table 2.2, by selecting
all resources that are reports or only technical reports.

As labelpaths, paths and types form a tree hierarchy, indices on the doc-
ument structure need to support hierarchical queries, selecting either the
entire hierarchy, a partial hierarchy or only a specific part of the hierarchy.

• Indices on the document content:

– Exact match index: A database should provide indices that can re-
turn all nodes with a specific value without scanning the values of all
nodes.

Example 2.17 (exact match index) To support Q5 of Table 2.2,
an exact match index on the values of title nodes can return all nodes
with the requested title ‘semcrypt’.

– Range index: While exact match indices support queries asking for
one specific value, range indices are required for retrieving all nodes
whose value is within a certain value range.
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Example 2.18 (range index) Queries Q8-Q10 of Table 2.2 com-
pare the values of date nodes with a value range. With the help of
a range index on date values, a database can evaluate these queries
without having to look at each date.

– Full-text index: To support full-text queries, it is necessary to index
the individual words of node values and structure them in a way that
allows for comparing the indexed words with words or word prefixes.

Example 2.19 (full-text index) Queries Q12 and Q13 of Table
2.2 compare node values with a word and word prefix, respectively. A
full-text index on the values of description nodes can evaluate these
queries without looking at each node value.

Indices on the document content index node values, but need to support
different operations on these values. Required operations include exact
and range comparisons as well as word and word prefix search. Instead
of indexing all node values, indices on the document content are typically
selective indices in that they only index the values of nodes with the same
labelpath or name.

• Indices on the document structure and content: Queries typically
constrain both the document structure and the document content. Indices
should therefore support any combination of structure- and/or content-
oriented properties. When indexing multiple properties in one index, it
should be possible to adapt indices to the query workload. For example, in-
dices on the structure and content should either favor structure-oriented or
content-oriented queries or equally support both kinds of queries. Which
query is best supported by an index depends on how the index structures
its search space, i.e. according to which properties it orders index entries.

Example 2.20 (indices on the structure and content) With regard
to queries Q8-Q10 of Table 2.2, a range index on dates and a path hierar-
chy index on resources can be useful. To avoid accessing both indices and
joining their results, an index on both the date and the path hierarchy is
most appropriate. If Q8 is evaluated most often, this index should favor
querying the date, whereas if Q10 is more frequent, the index should favor
querying the path hierarchy. In case that Q8-Q10 occur the same number
of times, the index should perform equally for all queries.

To summarize, an XML database requires indices on the document structure
and content. For this purpose, indices need to be able to index various properties
of nodes, namely labelpaths, paths, types and values. They should support
various operations on these properties - hierarchical comparisons on structural
properties and exact, range and textual comparisons on values. Queries typically
constrain various properties, raising the need for indices on multiple properties
that can be adapted to the query workload.
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This chapter describes how to assign labels to schemas and documents such
that indices can use labels for comparing and representing nodes and their prop-
erties. Section 3.1 identifies requirements to be supported by labels for indexing
and Section 3.2 reviews related work. Based on existing labeling approaches,
Section 3.3 proposes how to label path schemas and how to integrate schema in-
formation into node labels. Section 3.4 extends this approach by labeling type
hierarchies and by integrating type information into node labels. Processing
labels to support the required indexing operations is discussed in Section 3.5.
Finally, Section 3.6 summarizes the main ideas of the proposed labeling scheme.
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3.1 Introduction

Indices require nodes and their properties to be represented in a way that allows
for efficiently querying and updating the index as well as compactly storing
the index structure. More precisely, indices on the document structure need to
represent and compare paths, labelpaths and types. As secondary indices return
node identifiers, encoding structural information into node identifiers enables
the database to process nodes returned by indices without accessing documents.
Integrating schema information into node identifiers further improves query and
update processing.

A labeling scheme assigns a unique label to each node of a document. The
label is not a simple number, but encodes structural information about the
node. Recently, a number of labeling schemes have been proposed (e.g. [72,
130, 135, 158]) with the main purpose of (i) accelerating query and update
processing by performing operations on labels instead of accessing documents
and (ii) providing a compact storage representation of nodes.

With regard to indexing, a labeling scheme (i) accelerates index traversal,
selection and maintenance and (ii) provides a compact storage representation of
indexed properties and nodes returned by indices. For this purpose, the labeling
scheme should fulfill the following requirements:

• Path operations: Labels should encode paths in such a way that the fol-
lowing operations can be performed directly on labels:

– Evaluate structural relationships between nodes, i.e. determine doc-
ument order, parent-child and ancestor-descendant relationships be-
tween nodes.

– Facilitate navigation by enabling to calculate the labels of ancestor
nodes.

Labels that support these path operations facilitate processing nodes re-
turned by indices. They enable indices on paths to compare search keys
with indexed properties when accessing or updating the index structure.
With regard to index maintenance, navigating to nodes via labels speeds
up finding all nodes which are affected by an index update operation.

• Dynamic documents: XML documents are not static but may be subject to
frequent updates. If updates on documents modify existing node labels, it
is necessary to update all indices referring to these labels. Only immutable
labels impede such expensive relabeling operations and guarantee that
existing nodes labels do not change when inserting or deleting nodes.

• Efficient encoding: Labels allow for representing nodes returned by indices
as well as structural properties that can be indexed. An efficient encoding
of labels is necessary to compactly store indices. The encoding should also
provide for fast comparison between labels.

• Schema information: Labels should be as expressive as possible and cap-
ture all structural information about a node. This implies that they should
not only encode paths and support operations on paths. Integrating label-
paths and types, which are defined by schemas, enables indices to represent
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and compare these properties and further improves index maintenance.
Comparing labelpaths requires the same operations as on paths, whereas
types are typically compared according to super/subtype relationships.

To summarize, the labeling scheme must support representing and compar-
ing paths, labelpaths and types. Labels must be immutable and provide an
efficient encoding. In [88], we have outlined a labeling scheme fulfilling these
requirements, which we describe in this chapter. Although indexing does not
depend on this particular labeling scheme, it improves many index processing
tasks. We will point out these advantages in the subsequent chapters after
reviewing related work.

3.2 Related Work

Numerous labeling schemes1 have been proposed recently to support querying
and updating XML documents.

Containment labeling schemes2 assign to each node two numbers (express-
ing a range) in some kind of tree traversal such that the range of each node is
within the range of its ancestors. First presented by Dietz [67] and Agrawal et
al. [10], containment labeling schemes were later applied to XML [90, 135]. A
containment label mostly consists of three numbers (order, size, level) (cf. Ex-
ample 3.1). The labeling scheme assigns order and size tags, which are ascending
numbers, in a preorder and postorder traversal, respectively. The level indicates
the tree depth at a particular node and equals the number of nodes on a node’s
path.

In a prefix labeling scheme, each node encodes the label of its parent as a
prefix in its label. This idea originates from the Dewey Decimal Classification
[65], which has been proposed to classify topics in libraries. In XML labeling
schemes, each node takes the label of its parent as prefix and adds a self label
(cf. Example 3.1). The self label is ascending and unique within siblings. As
self label, labeling schemes either use numbers [158, 186] or binary strings [57,
120, 130].

Lee et al. [127] represent a document as a k-ary complete tree where k is the
largest number of children of an element node in the document. They assign
labels to the nodes by traversing the tree in level order (cf. Example 3.1).

Example 3.1 (labeling schemes) Figure 3.1 labels a sample document using
the containment, prefix and k-ary complete-tree labeling scheme. Containment
labels are shown left to each node in parenthesis, prefix labels are written below
each node and k-ary labels are depicted in brackets to the right of each node.
Thereby, k = 2 as each node contains at most two children.

In the following, we look at how existing labeling schemes fulfill the require-
ments identified in Section 3.1.

1The terms numbering scheme or node identification scheme are also frequent.
2Containment labeling schemes are also referred to as range or interval labeling schemes.
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Figure 3.1: Containment, prefix and k-ary complete-tree labeling schemes.

3.2.1 Path Operations

Containment labeling schemes represent document order by assigning order tags
in a preorder traversal. Node u is an ancestor of node v iff order(u) < order(v)∧
size(v) < size(u). If additionally level(u) = level(v) − 1 holds, node u is
the parent of node v. Despite enabling to evaluate structural relationships,
containment labeling schemes fail in supporting navigation to ancestor labels.

Prefix labeling schemes compare document order between nodes by the lex-
icographic order of their labels. Node u is an ancestor of node v iff label(u) is a
prefix of label(v). As prefix labeling schemes encode parent labels, they easily
support navigating to ancestors by calculating their node labels.

The k-ary complete-tree labeling scheme [127] can calculate the parent u of
node v by label(u) = (label(v)− 2)/k + 1 and therefore supports both evaluat-
ing structural relationships as well as navigating to ancestor labels. To evaluate
document order between labels that are not in an ancestor-descendant relation-
ship, it is necessary to determine the level of each label and compare the numeric
order between labels at the same level.

Example 3.2 (path operations) In Figure 3.1, the node with label (3, 4, 2) is
the parent of the node with label (4, 2, 3) because 3 < 4∧ 2 < 4∧ (2 = 3− 1). By
looking at the prefix labels, we see that label 1.2 is a prefix of label 1.2.1. From
the prefix label 1.2.2, we can also calculate its ancestor labels, which are 1.2 and
1. The parent of the 2-ary label 6 can be calculated by (6− 2)/2 + 1 = 3.

3.2.2 Dynamic Documents

The first XML labeling schemes only considered static documents. To support
dynamic documents, labeling schemes must guarantee that inserting or delet-
ing nodes does not affect existing node labels. Basically, containment labeling
schemes need to relabel all nodes after an insert operation. Prefix labeling
schemes need to relabel following-siblings and their descendants. If the maxi-
mum number of children increases, the k-ary complete-tree labeling scheme has
to relabel all nodes.

Example 3.3 (relabeling) When inserting a new resource between the exist-
ing resources in Figure 3.1, the containment and k-ary complete-tree labeling
scheme require relabeling all nodes. Regarding the prefix labeling scheme, the
new resource gets the label 1.2.2 and the last resource needs to be relabeled to
1.2.3.
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The first approaches which support dynamic documents use floating point
numbers [13] or leave gaps when assigning node labels [135]. However, floating
point numbers and gaps only support a limited number of insertions. Some
approaches try to reduce relabeling costs by computing the necessary gap size
based on statistics [73] or by limiting relabeling to certain fragments of a docu-
ment [115, 181, 204]. The approach of Wu et al. [198] is based on prime numbers.
The label of each node is the product of the parent’s label and the own self la-
bel. They keep document order among nodes by a special value calculated by
the Chinese Remainder Theorem. However, this value grows rapidly and its
calculation is very expensive [130].

To avoid costly relabeling of nodes after updates, dynamic prefix labeling
schemes guarantee immutable node labels. Binary string prefix labeling schemes
[120, 130] avoid relabeling by assembling binary strings in document order. For
example, the approach of Li and Ling [130] uses the following algorithm to
insert a new node nm between the nodes nl and nr. If size(nl) ≥ size(nr),
then nm = nl+‘1’. Otherwise, nm = nr with last bit ‘1’ changed to ‘01’. Kit
et al. [119] present a multi-dimensional labeling scheme which adds dimensions
when an update would otherwise require relabeling. Another possibility is to
use numbers and letters in the labels to support order-sensitive updates (cf. [72,
116]). Ordpath [158] is a prefix labeling scheme which initially only assigns odd
numbers and reserves even numbers for updates. Härder et al. [97] pursue a
similar approach, but additionally use a distance parameter to leave gaps.

project

milestone

resource resource

@id

(01) (1)

(1.01) (1.1)

1

1.1 1.3

1.3.1 1.3.3

r1 r2r3

Figure 3.2: Dynamic labeling schemes.

Example 3.4 (dynamic labeling) Figure 3.2 assigns node labels according to
the approach of Li and Ling [130], shown to the left in parenthesis of each node,
and Ordpath [158], depicted to the right of each node. When inserting resources
r1, r2 and r3 (in this order), Li and Ling assign the labels 1.011, 1.0111 and
1.01101. Ordpath associates the labels 1.3.2.1, 1.3.2.3 and 1.3.2.2.1 with the new
nodes.

3.2.3 Encoding Labels

Various encodings have been proposed to compactly store labels. While static
labeling schemes can use a fixed-length encoding, dynamic labeling schemes
require a variable-length encoding [57, 110].

Li et al. [132] present an encoding based on binary strings, O’Neil et al. [158]
for integer based prefix labels. They store the size of each variable-length label
in a fixed-length field. However, the fixed-length field may become too small
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to represent labels [97, 133], entailing that this encoding may be insufficient for
dynamic documents.

Separators enable the distinction of the individual parts of a prefix label
(e.g. [57]). However, the use of separators impedes fast bit- or byte-level com-
parison between labels [97]. Li et al. [131, 133] present a more efficient solution
based on a quaternary encoding, but it may result in long labels when the size
of a document is not known in advance.

Härder et al. [97] present a Huffman encoding for prefix labels. Huffman
trees provide prefix-free codes, each of which is associated with a specific length
determining the length of a label. Huffman codes support encoding labels with-
out requiring a fixed-length field or a separator. Thus they provide both a
compact representation as well as efficient comparisons of labels.

Example 3.5 (encoding) According to the encoding of Härder et al. [97],
we can associate the Huffman code 0 with length 3 and code 100 with length
4. We then encode label 1.3.5 with 0 001 0 011 0 101 and label 1.3.11 with
0 001 0 011 100 0011. The bit sequence 0 001 encodes the first part of the label,
1, with the three bits 001, as indicated by the Huffman code 0. The lexicograph-
ical order between the encodings expresses document order.

3.2.4 Integrating Schema Information

Only few labeling schemes integrate schema information to improve query and
update processing. Bremer and Gertz [39, 40] construct a DataGuide [85] from
XML documents, which is a summarization of path information. Each path of
the DataGuide is assigned a number that identifies the corresponding labelpath.
The label of each node consists of the number of its labelpath and a prefix label.
The authors also propose how to improve query processing with the additional
schema information encoded into labels. This approach has later been applied
to processing the nodes returned by indices [96, 174].

Example 3.6 (schema integration) Looking at Figure 3.2, assume that
we associate labelpath /project/ milestone with number 3 and labelpath
/project/ milestone/ resource with number 4. By enhancing prefix labels
with these numbers, we get label 3–1.3 for the milestone node and label 4–1.3.1
for the first resource. With the help of the node label and the schema, it is
possible to determine the node name and its labelpath, which facilitates query
processing.

Instead of simply assigning ascending numbers to labelpaths, Li et al. [134]
encode structural relationships into the numbers assigned to labelpaths. The
BUS indexing scheme [180] assigns numbers to the document structure in the
same way as the k-ary complete-tree labeling scheme. Spider [81, 114] uses a
similar approach, which does not only support evaluating structural relation-
ships between labelpaths, but also calculating ancestor labelpaths to further
improve query processing.
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3.2.5 Comparison

Containment labeling schemes cannot calculate ancestor labels and require rela-
beling after updates. Prefix labeling schemes support the required path opera-
tions, dynamic documents and efficient encoding. While existing schema-aware
labeling schemes integrate labelpaths, they do not take into account types and
type hierarchies and only consider static documents.

None of the existing labeling schemes fully matches the requirements pre-
sented in Subsection 3.1. By combining several approaches, we can construct a
dynamic labeling scheme that supports representing and comparing paths and
labelpaths. We further need to extend this labeling scheme to also include types
and type hierarchies.

3.3 Basic Approach

This section looks at how to extend existing labeling schemes with labelpaths.
A schema defines all labelpaths that exist in a document via path schemas. By
labeling these path schemas, each labelpath gets a unique label as well. Subsec-
tion 3.3.1 describes labeling the schema graph, while Subsection 3.3.2 addresses
integrating schema labels into node labels. Neither labeling the schema nor la-
beling the document depends on a specific labeling scheme, as several labeling
approaches support the identified requirements (cf. Section 3.2). When describ-
ing the labeling algorithms, we therefore first abstract from specific labeling
schemes and subsequently depict a sample labeling approach. We basically con-
struct labels that directly support all required operations. Additionally, we
discuss some space improvements assuming that the schema resides in main
memory and can be accessed efficiently to compare labels.

3.3.1 Schema Labeling

This subsection describes an algorithm to label the schema graph defined in Sec-
tion 2.1.2 in order to support representing and comparing labelpaths. Required
operations on labelpaths include evaluating document order and structural re-
lationships and calculating ancestor labelpaths. The schema is usually very
small compared to the documents and fits into main memory. Nevertheless per-
forming operations directly on labels is preferable to accessing the schema to
compare labelpaths. In case that the schema is not static, the labeling scheme
must further support updates without relabeling.

Labelpaths form a tree. To support the required operations on labelpaths,
we convert the schema graph into a tree of path schemas. Each path schema
represents a labelpath and is assigned a unique label. Algorithm 3.1 describes
how to recursively extract and label the path schemas of a schema graph. The
algorithm is first called with the root node schema as current node schema and
with the parent and previous-sibling path schema set to null. Each recursion
visits a node schema n and creates a new path schema p = 〈n1/ . . . /nk〉, where
〈n1/ . . . /nk−1〉 equals the parent path schema and nk = n. After assigning
a label to this path schema, the algorithm determines all children of the node
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schema. The algorithm then recursively creates a path schema for each child
node schema.

Algorithm 3.1 Extract and label the path schemas of a schema graph.
Input: Node schema n of the schema graph; Parent path schema ppar, which
is the path schema of one of the node schema’s parents or null if the node
schema does not have a parent; Previous-sibling path schema psib, which is the
path schema of the node schema’s previous sibling or null if the node schema
does not have a previous sibling.
Output: Labeled path schema p, which has the parent path schema ppar

and the last node schema n.
Description: Generate path schema p for node schema n with parent path
schema ppar and assign a label to this path schema based on its parent and
its sibling path schema psib. Then recursively generate path schemas for
descendant node schemas.
Result: Path schema for node schema n with a unique label.

1: procedure labelSchema(n, ppar, psib)
2: p = createPathschema(n, ppar)
3: label(p) = createLabel(label(ppar), label(psib))
4: Nchild = {nc ∈ N | n ∈ parent(nc)}
5: psib =⊥ . set to null
6: for all nchild ∈ Nchild do . in document order
7: psib = labelSchema(nchild,p,psib)
8: end for
9: return p

10: end procedure

To assign labels to path schemas, procedure createLabel requires (i) the
label of the parent path schema to encode structural relationships and (ii) the
label of the previous-sibling to keep order among labels. In case that the parent
label is null, it assigns a new root label. A sibling label set to null indicates
that the label to be assigned represents the first child of the parent. Various
labeling schemes and encoding approaches presented in Section 3.2 support these
requirements. For example, prefix labeling schemes can label dynamic schemas,
whereas the k-ary complete-tree labeling scheme is sufficient for static schemas.
Example 3.7 shows a sample labeling, which we will use in this thesis. As we
assume the schema to be static, we use the k-ary complete-tree labeling scheme
[127] to assign labels. This labeling scheme generates smaller labels than prefix
labeling schemes. It requires to traverse the schema once before assigning labels
to determine the value of k, which equals the maximum number of child node
schemas. Labels can then be calculated with the parent and sibling label and
with the static value k.

We define function label : P → Z to return the label of a path schema,
where Z is the set of path schema labels. As path schemas form a tree, we
define functions children, descendant, parent and ancestor analogous to the
corresponding functions on nodes in a document tree (cf. Subsection 2.1.1).

Example 3.7 (schema labeling) Figure 3.3 depicts the tree of path schemas
generated by Algorithm 3.1 for the schema graph of Figure 2.3. Each path
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Figure 3.3: Labeling the path schemas of the schema in Figure 2.3.

schema represents a labelpath. As each path schema has at most three chil-
dren, we use k = 3. For example, to assign a label to the path schema
/projects/ project/ milestone, the algorithm receives as input the node
schema milestone, the parent path schema ppar = 2 and the sibling path schema
psib = 6. To calculate the new label, procedure createLabel increments the
sibling label by 1. The newly created path schema has two children with node
schemas title and resource, for which the algorithm generates labels in the
next steps.

In Section 2.1.2, we defined a schema graph to be acyclic, which impedes
recursion. In case of a recursive schema graph, we propose to keep track of
the maximum recursion depth in instance documents and extract as many path
schemas as there currently exist in the documents.

3.3.2 Document Labeling

When labeling the document tree defined in Section 2.1.1, each node is assigned
a unique label, consisting of a schema label and an instance label. The schema
label corresponds to the label of the node’s path schema (cf. Subsection 3.3.1),
whereas the instance label identifies the position of the node in the specific
document. The schema and instance label need to support the path operations
identified in Subsection 3.1.

Algorithm 3.2 describes how to recursively assign labels to the nodes of a
document. To assign a label to a node, procedure createLabel requires the
label of (i) the node’s path schema to encode its labelpath, (ii) the parent node
to encode structural relationships and (iii) the node’s previous-sibling to keep
document order between labels. In case that the parent label is null, the labeling
scheme assigns a new root label. An unknown sibling label indicates that the
current node is the first child of the parent.

In Subsection 2.1.1, we have introduced function pathschema, which returns
the path schema of a node and thus connects a document with its schema.
Programmatically, the algorithm can determine the path schema of a node as
follows. The node schema of the node must be defined by the type or any
supertype of the node’s parent. Functions defines and inherits return these
node schema candidates. Among these node schema candidates, there is one
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Algorithm 3.2 Label the nodes of a document.
Input: Node n of the document; Parent node npar, which is the node’s
parent or null if the node does not have a parent; Previous-sibling node nsib,
which is the previous sibling of the node or null if the node does not have a
previous-sibling.
Description: Determine the path schema of node n and generate a label for
the node with the help of its path schema, its parent npar and its previous-
sibling node nsib. Then recursively generate labels for its descendants.
Result: Node n and all its descendants have assigned a unique label.

1: procedure labelDocument(n, npar, nsib)
2: label(n) = createLabel(label(pathschema(n)), label(npar), label(nsib))
3: nsib =⊥ . set to null
4: for all nchild ∈ children(n) do . in document order
5: labelDocument(nchild, n, nsib)
6: nsib = nchild

7: end for
8: end procedure

node schema which has the same name as the node. The requested path schema
is the child of the parent path schema that ends with that node schema. When
calling the algorithm with the root node, the parent and the sibling node are
still set to null. In this case, the path schema of the processed node has to equal
the root path schema.

The label of each node consists of a schema label, which corresponds to the
label of the node’s path schema, and an instance label. We define function
ilabel : N → Z to return the instance label of a node, where Z is a set of
instance labels. Function slabel : N → Z returns the schema label of a node.
Function label : N → (Z × Z) returns the entire label of a node, consisting of
its schema and instance label.

The labels must support the required path operations, efficient encoding and
updates without relabeling as documents are usually not static. Various labeling
schemes presented in Section 3.2 fulfill these requirements. In this thesis, we
use a dynamic prefix labeling scheme to assign instance labels, which is similar
to Ordpath [158]. However, we enhance labels with schema labels, which also
influences the assignment of instance labels (cf. [39]).

To reduce label size, we propose two properties. Property (i) is based on the
fact that sibling nodes respect the order defined between sibling node schemas
(cf. Definition 2.8). This allows for assigning self labels in ascending order within
nodes with the same parent and with the same node schema. We refer to this
property as node schema property. Property (ii) further reduces the label size
by only adding a self label to a node’s label if the node’s node schema is multi-
valued (cardinality property). When using this property, certain path operations
require access to the schema (cf. Subsection 3.5).

Example 3.8 describes the sample labeling considering properties (i) and
(ii). In subsequent chapters, we use both properties to assign instance labels
as we believe that the smaller label size improves readability. Note that these
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properties cannot be used if the assumption that nodes follow the order defined
in the schema does not hold, e.g. in case that mixed content occurs. In this
case, it is necessary to assign instance labels in ascending order within nodes
with the same parent independent of their node schema.
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Figure 3.4: Labeling the document of Figure 2.2 with schema labels from Fig-
ure 3.3.

Example 3.8 (document labeling) Figure 3.4 depicts a labeled document
tree whose schema labels correspond to the labels of the schema in Figure 3.3.
Each label consists of a schema label and an instance label, separated by a hy-
phen. Instance labels are generated by property (i), whereby the part written in
grey can be omitted if additionally using property (ii). Assume that we want to
assign a label to the first milestone node. The algorithm takes as input the node,
its parent node project and its previous sibling title. The path schema of the
node has label 7. The schema label of the node equals the label of its path schema
7. As node schema milestone is multi-valued, we add a new self label. We take
1 as self label because the previous sibling belongs to a different node schema
(node schema property). Adding this self label to the parent instance label 1
yields instance label 1.1. The first milestone node thus receives label 7–1.1. We
use hyphens to separate the schema label and the instance label, i.e. slabel = 7
and ilabel = 1.1. The title of this milestone receives label 20–1.1.1. When using
the cardinality property, the final self label can be omitted as each milestone can
only have one title, yielding label 20–1.1.

3.4 Including Type Hierarchies

Existing labeling schemes neglect type hierarchies. In our data model, either
each node has explicitly associated a type or it implicitly adopts the type of
its node schema, which may be part of a type hierarchy defined in the schema
model. The query language used in this thesis supports applying queries to
single types as well as to full or partial type hierarchies. To support these
queries, we identified the need for indices on type hierarchies (cf. Chapter 2).

The concepts of types, type hierarchies and node schemas can be compared to
the concepts of classes, inheritance and attributes in object-oriented databases
(OODBs). To support queries on class hierarchies, OODBs distinguish between
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single-class and class-hierarchy indices [30]. Single-class indices build a separate
index for each class. When the query scope refers to a class hierarchy, resolving
the query by single-class indices would require to access the index for each class
individually. In this case, it is more efficient to build one index for all classes of
an inheritance hierarchy. Analogous to single-class and class-hierarchy indices,
we can distinguish two labeling approaches:

• Encoding the type directly into the schema label allows for filtering nodes
with a specific type and labelpath. However, if type labels depend on
labelpaths, types occurring in multiple path schemas will have different
labels, which complicates operations on types as well as on labelpaths.

• If labels refer to type hierarchies instead of to single types, the labels only
support queries on the type hierarchy, whereas queries on single types
depend on additional information, e.g. special index structures.

To support both approaches, we propose to extend the label of a node with
an additional type label. This enables the labeling scheme to encode specific
types without modifying schema labels. In the following subsections, we extend
the labeling approach of Section 3.3 by type hierarchies. Note that in [88], we
used a different approach to label types, which makes the type label dependent
on the schema label. If a type occurs in various path schemas, the same type
has different labels, which complicates handling queries and indices on types.
We therefore propose to label types independently in this thesis.

3.4.1 Schema Labeling

Type hierarchy indices need to compare types for index construction and traver-
sal. For this purpose, we assign a unique label to each type defined in the schema
model. To support the required operations on types, the labels must allow for
(i) evaluating super/subtype relationships between the types of a type hierarchy
and (ii) calculating the labels of the supertypes of a type.

Each type hierarchy defined in the schema model forms a tree. If we simply
assign a label to each type, the label of a supertype represents both the specific
type as well as the partial type hierarchy of which it is the root. For example,
when using the label as search key in an index, the label cannot express whether
to retrieve the single type or all types of the partial type hierarchy. To solve
this problem, we generate a tree of types such that each supertype is abstract
(cf. abstract superclass rule [105]). More precisely, we create an additional
subtype for each non-abstract type which has subtypes to represent the specific
type. When labeling the tree, each leaf label identifies a single type, whereas
each inner label refers to a partial hierarchy.

To assign labels, we can use any labeling scheme of Section 3.2 that supports
evaluating structural relationships and navigation. Example 3.9 shows a sample
labeling, which we use in this thesis. As we assume type hierarchies to be static,
we use the k-ary complete-tree labeling scheme [127] to assign labels.

We define function label : T → Z, which returns the label of a type, where Z
is a set of type labels. We further define functions parent, ancestor, descendant
and children on each type of a type hierarchy, which are analogous to the
corresponding functions in the document tree (cf. Subsection 2.1.1).
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Figure 3.5: Labeling the type hierarchies of the schema in Figure 2.3.

Example 3.9 (labeling type hierarchies) Figure 3.5 depicts two labeled
type hierarchies. As there are two type hierarchies with at most three subtypes
per type, we chose k = 3. Projects are abstract and are classified into industrial
and research projects. Additionally, there are different types of resources and
reports. Assume that these supertypes are originally not abstract. We added
a subtype to each of these abstract supertypes that represents the specific type.
Type label 10 thus refers to the partial hierarchy of reports, whereas type label
29 refers to all reports, which are neither technical nor financial reports.

3.4.2 Document Labeling

To encode type hierarchies into labels, we extend each label with a type label.
The type label identifies the specific type of the node and therefore must be a leaf
of the labeled type hierarchy. The type label does not affect the remaining parts
of the label, i.e. the schema and instance label still uniquely identify each node.
Further, only nodes whose node schema references a type hierarchy require a
type label.

We define partial function tlabel : N → Z to return the type label of a node.
Further, we extend function label to also incorporate the type label. Function
label : N → (Z×Z×Z) returns the schema label, instance label and - if existent
- type label of a node.

Example 3.10 In Figure 3.4, assume that the resources of the first milestone
have the types <Report> and <Documentation>, respectively. The first resource
has label 21–1.1.1–29, where 29 identifies the specific type <Report>. Note that
we use hyphens to separate the individual parts of a label, i.e. the schema, in-
stance and type label. The second resource receives label 21–1.1.3–9.

The type label enables the comparison of nodes by their type as well as
navigation to the supertypes of a type. When navigating to ancestor nodes,
the label of a node allows for calculating the schema and instance labels of its
ancestor nodes. However, the type labels of ancestors are not encoded into the
label. To determine their type labels, access to the document is necessary.

If labels shall also support calculating the types of ancestor nodes, the type
label of a node needs to include the type label of all nodes on the node’s path. As
the schema is defined to be acyclic, it basically allows for determining which type
label belongs to which ancestor. To determine the types of ancestors without
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access to the schema, each type label needs to be associated with its level or
schema label. Including type labels of ancestor nodes facilitates navigation, but
at the same time increases the label size. Calculating types of ancestors mainly
influences query processing. For indexing, it is sufficient to calculate supertypes
as well as ancestor labelpaths and paths. In this thesis, we therefore only include
the individual type of a node into its label.

Example 3.11 (type labeling) In Figure 3.4, label 21–1.1.1–29 identifies the
first resource. When including type labels of ancestor nodes, we require the
schema to determine whether the type label 29 belongs to the resource or any
of its ancestors. If we associate each type label with its level, we get label
21–1.1.1–4.29 for this resource. In this case, access to the schema is not required
to determine to which node the type belongs. Assume that there are different
types of projects and that the sample project is of type <ResearchProject>.
Then the first resource gets the label 21–1.1.1–2.6, 4.29. This label allows for
determining the labels of all ancestors including their type label without access
to the schema or the document.

3.5 Processing Labels

This section looks at how labels support the required operations on paths, la-
belpaths and types. After labeling the schema, type-hierarchy and document
trees, the vertices of each tree have a unique label. There are different kinds
of labels, i.e. schema, type and instance labels. The labeling schemes used to
assign the labels directly support the following comparisons and operations on
two labels l1 and l2 of the same kind (cf. Subsection 3.2.1).

• Document order:

– l1 ≺ l2 if l1 precedes l2 in document order;

• Structural relationships:

– l1 = l2 if l1 and l2 are equal and reference the same vertex;

– l1 ` l2 if l1 is the parent of l2;

– l1 ° l2 if l1 is an ancestor of l2;

– l1 a l2 if l1 is a child of l2;

– l1

°

l2 if l1 is a descendant of l2;

The child and descendant relationships are the inverse of the parent and
ancestor relationships, respectively. If l1 and l2 are type labels, the struc-
tural relationships denote whether a type is a supertype or a subtype of
another type. For example, if l1 ` l2, l1 is the direct supertype of l2.

• Navigation:

– Function parent(l) returns the parent label of label l, which enables
the recursive calculation of all ancestors of a label;
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The labels can also calculate the level of a vertex in the tree. In a prefix
label, the level corresponds to the number of individual self labels. While some
approaches using the k-ary complete-tree labeling scheme include the level of a
vertex into its label (e.g. [180]), it is possible to calculate the level of a k-ary
label. Equation 3.1 determines the maximum label n at a certain level. Based
on this equation, Equation 3.2 calculates the level of a k-ary label n.

n =
i=level∑

i=0

ki =
klevel − 1

k − 1
(3.1)

level(n) = dlogk(n(k − 1) + 1)e (3.2)

Schema and type labels directly support the required operations on label-
paths and types, respectively. In contrast, operations on paths need to consider
both schema and instance labels due to the node schema property (cf. Subsec-
tion 3.3.2), When additionally using the cardinality property, some operations
may require access to the schema. In the following, we look at each operation
in more detail. Thereby, we describe operations on paths by referring to their
last nodes as each node label also uniquely identifies the corresponding path.

3.5.1 Document Order

Determining document order between vertices of the schema or the type tree is
directly supported by the labeling scheme. This is illustrated by Equation 3.3,
where v1 and v2 are vertices of a schema or type tree.

v1 ≺ v2 ⇔ label(v1) ≺ label(v2) (3.3)

Evaluating document order between nodes or paths requires comparing both
the schema and instance label of node labels. When assigning instance labels
dependent on node schemas (node schema property), the instance labels do
not reflect document order between nodes that have a common ancestor at the
intersection path schema of their path schemas. To compare document order,
we require functions ilevel and ilabel.

The intersection path schema between two path schemas p′ = 〈n′1 . . .n′j〉
and p′′ = 〈n′′1 . . .n′′m〉 is the maximum path schema p = 〈n1 . . .nk〉, where
name(ni) = name(n′i) = name(n′′i ) for i = 1 . . . k. The label of the intersection
path schema can be calculated by operations on the labels of the two path
schemas (cf. Subsection 3.5.3). Function ilevel(label(p′), label(p′′)) returns the
level at which the path schemas intersect.

To compare nodes at their intersection path schema, function
ilabel(label(n), ilevel) returns the instance label of a node label at a cer-
tain level. The returned instance label either equals the instance label of the
node or is a prefix of its instance label. When labeling documents based on the
node schema property, the function simply needs to return the instance label
at the specified level. If additionally using the cardinality property, the level of
the instance label need not express the level of its node in the document tree.
In this case, access to the schema is required to determine the levels that miss
their self labels due to single-valued node schemas.
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Determining document order between two nodes n1 and n2 works as follows.
If both nodes are situated in the same subtree with respect to their intersection
path schema, their schema labels express document order, otherwise it is neces-
sary to compare their instance labels. This is shown by Equation 3.4, assuming
that ilevel = ilevel(slabel(n1), slabel(n2)).

n1 ≺ n2 ⇔ (ilabel(label(n1), ilevel) = ilabel(label(n2), ilevel)∧
slabel(n1) ≺ slabel(n2))

∨(ilabel(label(n1), ilevel) 6= ilabel(label(n2), ilevel)∧
ilabel(n1) ≺ ilabel(n2))

(3.4)

Example 3.12 (document order) Looking at Figure 3.4, assume that we
want to compare the document order between nodes n1 = 59–1.1.1.1 and n2 =
21–1.1.1. At their intersection path schema with schema label 7, the nodes have
the same instance label 1.1. We therefore compare the document order of their
schema labels. Schema label 59 is situated at level 5, whereas schema label 21
is situated at level 4. The parent of schema label 59 has schema label 20. As it
is also situated at level 4, we can compare it with schema label 21. As 20 < 21,
node n1 precedes node n2 in document order. When comparing document or-
der between nodes n1 = 20–1.1.1 and n2 = 21–1.3.1, we get the intersection
path schema 7. The nodes have different instance labels at this intersection path
schema (1.1 6= 1.3). Thus, their instance labels express document order, and
1.1.1 ≺ 1.3.1.

3.5.2 Structural Relationships

Schema and type labels allow for directly evaluating structural relationships be-
tween labelpaths (or path schemas) and types, respectively. Comparing nodes or
paths depends on the schema and instance labels of the node labels. Equations
3.5-3.7 evaluate structural relationships between nodes n1 and n2.

n1 = n2 ⇔ slabel(n1) = slabel(n2) ∧ ilabel(n1) = ilabel(n2) (3.5)

n1 ` n2 ⇔ slabel(n1) ` slabel(n2) ∧ ilabel(n1) ` ilabel(n2) (3.6)

n1 ° n2 ⇔ slabel(n1) ° slabel(n2) ∧ ilabel(n1) ° ilabel(n2) (3.7)

Child and descendant relationships correspond to the inverse of the parent
and ancestor relationships, respectively. Note that in case of using the cardinal-
ity property to label documents, a child or descendant need not add a new self
label. The last part of Equations 3.6 and 3.7 then needs to be adapted to also
compare instance labels by equality.
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3.5.3 Navigation

Schema and type labels directly support calculating parent labels. Navigating
to the parent of a node n or its path requires calculating the parent of both the
schema and instance label. Thereby, the following conditions need to be consid-
ered. (i) In case of the cardinality property, the instance label only changes if
the node schema of n is multi-valued. To determine the cardinality of the node
schema, access to the schema is necessary. (ii) If the type label consists of all
types of a node’s path, calculating the parent of n requires removing the last
type label if this type label is situated at the same level as n.

The labels also allow for calculating labels of children in certain cases. Re-
garding schema and type labels, access to the schema is required to determine
whether the calculated labels of children exist. Calculating the child label of a
node in the document tree requires the following steps. (i) Access the schema to
determine its schema label. (ii) In case that the child node schema is required
and single-valued, the child instance label must either add the self label 1 to its
parent instance label or remains unchanged when using the cardinality property.
Otherwise, access to the document is necessary to determine the instance label.
(iii) If the type of the child node schema has subtypes, look up its type in the
document.

Example 3.13 (navigation) The parent of node 7–1.1 in Figure 3.4 has
schema label (7− 2)/3 + 1 = 2 and instance label prefix(1.1) = 1. To calculate
the child of node 2–1 with node name title, we first look up the corresponding
path schema in the schema, which has label 6. The corresponding node schema
is single-valued and required. We therefore know that the child instance label is
1.1 or - in case of using the cardinality property - it is 1.

3.6 Summary

Labels facilitate processing queries and updates as well as representing and
comparing structural properties in indices. The labeling scheme should assign
labels to paths, labelpaths and types and support determining document order,
evaluating structural relationships and navigating to ancestors via labels. Labels
should not change when updating documents. Efficiently encoding labels helps
reducing the storage space required for indices.

Existing labeling schemes support path operations, dynamic documents and
efficient encoding (e.g. [97, 132]). Schema-aware approaches consider labelpaths
[40, 81], but none of them labels type hierarchies to support operations on types.

The labeling scheme presented in this thesis extends existing approaches
with schema information. To support the required operations on labelpaths, it
constructs a tree of path schemas and labels both the path schemas as well as the
type hierarchy trees. To improve query processing, labels assigned to nodes of a
document incorporate these schema and type labels. We also discussed reducing
the label size, assuming that the schema is small and can be accessed efficiently.
The labeling scheme is based on the schema and document model used in this
thesis. When assigning labels, it basically abstracts from how to generate the
labels as several existing approaches support the identified requirements. As
such, the labeling approach used in the examples can easily be replaced.
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While the main purpose of the proposed labeling scheme is to support in-
dexing, it also facilitates query processing. Integrating schema information im-
proves query optimization and index selection. The labels enable structural joins
and certain navigation without accessing the document when evaluating queries.
With regard to indexing, indices can use labels as index keys. To construct and
traverse the index structure, they evaluate structural relationships between in-
dex keys. Schema information improves determining which updates affect which
indices. Labels also accelerate index maintenance by offering support for query
processing.
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This chapter describes the indexing approach sciens (Structure and Content
Indexing with Extensible, Nestable Structures), which this thesis proposes to
provide flexible and selective secondary indices for XML databases. After giving
a general introduction to indexing in Section 4.1, Section 4.2 reviews existing
index structures for non-XML and XML databases. The main concepts of sci-
ens are presented in Section 4.3 and are detailed in the subsequent sections.
Section 4.4 addresses extending index structures, whereas Section 4.5 describes
the concept of index nesting. Finally, Section 4.6 summarizes the main ideas of
sciens and contrasts various indexing alternatives. All examples used in this
chapter refer to the running example (cf. Figures 2.2 and 2.3 for the document
and schema, and Figures 3.3, 3.4 and 3.5 for the corresponding labels). The
sample queries are taken from Table 2.2.
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4.1 Introduction

XML databases require indices to efficiently evaluate queries on the document
content and the document structure. In addition to the primary index struc-
ture, which represents entire documents, they need to provide secondary indices
adapted to the query workload. These indices must fulfill the requirements
presented in Subsection 2.3.

Each index maps index keys to the records (nodes) that are associated with
the index keys in the document. For this purpose, the index organizes index
keys and records into a file, consisting of a boundary and a data structure. The
boundary structure organizes the index keys into pages for efficient retrieval,
whereas the data structure contains the records that match the index keys.
While traditional secondary indices represent records by pointers to the address
of the actual records in the data file, we use node labels instead of physical
address pointers. These node labels do not only uniquely identify each node,
but also encode structural properties of nodes (cf. Chapter 3). We refer to pages
of the boundary structure as index pages and to pages of the data structure as
data pages. If a page exceeds a certain size, it needs to be split.

An index can be defined on one or more properties. The number of prop-
erties determines the number of index dimensions. When accessing the index,
it is possible to specify a search condition for all or partial dimensions. The
index then looks for all index keys that match the search conditions and returns
associated node labels.

4.2 Related Work

Indices play an essential role in databases. After reviewing index structures
in non-XML databases in Subsection 4.2.1, we look at index structures that
have been specifically developed for XML in Subsection 4.2.2. Subsection 4.2.3
compares existing indexing approaches with regard to the sample queries of
Table 2.2.

4.2.1 Index Structures in Non-XML Databases

This subsection reviews index structures in non-XML databases and looks at
which XML indexing requirements they can fulfill. Relational databases use
hash tables, B-trees and multidimensional index structures to index values.
Object-oriented index structures extend these index structures for represent-
ing structural properties, such as aggregation graphs and inheritance hierar-
chies. Information retrieval techniques use index structures for full-text queries.
Object-relational databases propose the concept of extensible indexing to adapt
indices to new data types.

One-dimensional Index Structures

The most well-known index structures are hash tables and B-trees, which orga-
nize index entries with one index key [83, 164]. Relational databases use hash
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tables and B-trees to index attribute values. Similarly, XML databases can
use hash tables and B-trees to index the document content for exact and range
comparisons, respectively.

Hash tables apply a hash function to each index key, which maps the index
key to a bucket. The bucket consists of pages holding the index entries. Ex-
tendible hashing [75] and linear hashing [139] are dynamic hashing techniques.
Hash tables do not support range searches, but only equality comparisons.

B-trees [24] are tree-structured dynamic indices to support range searches. In
contrast to hash tables, they sort index keys and organize them into a balanced
boundary structure. There exist several variants of the B-tree, such as the B+-
tree and the B*-tree [58]. The prefix B-tree [25] is a special kind of B-tree,
which uses minimal prefixes as keys to handle characters as index keys more
space-efficiently.

Multidimensional Index Structures

Searches often do not only involve one search key. To support queries with
several search keys, i.e. queries on multiple dimensions, various approaches exist.
They have in common that they index values in each dimension and can therefore
be used for indexing node values in XML documents. Multidimensional index
structures can be classified according to whether they reuse one-dimensional
index structures or develop specific data structures.

When using one index structure for each dimension, a search on multiple
dimensions requires to traverse each index structure and to join the results.
Multiple-key indexes [83] build an index for one dimension, which recursively
points to an index on another dimension, such that there is one (nested) index
for each dimension. If the search does not specify a key for the first index,
every nested index needs to be visited, which is very time-consuming. Sim-
ilarly, by simply concatenating keys, only exact match queries are supported
efficiently. The UB-tree [23] maps multidimensional points to one dimensional
points according to z-order and then stores these points in a B+-tree.

To support exact and range queries on all or partial dimensions more effi-
ciently, several multidimensional index structures have been developed. Gaede
and Günther provide an extensive overview of multidimensional index structures
in [82].

Tree-based indices. The kd-tree [26] is an unbalanced main-memory data
structure generalizing the binary search tree to multidimensional data. Each
internal node of the tree splits one dimension into two parts, which are smaller
and greater than a certain value, respectively. Several approaches adapt the
kd-tree to secondary storage by grouping nodes of the kd-tree into pages.

The KDB-tree [169] is a balanced tree combining ideas from the kd-tree
and the B-tree. Each page of the boundary structure consists of regions, which
specify ranges for each dimension. For each region, there is a pointer to a page
in the next lower lever of the KDB-tree, which further subdivides the region.
In the KDB-tree, page splits may result in cascading splits of pages of the data
structure, which may result in low storage utilization. Variants of the KDB-tree
propose different splitting strategies by representing regions in a kd-tree [203] or
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by shifting splitting lines [137]. Other examples for tree-based multidimensional
index structures are the hB-tree [141] and the Buddy-tree [178].
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Figure 4.1: KDB-tree on the values of resource dates and titles.

Example 4.1 (KDB-tree) Figure 4.1 depicts a small KDB-tree on the date
and title of resources, which uses a kd-tree to organize regions. Each node in the
kd-tree expresses a splitting line, indicating the splitting dimension and the value
at which the split occurs. In case of characters, minimal prefixes are used for
splitting values. The figure depicts index keys in data pages, but for simplicity
it omits data records.

Hash-based indices. Instead of organizing the boundary structure into
a tree, hash-based multidimensional index structures partition dimensions by
applying a function on index keys. The grid file [155] partitions each dimension
into ranges and maintains a grid directory that provides a mapping between
ranges and data pages. The ranges are kept in main memory and enable the
index to identify the relevant grids, which in turn point to the relevant data
pages. Several variants of the grid file try to reduce the growth of the grid
directory and increase its space utilization. Instead of partitioning dimensions,
other approaches apply hash functions on dimensions (e.g. [83]). While these
hashing techniques are efficient for exact match queries, they are not adequate
for range queries.

Bitmap indices. A different multidimensional index structure is the
bitmap index [83, 157]. It uses one bit vector for each index key, represent-
ing the position of records with that index key. To combine index results, it
can take the bitwise AND and OR of bit-vectors without having to access the
records themselves.

Object-oriented Index Structures

In the object-oriented data model, objects are instances of classes, which define
instance attributes. The value of an attribute can be an object or a set of
objects belonging to the same class. Class definitions form a directed graph,
which is referred to as aggregation graph. A path is a branch in the aggregation
graph, whereas a path instantiation is a sequence of nested objects on a path. A
class can be a specialization of one or more classes, resulting in an inheritance
hierarchy. In contrast to relational databases, object-oriented databases require
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special index structures to support queries on the aggregation and/or inheritance
dimension (cf. [30]).

The concepts of classes, class hierarchies and attributes are comparable to
types, type hierarchies and node schemas in XML. Objects, paths and path
instantiations resemble nodes, labelpaths and paths, respectively. To index
these structural properties, we will look at how XML databases can reuse ideas
from object-oriented indexing in the following.

Indices on aggregation graphs basically index objects on values of nested
objects to find all path instantiations for a given path. They either build one
index for each class on a path (multi-index [144], join index [191]) or collect all
path instantiations in one index to reduce the number of index accesses (path
index and nested index [29]). The path index returns all path instantiations,
whereas the nested index provides a direct association between objects at the
end and at the beginning of a path. While most indices can evaluate a path in
reverse order, some indices also support forward traversal (e.g. join index).

With regard to XML, indices on aggregation graphs can support navigation
in XML documents. While forward traversal corresponds to navigation to de-
scendants, evaluating a path in reverse order is comparable to navigating to
ancestor nodes. The tree-structure of XML documents allows for navigating
to ancestors by operations on labels instead of by accessing index structures
(cf. Chapter 3). While it is therefore not necessary to support reverse traversal
by returning all nodes on a path, indices on aggregation graphs can be used to
index nodes on values and labelpaths and to support navigation to descendants.

index 7-1.1, 7-2.3,...

XML 7-1.3, 7-2.3, 7-5.7,...

... ...

Figure 4.2: Nested index mapping title values to milestone nodes.

Example 4.2 (nested index) Figure 4.2 depicts a nested index on the partial
labelpath milestone/ resource/ title/ text(), mapping each distinct resource
title to the corresponding milestone nodes.

Indexing inheritance hierarchies. In object-oriented databases, queries
either refer to a single class or to a (partial) class hierarchy. Similarly, queries on
the tree-structure of XML documents can be expressed as hierarchical queries.
To support such queries, object-oriented indices either reuse one- or multidi-
mensional index structures or develop proprietary index structures.

The first proposals for indexing both attribute values and inheritance hier-
archies are based on B+-trees. The CH-index (class-hierarchy index) maintains
a unique B+-tree on the attribute value of all classes of the indexed hierarchy,
while the SC-index (single-class index) creates a separate B+-tree for each class
in the indexed hierarchy [118]. The main difference between these indices is
the kind of grouping, which influences their query performance. Key-grouping
indices, such as the CH-index, first divide index entries by their attribute value,
whereas type-grouping indices first group objects according to their type. For
exact match queries, key-grouping is the better choice, while for range queries
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type-grouping structures have better performance [117]. Several approaches aim
at combining the advantages of key and type-grouping by building specialized
tree-structured indices (H-tree [160], CG-tree [117], hcC-tree [183]). Instead of
building complex tree structures, the CD-Index [166] and the Index Set [11] try
to find the optimal sets of classes which to index.

Indexing inheritance hierarchies can also be reduced to a two-dimensional
range search problem, whereby one dimension is the class and the other is the
value. Instead of maintaining complex tree structures, it is therefore possible to
use multidimensional index structures. One difficulty in this approach is that the
class domain is small and unordered, while multidimensional index structures
have been designed for large, ordered key domains. To address this problem, the
MT-Index [153] maps the class hierarchy to a linear order of classes. As the class
domain is small in comparison to the attribute domain, the x-tree [46] and the
2D-CHI index [126] propose splitting strategies based on the query workload.
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Figure 4.3: Type and value dimension of an index on resource types and date
values.

Example 4.3 (type and value dimension) An index on the date and type
of resources has a value dimension and a type dimension, as depicted in Figure
4.3. The dashed rectangle shows a sample search space asking for all reports
written between ‘2007-03-12’ and ‘2007-04-30’.

While these indices assume that the indexed attribute belongs to the indexed
class hierarchy, indices which integrate aggregation graphs and inheritance hi-
erarchies support indexing all class hierarchies on a path (e.g. nested-inherited
index [28]).

Information Retrieval

Information retrieval (IR) [20] aims at retrieving documents that are of interest
for a user. Query results do not only include documents that exactly contain the
keywords in the user query, but rank the documents according to their relevance.
To speed up query processing, IR systems index the words of documents. To
reduce the number of indexed words, common techniques include elimination of
stop words, such as articles, and stemming, which refers to reducing words to
their grammatical root. Typical indices used are inverted lists, signature files
and suffix arrays. Other data structures, such as the Patricia Trie [152], have
been developed for use in main memory.
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An inverted list consists of a vocabulary, which contains all the distinct
words in a document. Each word points to a list of occurrences, referring to
the positions of the word in the document. By searching the vocabulary for a
specific keyword, the inverted list can determine all documents containing that
keyword. The use of e.g. a B-tree on the vocabulary speeds up scanning the
vocabulary. By processing the list of occurrences, inverted lists enable phrase
or proximity queries.

Information retrieval indices have also been extended to take into account
simple structural information about a document. For example, an inverted list
can represent the position of a word in terms of its path [170]. Such indices
can be applied to XML indexing by primarily enabling to specify search condi-
tions on the document content, but also taking into account simple structural
conditions, such as the name or labelpaths of nodes returned.

Extensible Indexing

New applications, such as geographic information systems, document libraries
and multimedia systems, require databases to process new kind of data. In-
stead of relational data, databases need to support domain-specific data types
as well as specific operations on these types. Efficient search in such data re-
quires specialized index structures. For each domain, a large number of spe-
cific index structures has been proposed (e.g. spatial and text indices). As a
database cannot implement all of them, object-relational, extensible and com-
ponent databases [69] provide the ability of integrating new index structures.
Generally, there are two approaches to extensible indexing:

• Provide an index interface that lets users implement their own index struc-
tures by implementing methods for index definition, maintenance and
search. For example, this approach is supported by Oracle data cartridges
[184], DB2 database extenders [64] and Informix data blades [32]. Their
main disadvantage is that they require high implementation effort as each
index structure needs to be implemented from scratch.

• Apply existing index structures to new data types and only leave type and
operator specific implementations to the user [185]. For example, B+-trees
can index any data type with a linear ordering. The generalized search
tree (GiST) [101] is such a generic template index that can be extended to
support new data types. It can represent balanced trees, such as B+-trees
and R-trees, and index arbitrary data types by implementing six methods
for each new type.

4.2.2 XML Index Structures

Various index structures have been proposed for XML. Vakali et al. [190] present
an overview of these indices. In contrast to relational databases, XML databases
need to provide indices on the document structure, in the same way as object-
oriented databases. Additionally, they need to support full-text queries similar
to IR systems. Thus, we basically distinguish structure-oriented and content-
oriented indexing. There also exist so-called hybrid approaches which try to
support structure- and content-oriented queries.
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Structure-oriented Indexing

Structure-oriented indices summarize the structure of XML documents. They
can basically be classified into path, element and sequence indices. While path
indices refer to (parts of) labelpaths, element indices are defined on node names
and require structural joins to reconstruct the document structure. Sequence
indices represent both documents and queries as sequences.

Path indices1 summarize the labelpaths which exist in a document and as-
sociate with each labelpath the nodes which can be reached along the labelpath.
They can be classified according to the following characteristics.

• Total/partial summary indices: The most well-known representative of
these indices is the DataGuide [85], which is a structural summary of
all the labelpaths in a document. It can retrieve all nodes belonging to
a certain labelpath. While the strong DataGuide is a total summary
index, covering all labelpaths starting from the root, partial summary
indices only index the most common labelpaths to reduce index size. For
example, the T-index [150] only indexes path templates that are frequently
queried. The A(k)-index [113] uses k-bsimilarity to store exact answers
only to simple paths of length up to k. The M(k)-index [100] and the
D(k)-index [162] extend the A(k)-index to be workload aware and build
an adaptive structural summary. Apex [56] indexes frequently queried
paths to improve query performance.

• Simple/branching path indices: The DataGuide covers all simple path
queries, but cannot directly support branching path queries. The F&B-
index [111] can evaluate branching path queries without having to decom-
pose the query. While the F&B-index is the smallest index that covers
all branching path queries, its size may grow rapidly. Similar to simple
path indices, the F&B-index can reduce its size by restricting the set of
branching path queries to be indexed.

• Content-aware path indices: Pure structural indices are not efficient for
queries on the document content. In addition to the document structure,
several approaches integrate node values into indexing. Basically, they
build one value index for each labelpath by associating with each labelpath
of the DataGuide an inverted file [121] or a B-tree [128]. The Index Fabric
[59] proposes a balanced storage structure for Patricia Tries on labelpaths
and values. All these indices require traversing the structural summary
before being able to evaluate predicates on the document content. To
avoid traversing parts of the structural summary that do not contain the
queried value, some approaches propose to associate signatures with each
labelpath [52, 195].

Several variants of these path indices exist, which improve processing partial
matching queries. Supex [194] builds a so-called element map, which maps each
node name to all the nodes in the structural summary with the corresponding
name. Barg and Wong [21] construct an inverted list for each node name, which
groups nodes according to their labelpath.

1The term path actually refers to the labelpath.
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Path indices are comparable to indices on aggregation graphs in object-
oriented databases. Similar to object-oriented indices, they typically return
node identifiers that do not express structural relationships between nodes. To
evaluate predicates on internal nodes, they would therefore need to represent
all nodes on a node’s path, in the same way as object-oriented indices, or use a
labeling scheme.
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Figure 4.4: Content-aware path index.

Example 4.4 (path index) Figure 4.4 depicts a sample content-aware path
index that is based on our labeling scheme. For each labelpath, there is an in-
verted list on values, which points to the node labels with the corresponding label-
path and value. The schema labels are not included as they can be inferred from
the labelpath. The index is efficient for simple path queries starting at the root
node, e.g. /projects/ project/ title (Q1). Partial matching queries, such
as //title (Q3), require traversing the whole structural summary. Answering
a content-oriented query, such as /projects/ project [title = ‘semcrypt’]

(Q5), requires traversing the structural summary and the (nested) value index.
The query contains a predicate on an internal node. As the sample index returns
node labels, it is possible to navigate from the matching text node label (17–1)
to the corresponding project node (2–1), which the query returns.

To summarize, path indices are efficient for simple total matching queries.
Variants exist to support branching path queries or partial matching queries.
Content-aware path indices can answer queries on the document content, but
also favor queries on specific labelpaths. Path indices that are not based on
labeling schemes do not directly support predicates on internal nodes.

Element indices2 build an index on node names. In contrast to path in-
dices, they use labeling schemes to be able to evaluate structural relationships
between nodes. To process a query, they access the index to determine can-
didate nodes and then reconstruct structural relationships between the nodes

2Element indices are also referred to as structural join indices.
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by structural join algorithms. While XISS [135] requires accessing each node
with the queried node names, several enhancements have been proposed to skip
nodes that cannot match the query. When building a B+-tree on node names
and labels, searching the descendants of a node corresponds to a range search
in the B+-tree, which is efficient in skipping descendants that have no matches
in a join [55]. Chen et al. [49] propose to enhance the B+-tree with sibling
pointers to skip siblings. The XR-tree [109] extends the B+-tree with stab lists
to support skipping ancestors and descendants in structural joins. These indices
can support content-oriented queries by building an additional index on node
values. Processing structural joins can also be improved by labeling schemes
(cf. [142, 174]).
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Figure 4.5: Index on node names (left) and values (right).

Example 4.5 (element index) An inverted list on node names and values
(cf. Figure 4.5) is efficient for partial matching queries. For example, the index
can directly retrieve all titles, //title (Q3). A simple path query, such as
/projects/ project/ title (Q1), involves retrieving all titles and then filtering
the ones that do not belong to projects. In our example, the schema labels can
be used to filter the desired nodes. Without a schema-aware labeling scheme,
it would be necessary to retrieve all project nodes and perform structural joins
between title and project nodes. Answering a content-oriented query (e.g. //*
[title = ‘xml’] (Q6)), involves one index access for each queried node name
and each queried value and then joining the results.

Element indices are efficient for partial matching queries. They do not
represent structural relationships between nodes in the index, but use label-
ing schemes and join algorithms instead. Therefore answering total matching
queries may require multiple index accesses and a large number of joins. Ele-
ment indices support content-oriented queries by handling node values in the
same way as node names.

Sequence indices [167, 192] transform the document and the query into
sequences and process queries based on subsequence matching. They can an-
swer branching path queries without the need of decomposing the query into
subqueries. They do not use labeling schemes and only support equality com-
parisons.

Content-oriented Indexing

Content-oriented indices extend IR techniques, such as inverted lists, to capture
the document structure. These extended inverted lists do not simply return
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nodes with a specific keyword, but additionally group these nodes according to
their node name or labelpath [70]. To process the nodes returned by indices,
they either require representing all nodes on a node’s path similar to object-
oriented indices, or make use of labeling schemes [174]. Additionally, there exist
various models for approximate matching and ranking results with regard to
both values and structural conditions (e.g. [15, 40, 196]).

Content-oriented indices favor content-oriented queries. They are either
more efficient for total or partial matching queries dependent on whether they
group nodes according to labelpaths or node names, respectively.

Hybrid Indexing

Hybrid indexing techniques support querying the content and structure of XML
documents by either building multidimensional indices or by constructing sev-
eral indices.

To avoid favoring structure- or content-oriented queries, multidimensional
XML indices represent documents by three dimensions - paths, values and doc-
ument identifiers. They use multidimensional index structures, such as UB-trees
[22] or bitmap indices [202], which can process queries without favoring a par-
ticular dimension.

Building indices on both the document structure and the document content
naturally enables the processing of various kinds of queries. This approach,
which has been proposed for the semi-structured database Lore [147], has also
been adopted to XML (e.g. [51, 168]). Shimizu and Yoshikawa [179] build a B+-
tree on labelpaths and a prefix B+-tree on node values to support structural
and full-text queries.

Similarly, various native XML databases integrate indices into query pro-
cessing, e.g. eXist [148], Berkeley [47], Timber [106] and Tamino [175]. They
support simple structural and value indices by specifying either the name of the
nodes to be indexed or their labelpath. As index structures, they generally use
hash tables to index node names or labelpaths and B-trees to index node values.
They do not offer indexing support for more complex queries.

4.2.3 Comparison

Relational databases use hash tables, B-trees and multidimensional index struc-
tures, which enable the database to index values for exact and/or range compar-
isons. In contrast, XML databases require indices on the document structure
and the document content. Structure-oriented indices mainly focus on label-
paths and node names. While path indices are efficient for retrieving all nodes
with a certain labelpath, element indices are more appropriate for partial match-
ing queries, retrieving nodes with a certain node name. Sequence indices support
branching path queries, but require a specific representation of the document.
Content-oriented indices extend inverted lists and enable full-text queries. Hy-
brid approaches try to support both structure- and content-oriented queries
with multidimensional index structures or by constructing several indices.

Element indices and most of the hybrid approaches that use several indices
are based on labeling schemes and return node labels. These node labels enable
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the database to evaluate structural relationships and join nodes returned by
indices. In contrast, path indices are not based on labels, which makes it diffi-
cult to evaluate predicates on internal nodes without accessing the document.
Without labels, they would require representing all nodes on a node’s path for
this purpose, similar to object-oriented indices on aggregation graphs.
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Q1 ⊕ + + ⊕ + + − ⊕
Q2 + ⊕ + + + + − +
Q3 + + + + ⊕ + − +
Q4 ª ª ⊕ +1 + ⊕ − +
Q5 ª ª ª ⊕1 + + ⊕1 +
Q6 ª ª ª +1 − + ⊕1 +
Q7 ª ª ª +1 + ⊕ +1 +
Q8 ª ª ª +1 ⊕ ª +1 +
Q9 ª ª ª +1 + ª +1 +

Q10 ª ª ª +1 − ª +1 +
Q11 ª ª ª ª ª ª ª ª
Q12 ª ª ª ª ª ª ⊕1 ⊕
Q13 ª ª ª ª ª ª ª ª

⊕ specific strength compared to other indices
+ supported
− possible but inefficient
ª not directly supported
1 only supported if index returns node labels for processing

structural joins and/or navigating to ancestors

Table 4.1: Support for queries of Table 2.2 offered by existing index structures.

Example 4.6 (comparison) Table 4.1 contrasts existing XML indices and the
sample queries of Table 2.2. For each index category, one representative is cho-
sen for comparison. Structure-oriented indices are sufficient for path queries,
whereas various indices help evaluating simple content-oriented queries. Hy-
brid approaches can process a large number of queries as they build several in-
dices. Nevertheless, they also miss efficient support for more complex queries.
For example, evaluating Q10 (//project [@id = ‘26543’]/ milestone [title
= ‘design’]/ resource [@date≥ ‘2008-01-01’]) with existing indices results
in a large number of joins, as no index can directly process the query. Current
XML indices do not address queries on the type hierarchy (Q11 and Q13).

Table 4.1 shows that each index is more appropriate for different queries and
no index supports all queries. With regard to the requirements of Subsection 2.3,
existing XML indices support queries on the labelpath hierarchy as well as on the
document content. Element indices can support queries on the path hierarchy,
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but may require a large number of structural joins for this purpose. Indexing
type hierarchies has not been regarded yet. For this purpose, it is possible to
adapt object-oriented indices on inheritance hierarchies. Efficient support for
complex queries is also missing and can currently be achieved at most by hybrid
approaches. Although many approaches extend well-known index structures,
such as hash tables and B-trees, adapting the concepts of extensible indexing to
XML has not been studied yet. Instead, each approach proposes its own index
structure and algorithms.

4.3 Concepts

This section presents the main concepts of our indexing approach sciens
(Structure and Content Indexing with Extensible, Nestable Structures), whose
main ideas we have outlined in [87]. Its primary purpose is to provide secondary
indices for XML databases that efficiently support evaluating arbitrary query
workloads. To support queries on XML documents, we identified the main re-
quirements for secondary indices in Subsection 2.3. Flexibility refers to the
ability of indexing structure- and content-oriented properties and of supporting
various operations on these properties. Selectivity denotes the ability of defining
indices on document fragments instead of on entire documents only.

Existing XML indexing approaches fail in providing flexibility and selectivity
(cf. Subsection 4.2.2). They propose proprietary structures, each of which better
supports indexing a different property and operation on that property. Further,
each index is defined on the whole document, making the index large in size.
Consequently, an XML database has to implement a large number of index
structures to support arbitrary query workloads with existing approaches. In
case of new requirements, it needs to implement new index structures, which is
infeasible in general.

The main objective of sciens is to provide the flexibility of selectively index-
ing frequently queried document fragments with only a small number of index
structures. In sciens, each index has one or several dimensions and can index
one property in each dimension. The indexed property can be the value, name,
labelpath, path or type of a node. The domain of a dimension consists of all
values of the indexed property. For example, the domain of a type index refers
to all types of nodes on which the index is defined.

Each index consists of a set of index entries that map a list of index keys,
extracted from the domain values, to node labels. Each index entry specifies one
index key for each dimension. An index structure consists of a data structure
and algorithms to traverse and update the data structure. It organizes the index
keys into pages for quickly retrieving all node labels associated with the search
conditions. To evaluate search conditions, the index structure needs to compare
search keys with index keys. For index construction and maintenance, it has
to compare existing index keys with the index keys to be inserted, deleted or
updated.

sciens makes use of the following two concepts, which are described in more
detail in the subsequent sections:
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• Extensibility: Each index structure performs operations on index keys
and search keys for constructing and traversing its data structure. By
binding comparison operators to indexed properties, the same operation
can be performed on various properties. An extensible index structure can
index those properties on which its operations can be performed and it can
evaluate those search conditions that can be expressed with its operations.
It need not know which nodes it indexes or how indexed nodes relate to
each other.

• Nestability: Index nesting refers to placing one index structure beneath an-
other index structure. Dependent on the nesting order, it can favor specific
query workloads, e.g. content- or structure-oriented queries. Compared to
existing XML indexing approaches, sciens provides more flexibility with
regard to how to nest index structures to adapt them to the query work-
load.

To provide flexibility, sciens abstracts from specific properties indexed and
adapts operators to indexed properties. Each index allows for specifying one
search condition for each dimension and returns all node labels that match all
search conditions. sciens distinguishes simple and range search conditions.
A simple search condition specifies one search key v, expressing the queried
value, and one operator ◦. A domain value d fulfills the search condition if
v ◦ d evaluates to true. A range search condition consists of two search keys
v1 and v2 that express a value range based on two operators ◦1 and ◦2, where
◦1, ◦2 ∈ {<,≤}. The first value represents the lower bound, whereas the second
value refers to the upper bound of the search condition. A domain value d fulfills
a range search condition if v1 ◦1 d ◦2 v2 returns true.

Dependent on the indexed property, search conditions use different oper-
ators for comparing search values with domain values. Table 4.2 depicts sup-
ported operators for content- and structure-oriented properties. sciens assumes
that structural indices serve for grouping index entries according to structural
conditions rather than for supporting navigation. Therefore, it currently only
supports evaluating whether a search key is part of an indexed hierarchy. It is
however possible to extend sciens to support more properties and operators.

property simple search range search
structure =, °

content =, ∼, ∼̇ <, ≤

Table 4.2: Simple and range operators on structure- and content-oriented
properties.

sciens supports selectivity by abstracting from what an index is defined
on or how indexed nodes relate to each other. This is only relevant when
selecting indices for queries or generating index entries for index maintenance.
An extensible index simply compares search conditions with domain values and
can therefore index arbitrary document fragments. It need not know which
nodes it indexes as it only operates on index entries.

In the following, we abstract from what an index returns and define indexed
fragments only textually. Defining and processing indices will be detailed in
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Chapter 5. We further do not specify whether node labels are stored together
with index keys or in separate pages, which is implementation-dependent.

4.4 Extending Index Structures

In this thesis, we have selected three index structures, namely hash table, B+-
tree and KDB-tree. Each of these index structures can be extended to support
various properties and operations on these properties. The concepts of this
thesis are however not restricted to these specific index structures, but can be
conferred to other index structures as well (e.g. other multidimensional indices,
GiST). Concerning the hash table, any hashing technique can be used (cf. Sub-
section 4.2.1). As B+-tree and KDB-tree, we use the prefix B+-tree [25] and
the KDB-tree that represents regions as kd-trees [169, 203], respectively.

Extending index structures does not require changing their algorithms. We
only need to ensure that their operations, which they require to compare index
keys and search keys, can be performed on arbitrary properties (cf. Table 4.3).
While the hash table only supports the equality operator, the B+-tree and the
KDB-tree additionally compare the order of index and search keys.

operation hash table B+-tree KDB-tree
v = k × × ×
v < k × ×

Table 4.3: Operators required by index structures.

The hash table is a one-dimensional index structure, which represents each
distinct domain value as index key. Applying a hash function to an index or
search key yields a hash value that identifies the bucket of relevant pages. It
then only needs to find the index key k that equals search value v in the page. As
the hash table only supports exact comparisons, it only requires the = operator.

The B+-tree is a one-dimensional index structure that orders index keys and
constructs a boundary structure to search index keys. To traverse the boundary
structure and identify relevant index keys, it requires to compare values by their
order. The prefix B+-tree uses minimal prefixes in index pages for index keys
that are strings.

The KDB-tree is a multidimensional index structure. In contrast to the
B+-tree, it splits pages according to different dimensions. As there is no global
ordering between the index entries, it cannot link data pages. There is only a lo-
cal ordering within the pages, which determines the pointers to be followed from
the root of the tree to the data pages when traversing the boundary structure.
Thereby, it compares values by their order similar to the B+-tree.

While hash tables only support simple search conditions, the B+-tree and
the KDB-tree also support range search. Evaluating range search conditions
requires comparing ranges with index keys, as shown in Equation 4.1. A range
(v1, ◦1, ◦2, v2) equals an index key k if k is within the range. A range is smaller
than k if its lower bound is smaller than k. If a range is smaller than k, it
contains index keys that are smaller than k.
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(v1, ◦1, ◦2, v2) = k ⇔ v1 ◦1 k ◦2 v2

(v1, ◦1, ◦2, v2) < k ⇔ v1 < k
(4.1)

Each index structure can index the properties that support the required
operators. It supports the search operations that can be mapped to exact or
range search conditions. In the following, we look at how to extend the index
structures to index and query content-oriented properties (Subsection 4.4.1),
structure-oriented properties (Subsection 4.4.2) and both kinds of properties
(Subsection 4.4.3).

4.4.1 Content Indexing

Content indices need to support exact match, range and text queries on node
values. The most appropriate index for exact match queries is the hash table,
whereas the B+-tree is efficient for range queries. The hash table needs to
compare node values by equality only. Dependent on the data type, the B+-
tree needs to compare the numeric or lexicographic order of node values. In
case that a range search condition does not specify a lower or upper bound, we
use an infinite value ∞ instead.

Example 4.7 (exact match and range index) To support query Q5
(/projects/ project [title = ‘semcrypt’]), we can create a hash table
on the values of project titles. A B+-tree on the date of resources supports
Q8 (//resource [@date≥ ‘2007-01-01’ and @date < ‘2008-01-01’]) as it
allows for retrieving all resources within a specific date range.

These index structures can also support text queries by splitting each indexed
node value into its words and indexing the individual words, in the same way as
an inverted list. Thereby, applying IR indexing techniques, such as stemming
and eliminating stop words, reduces the index size. Each word represents an
index key. A hash table on the individual words can retrieve all node labels
associated with values in which a specific word appears.

A prefix B+-tree additionally supports searching values with a specific word
prefix, as each word prefix search corresponds to a range query. More precisely,
searching a specific word v in a B+-tree corresponds to the range search (v,≤
,≤, v). Let ∞ be larger than any letter. Then the range search (v,≤,≤, v+∞)
expresses a word prefix search, where v is the word prefix and v+∞ concatenates
the largest letter ∞ to the word prefix.

data database document electronic encrypted index

en kba da

do

.........

node

labels

Figure 4.6: Prefix B+-tree on the values of resource descriptions.
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Example 4.8 (text index) To support Q12 (//resource [description ∼
‘database’]), we can create a prefix B+-tree on the values of resource descrip-
tions. Figure 4.6 depicts a corresponding prefix B+-tree. Assume that we want
to index the node value ‘The database stores data with an index’. Split-
ting the node value into words and applying stemming and elimination of stop
words yields the words ‘database’, ‘store’, ‘data’ and ‘index’. These words
represent the index keys of the prefix B+-tree. To guide the search through the
boundary structure, the prefix B+-tree uses minimal prefixes. For example, the
minimal prefix between ‘electronic’ and ‘encrypted’ corresponds to ‘en’. Re-
trieving all node labels associated with the word ‘database’ corresponds to a
standard B+-tree search. Evaluating a word prefix search on ‘data’ corresponds
to the range search condition (‘data’, ≤, ≤, ‘data∞’). Starting from the root
of the B+-tree, we first follow the first pointer (‘data’ < ‘do’) and then the
third pointer (‘da’ ≤ ‘data’). Both the index keys ‘data’ and ‘database’ fulfill
the search condition (‘data’ ≤ ‘database’ ≤ ‘data∞’) and their node labels are
returned. As the index key ‘document’ does not fulfill ‘document’ ≤ ‘data∞’,
the remaining index keys do not match the search condition.

This thesis only regards word and word prefix search. However, we can easily
extend our approach to also support more complex text queries, such as phrase
search and approximate queries. For this purpose, the index needs to take into
account the positions at which words occur in node values and associate the
positions with the node labels. Evaluating a phrase query requires accessing
the index for each word of the queried phrase and then determining the index
entries in which the words appear in the required order.

Example 4.9 (phrase search) Assume that we want to evaluate the phrase
search ‘encrypted document’ with the index of Figure 4.6 and that the index
maps the index key ‘encrypted’ to the node label 191–3.5.1 with positions 3 and
5 and the index key ‘document’ to the node labels 191–3.3.5 with position 2 and
191–3.5.1 with position 6. The node label 191–3.5.1 has associated a node value
in which the word ‘encrypted’ appears directly before the word ‘document’. It
therefore matches the search condition.

A multidimensional index, such as the KDB-tree, can index several value do-
mains in one index. It supports multiple search conditions on different domains
without the need of first evaluating each search condition and then joining the
results. By using minimal prefixes as index keys for strings in index pages, the
KDB-tree can also support word prefix search in the same way as the prefix
B+-tree. In case of using the KDB-tree for phrase search, it needs to consider
that each index key occurs at different positions.

Example 4.10 (multidimensional index) We can build a KDB-tree on
the date and title of resources to support query Q7 (//resource [@date =
‘2007-10-31’] [title = ‘xml’]) (cf. Figure 4.1). The sample KDB-tree can
evaluate the range search condition (‘2007-10-31’, ≤, ≤, ‘2007-10-31’) on
the date dimension and the range search condition (‘xml’, ≤, ≤, ‘xml’) on the
title dimension. Starting from the root of the KDB-tree, we first follow the
right pointer, as ‘e’ ≤ ‘xml’. The corresponding index page first divides the in-
dex entries according to their date, whereby we follow the right pointer (‘2006’
≤ ‘2007-10-31’), and secondly according to the title. As ‘s’ ≤ ‘xml’, search
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again follows the right pointer, which yields the requested index entry with keys
‘2007-10-31’ and ‘xml’.

4.4.2 Structure Indexing

Indices on the document structure need to support queries on node names, label-
paths, paths and types. Similar to existing XML indexing approaches, sciens
uses hash tables to retrieve all nodes with a specific node name or labelpath.
As each property supports the equal operator, the extensible hash table3 can
index any property of the XML data model.

6 1.1, 1.3
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index keys hash values data pages

Figure 4.7: Hash table on the labelpaths of titles.

Example 4.11 (labelpath index) Figure 4.7 depicts a hash table on the la-
belpaths of nodes with the node name title. Each labelpath is represented
by its schema label. E.g. schema label 6 identifies labelpath /projects/

project/ title and schema label 20 identifies labelpath /projects/ project/

milestone/ title. The labelpaths represent the index keys and are mapped to
hash values. In this example, the hash function simply calculates the checksum
of the schema label representing the labelpath. Each data page consists of the in-
dex entries whose labelpaths have the same schema label. The index can be used
for evaluating queries Q1 (/projects/ project/ title), Q2 (//milestone//
title) and Q3 (//title). As it only supports exact comparisons, the labelpaths
need to be extracted from the schema before accessing the index. Evaluating
queries Q2 and Q3 requires accessing the index for several labelpaths. Note that
in the rest of this thesis, we omit hash values when graphically representing hash
tables to keep figures simple.

A hash table does not consider any relationships between index keys and it
can only answer queries which can determine all index keys in advance. This
is efficient for retrieving e.g. all nodes with a specific node name, labelpath or
type. However, it does not allow for evaluating queries that return all nodes of
a subhierarchy. This subhierarchy can refer to a specific part of the schema, a
subtree of the document or to a partial type hierarchy.

To support queries within hierarchies, indices have to evaluate structural
relationships between search and index keys. Labelpaths, paths and types form
trees in XML. The preorder traversal of such a tree establishes a linear order
between its vertices, which can be used for comparing these properties in an

3In this thesis, the term ‘extensible’ does not refer to the hashing technique, but to the
ability of indexing various properties with a hash table.
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index. Each index key can be represented by a label that supports evaluating
structural relationships.

sciens assumes that index keys represent leaves of the indexed hierarchy,
i.e. there are no ancestor-descendant relationships between the index keys of
an index. A search key can either be an index key or an ancestor of the index
keys, whereby the latter case expresses a hierarchical query. A hierarchical
query retrieves all descendants of a search key. As sciens assigns labels in
document order, a hierarchical query corresponds to a range query on labels. It
can be evaluated by comparing the labels of the search key with the index keys.
Therefore, it is possible to use standard range indices, such as the B+-tree or
the KDB-tree, to index structural properties.

Range search conditions contain operators < and ≤. To compare structural
properties, range indices therefore have to adapt the operators for equality and
order. More precisely, they need to (i) compare equality between search and
index keys by evaluating structural relationships between labels and (ii) compare
order between structural properties via the document order of labels. An index
key matches a search key if their labels equal of if the index key is a descendant
of the search key. A search key is smaller than an index key if it precedes the
index key in document order. Equation 4.2 shows how to compare a search key
v with an index key k with respect to their labels vl and kl.

v = k ⇔ vl = kl ∨ vl ° kl

v < k ⇔ vl ≺ kl

(4.2)

Evaluating search conditions works as follows. The simple search condition
(v, =), looking for a specific value, corresponds to the range search condition
(v,≤,≤, v). A hierarchical search, expressed by (v, °), is equally translated to
the range search condition (v,≤,≤, v). Equation 4.2 guarantees that each index
key k, where vl ° kl, is part of the query result.

For example, when indexing a type hierarchy, each type label which does
not have subtypes represents an index key. Due to the abstract superclass rule
(cf. Subsection 3.4.1), there is one type label for each concrete type. A search
condition either retrieves all nodes with a concrete type or with any supertype.
In a hierarchical query, all subtypes equal the queried supertype because they
are descendants of the supertype (cf. Equation 4.2).

Note that if the assumption that ancestors of index keys only appear as
search keys does not hold, sciens has to take the largest possible child label as
upper bound in a hierarchical query.

1.3.1 1.3.3 1.3.5 1.5.1 3.1.1 3.1.3

3.1.1 5.1.11.1.3 1.3.1

1.3.5

.........

Figure 4.8: B+-tree on the path hierarchy of resources.
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Example 4.12 (path index) Figure 4.8 depicts a B+-tree on the paths of re-
source nodes, whereby the corresponding node labels represent the index keys.
The example abstracts from what the index returns (e.g. it could return the
date of resources). The B+-tree can retrieve all index entries associated with a
specific resource, e.g. (1.3.3, =), by comparing document order between labels.
Additionally, it supports hierarchical queries, such as searching index keys be-
longing to the second milestone (1.3, °). Starting from the root of the B+-tree,
we first follow the first pointer (1.3 < 1.3.5) and then the second pointer (1.1.3
< 1.3 < 1.3.1). The first index key which fulfills the search condition in the fig-
ure has label 1.3.1. According to Equation 4.2, 1.3 = 1.3.1 because 1.3 ° 1.3.1.
Search stops at label 1.5.1 because it is not part of the queried hierarchy. Sim-
ilarly, the B+-tree can also look for all index keys belonging to the first project
with the search condition (1, °).

With regard to the sample queries, the B+-tree can be used to locate the
resources requested by queries Q8-Q10. Query Q8 (//resource [@date≥
‘2007-01-01’ and @date < ‘2008-01-01’]) requires a full scan of the B+-tree
to retrieve all resources. In contrast, Q9 (//project [title = ‘semcrypt’]//
resource [@date≥ ‘2008-01-01’]) and Q10 (//project [@id = ‘26543’]/
milestone [title = ‘design’]/ resource [@date≥ ‘2008-01-01’]) only
look at a subtree of resources by selecting a certain project or milestone. As
the index accepts paths as input, it avoids the need for structural joins between
the selected project/milestone labels and (all) resource labels. The index does
not depend on how the queried project or milestone is selected as it expects the
corresponding paths (labels) as input. For example, the project could be selected
by its id, title or position.

Support for hierarchical queries on structural properties offers the following
advantages. By indexing labelpaths, an index can evaluate queries that refer to
a specific labelpath or any subhierarchy of the indexed structural summary. An
index on paths allows for evaluating search conditions within subtrees without
performing structural joins. As the search keys of a path index correspond to
intermediate query results, it allows for limiting the scope of index traversal
to queried subtrees. Indices on types support queries on specific types or type
hierarchies.

Example 4.13 (structure indexing) Instead of indexing the labelpaths of ti-
tle nodes with a hash table (cf. Figure 4.7), we can use a B+-tree on the title
labelpaths. With regard to the sample queries, Q1 retrieves a specific title label-
path, whereas Q2 and Q3 are hierarchical queries, asking for all titles of mile-
stones and of the whole document, respectively. To support queries Q11-Q13,
we can build a B+-tree on the type of resource nodes, which uses type labels as
index keys. It allows for retrieving all resources belonging to a particular type
(e.g. <TechnicalReport>) or to a partial type hierarchy (e.g. <Report>). If we
want to index both the path and the type of resources in one index, we can use
a KDB-tree.

By adapting the comparison operator to the property being indexed, the
B+-tree can index structural properties, such as labelpaths, paths and types.
As the KDB-tree uses the same operators as the B+-tree, it can index several
structural properties without any modification of its algorithms.
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4.4.3 Content and Structure Indexing

In the previous subsections, we have shown how to index content- or structure-
oriented properties. Indexing multiple properties in one index is more compact
and avoids joining intermediate results. To index both kinds of properties,
existing XML indexing approaches either build proprietary index structures or
use multidimensional indices (cf. Subsection 4.2.2). While the original KDB-tree
only considers value domains, we have shown how to express structural queries
as range queries in Subsection 4.4.2. The concept of extensibility therefore
enables the KDB-tree to support all indexing requirements.

Indexing values and structural properties in one index structure raises the
question of how to split index entries. Some OODB indices propose query-based
splitting when indexing class hierarchies and values in a multidimensional index
structure (e.g. [46, 159]). However, Lepouchard et al. [129] argue that the im-
provements of query-based splitting do not outweigh the required effort. Based
on their results, the KDB-tree of sciens only adapts comparison operators to
indexed properties, but is independent of the splitting strategy used.
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Figure 4.9: KDB-tree on values of resource dates and paths of milestones.

Example 4.14 (content and structure indexing) Figure 4.9 shows a sim-
plified KDB-tree on the date of resources and the path of milestones. Assume
that each index entry maps index keys to resource nodes. The index sup-
ports evaluating Q8-Q10. Evaluating Q8 (//resource [@date≥ ‘2007-01-01’

and @date < ‘2008-01-01’]) only restricts the value dimension of the in-
dex. In contrast, Q9 (//project [title = ‘semcrypt’]// resource [@date≥
‘2008-01-01’]) and Q10 (//project [@id = ‘26543’]/ milestone [title =

‘design’]/ resource [@date≥ ‘2008-01-01’]) contain search conditions for
both dimensions. For example, to evaluate Q10, we first determine the desired
milestone node(s). Let this node have label 1.5. We then evaluate the search
conditions (1.5, °) and (‘2008-01-01’, ≤, ≤, ∞) on the KDB-tree, resulting
in the index entry with keys ‘2008-02-01’ and 1.5. The index search does not
access and return the index entry with index keys ‘2008-09-10’ and 1.3 because
the corresponding resource belongs to a different milestone. Indexing the path
and the date therefore enables the KDB-tree to restrict search on resource dates
to the requested milestone. Otherwise, if the index only referred to dates, the
index would return all resources within the queried date range. Afterwards, it
would be necessary to discard those resources that do not belong to the queried
milestone by processing structural joins between the queried milestones and the
resources returned by the date index. Similarly, we can use a KDB-tree on the
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labelpath and value of titles to support queries Q5-Q7 and a KDB-tree on the
resource types and description values for queries Q11-Q13.

Existing XML indexing approaches can mainly be classified into structure-
and content-oriented approaches, dependent on whether they first group index
entries according to structural properties or to values. Grouping index entries
according to certain dimensions can be useful to adapt indices to specific queries.
Multidimensional index structures treat each dimension equally. However, it is
sometimes useful to favor queries on the structure or the content. We therefore
introduce the concept of index nesting in the following section.

4.5 Nesting Index Structures

Index nesting refers to placing one index structure beneath another index struc-
ture. It allows for combining different kinds of index structures and indexing
various properties without implementing proprietary structures. In contrast to
multidimensional index structures, index nesting favors queries on specific di-
mensions. Dependent on which dimension represents the highest level of the
nesting hierarchy, different queries are better supported. Generally, the most
selective index should be placed first in the nesting hierarchy to quickly nar-
row down the result and reduce the size of the nested index structures to be
traversed.

Existing XML and object-oriented index structures use the idea of index
nesting to combine index structures on structure- and content-oriented prop-
erties. They create one value index for each labelpath (cf. content-aware path
indices in Subsection 4.2.2) or for each type (e.g. CH-index [118]) or they first
group index entries according to their value and then according to their label-
path (cf. Subsection 4.2.2). While each of these approaches uses proprietary
structures and only supports a specific kind of nesting, sciens generalizes the
idea of index nesting. Basically, sciens can nest arbitrary index structures.
Thereby, the index keys of the superior index structure do not point to the
node labels to be returned, but to a nested index structure. There is one nested
index structure for each distinct index key of the superior index structure.

Nesting index structures only makes sense if the nesting reflects the hier-
archical structure. The kind of nesting influences query performance (cf. key-
and type-grouping in object-oriented indices in Subsection 4.2.1). If a structure
index is nested beneath a value index, queries on the entire hierarchy are better
supported. Nesting the index structures the other way round favors queries on a
specific part of the hierarchy. As such, nesting always favors specific queries. If
each dimension shall be treated equally, it is better to index the dimensions with
a multidimensional index structure. sciens provides the flexibility to choose the
alternative that best matches the query workload.

Example 4.15 (index nesting) To support queries Q11-Q13, we can index
the resource type and the description value by nesting index structures. Figure
4.10 depicts a B+-tree on the resource type with a nested B+-tree on the text
of description values. This kind of nesting results in one B+-tree on the de-
scription value for each type and favors queries on a specific type. For example,
to evaluate Q13 (//resource <TechnicalReport> [description ∼̇ ‘data’]),
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Figure 4.10: Nesting a text index on descriptions beneath an index on resource
types.

only one nested index structure needs to be traversed, which is the one associated
with type label 30. Figure 4.11 nests the index structures the other way round.
There is one B+-tree on the type hierarchy for each word of indexed descrip-
tion values. This kind of nesting favors queries on the entire or a large part of
the type hierarchy. Q12 (//resource [description ∼ ‘database’]), for ex-
ample, refers to all reports. If Q12 was evaluated with the index of Figure 4.10
instead, it would require traversing multiple B+-trees on the description value.
This example shows that the most selective index structure should be placed first
in the nesting hierarchy. Further, each kind of nesting is only appropriate for
specific queries. If both queries should be supported equally, it would be better to
build a KDB-tree on both dimensions.
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Figure 4.11: Nesting an index on resource types beneath a text index on de-
scriptions.

It is also possible to nest several structure- or content-oriented indices. How-
ever, nesting content-oriented indices only makes sense if the nested index struc-
tures have a hierarchical relationship. Otherwise, if the first index is not very
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selective, it is necessary to traverse a large number of index structures at the
nested levels (cf. multiple-key indexes [83]). In this case, a multidimensional
index structure is the appropriate choice.

Example 4.16 (nesting alternatives) To support queries Q8-Q10, we can
nest a B+-tree on date values beneath a B+-tree on milestone paths, return-
ing resource nodes. This results in one B+-tree on the date for each mile-
stone. When evaluating Q10 (//project [@id = ‘26543’]/ milestone [title
= ‘design’]/ resource [@date≥ ‘2008-01-01’]), the index allows for retriev-
ing the resources with the requested date after determining the queried milestone
node. If we nest the B+-trees vice versa, the index favors queries which are
mostly not limited to certain milestones or projects, such as Q8 (//resource
[@date≥ ‘2007-01-01’ and @date < ‘2008-01-01’]). To equally support Q8-
Q10, it is better to build a KDB-tree on both dimensions (cf. Figure 4.9). Instead
of indexing the paths of milestone nodes, it is also possible to index the values of
project and milestone titles. By nesting these index structures, we can still reflect
the hierarchy. However, in this case, the index does not support restricting the
project if it is selected by its id and not by its title. Such an index therefore would
not be appropriate for Q10 (//project [@id = ‘26543’]/ milestone [title =

‘design’]/ resource [@date≥ ‘2008-01-01’]). Nesting index structures on
the date and title of resources, e.g. to support query Q7 (//resource [@date =
‘2007-10-31’] [title = ‘xml’]), would not be appropriate as these node val-
ues do not hierarchically relate to each other. As there can be a large number of
index keys for each dimension in this case, the nesting would result in a large
number of index structures.

Object-oriented and XML index structures use proprietary structures to nest
structural and value indices (e.g. CH and SC index [118], CADG [195]). Each
of these approaches only supports a specific kind of nesting. By generalizing the
idea that one index key either points to a list of node labels or to another index
structure, sciens can nest arbitrary one- or multi-dimensional index structures.
Note that index nesting differs from simply concatenating index keys. E.g. in
Figure 4.10, it would not be possible to evaluate hierarchical queries on types
when concatenating index keys. Concatenation would only support exact com-
parisons, which can be reflected by using a hash table instead of a B-tree.

As a hash table only allows for exact comparisons and thus is usually the
most selective index structure, it should always be placed first in the nesting
hierarchy. Nesting multiple hash tables corresponds to a concatenation of the
index keys to be hashed and only makes sense if the queries to be supported
restrict each dimension with an exact comparison.

Example 4.17 (nesting with hash tables) Assume that we want to sup-
port Q5 (/projects/ project [title = ‘semcrypt’]) and Q6 (//* [title =
‘xml’]) with an index. A hash table on the title with a nested B+-tree on
the labelpath of title nodes is an appropriate choice as both queries specify an
exact comparison on the title.

When nesting tree-shaped index structures, such as the B+-tree or the KDB-
tree, each index key of the superior index structure points to the root of a nested
index structure. This implies that at each nesting level, there are as many index
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structures as there are distinct index keys in the superior index structure. When
traversing the superior index structure for performing an update or retrieval
operation, the superior index structure retrieves the root of the nested index
structure and forwards the update or retrieval operation to the nested index
structure. After completing the operation, the nested index structure returns
its result to the superior index structure. As such, each index structure can
operate in two modes: as a nested index structure, the superior index structure
accesses the root page, whereas in the independent mode, the index structure
loads the root page itself.

Example 4.18 (nesting operations) To evaluate query Q13 (//resource
<TechnicalReport> [description ∼̇ ‘data’]) with the index of Figure 4.10,
search starts at the B+-tree on the type. The queried index key with label 30
points to the root of a nested index structure. The superior index structure
retrieves this root and forwards it together with the retrieval operation to the
B+-tree on the description. The nested B+-tree evaluates the search condition
(‘data’, ≤, ≤, ‘data∞’) and returns the associated node labels (21–1.5.3) to the
superior index structure.

When nesting index structures, it also has to be considered that the total
index size increases as there is one nested boundary structure for each index key
of the superior index structure. Putting the index structure which has fewer
distinct index keys first reduces the number of nested boundary structures and
therefore the total index size. To further reduce index size, sciens proposes to
nest index pages. This implies that a page can contain a page of a nested index
structure as long as it is not full.

Example 4.19 (index size) Considering the nesting alternatives of Figure
4.10 and Figure 4.11, the second alternative is expected to be larger in size
because its superior index structure has many distinct index keys. In both fig-
ures, we depict pointers from index keys to the nested index structure and to the
node labels as simple lines. This indicates that the corresponding pages could be
nested within the pages of the superior index structure.

4.6 Summary

sciens supports indexing the structure and content of XML documents with
extensible, nestable structures. Extensibility refers to using one index structure
for various properties and operations on these properties. Nestability allows for
adapting index structures to hierarchical queries to favor queries on the entire
hierarchy or queries on a specific part of a hierarchy.

In this thesis, we have selected a hash table, a prefix B+-tree and a KDB-tree.
While the hash table only supports exact comparison, the prefix B+-tree and
the KDB-tree are efficient for range queries. By adapting operators to indexed
properties, the index structures do not only support comparing values, but also
indexing structural properties, such as labelpaths, paths and types. Each index
structure can index every property that supports its operators. The KDB-tree
can index an arbitrary number of content- and structure-oriented properties.
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Nesting index structures enables the grouping of index entries according to cer-
tain properties without the need of changing their algorithms or implementing
proprietary index structures.

Note that the B+-tree can substitute the hash table as well as the KDB-
tree can also be used to index a single dimension. However, the hash table is
more efficient for exact queries than the B+-tree, and the KDB-tree with one
dimension is less efficient than the B+-tree. Further, the concepts of sciens are
not restricted to the specific index structures selected, but can be transferred
to other index structures as well.

To summarize the flexibility of sciens, Table 4.4 defines sample indices
and Table 4.5 contrasts these indices with the sample queries, as explained in
Examples 4.20 and 4.21.

Example 4.20 (sample indices) Table 4.4 defines sample indices for the
queries of Table 2.2. I1-I5 focus on the labelpath and value of title nodes
(cf. sample queries Q1-Q7), whereas I6-I10 index date values and milestone
paths (Q8-Q10). I11-I15 support queries Q11-Q13 by indexing resource types
and description texts. Indexing the text refers to indexing the individual words
of each description value to create a full-text index. Assume that I1-I4 return
labels of title nodes and I5-I15 return labels of resource nodes. All indices are
selective, i.e. they are defined on some parts of the document. For example, I2
does not index all values, but only the values of title nodes. sciens offers a wide
flexibility of which indexing alternative to choose. To index two properties, the
table defines one index for each property, one index for each possible nesting and
one multidimensional index. With the help of sciens, it is possible to choose
the alternative that best matches the query workload.

I1 B+-tree on title labelpaths
I2 hash table on title values
I3 hash table on title values, nested B+-tree on title labelpaths
I4 KDB-tree on title values and title labelpaths
I5 KDB-tree on resource title values and date values
I6 B+-tree on date values
I7 B+-tree on milestone paths
I8 B+-tree on date values, nested B+-tree on milestone paths
I9 B+-tree on milestone paths, nested B+-tree on date values

I10 KDB-tree on date values and milestone paths
I11 B+-tree on resource types
I12 B+-tree on description texts
I13 B+-tree on description texts, nested B+-tree on resource types
I14 B+-tree on resource types, nested B+-tree on description texts
I15 KDB-tree on description texts and resource types

Table 4.4: Indexing alternatives for queries of Table 2.2.

Example 4.21 (queries and indices) Table 4.5 contrasts the sample queries
of Table 2.2 with the sample indices of Table 4.4. As each index is selective,
it can only support specific queries. For each query, we mark the best suited
index with a star (?). Further, we distinguish between well supported (⊕) and
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Q·I 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
1 ? ∼
2 ? ∼
3 ? ∼
4 + ∼ ∼
5 ∼ ⊕ ? ⊕
6 ∼ ? ⊕ ⊕
7 ∼ + + + ? + ∼ + + +
8 + ? ∼ + ⊕ ⊕
9 ∼ ∼ ∼ ∼ ∼ + ∼ + + ?

10 ∼ ∼ ∼ ∼ ∼ + ∼ + ? ⊕
11 ? ∼ +
12 ∼ ? ⊕ + ⊕
13 ∼ + + ? ⊕

? best index
⊕ well supported
+ supported
∼ index offers minor support

Table 4.5: Support for queries of Table 2.2 offered by indices of Table 4.4.

supported (+). The latter denotes that either the index only supports part of the
query or that the query needs to traverse large parts of the index. Some indices
only offer minor support for a query (∼). For example, the index on milestone
paths (I7) only offers minor support for Q9 and Q10. However, it is efficient
in combination with an index on date values (I8-I10). I11 offers minor support
for Q4 because only reports contain descriptions.

To show the flexibility of sciens, Table 4.6 contrasts existing XML indexing
approaches with sciens. While existing approaches propose various proprietary
structures, sciens can represent the same indices by extending and nesting
existing structures. As such, it is not necessary to implement a large number
of different index structures to create arbitrary indices on the structure and
content of XML documents.

As can be seen in the table, there is no equivalent for indices supporting
branching path queries (branching path and sequence index) in sciens. Further,
sciens only supports total summary indices and not partial summary indices.
Also other specific indexing improvements have no counterpart in sciens. For
example, the structure-oriented CADG [195] proposes to store signatures in the
structure index to prune subtrees whose content does not match the search con-
dition. However, we believe that selective indices compensate for such specific
improvements because they can be adapted to specific queries and are smaller
in size.

In case that an application requires indices that are currently not supported
by sciens, it is possible to add new index structures. For example, if queries
frequently need to traverse the same index structure multiple times and then
join the results (e.g. to search keywords), a bitmap index will be more efficient.
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Index Example sciens
Structure-oriented indexing
summary index [85] B+-tree on labelpaths
branching path index [111]
content-aware path index [59, 195] B+-tree on labelpaths, nested index

on values
path index variants [21] hash table on node names, nested

B+-tree on labelpaths
basic element index [135] hash table on node names, hash ta-

ble on values
element index variants [55] hash table on node names, nested

B+-tree on paths
sequence index [167]
Content-oriented indexing
content-oriented index [70, 195] B+-tree on values, nested B+-tree

on labelpaths or node names
full-text index [179] B+-tree on text
Hybrid indexing
multidimensional index [22, 202] KDB-tree on paths and values

Table 4.6: Representing existing indexing approaches with sciens.

sciens does not concentrate on specific index structures, but on adapting them
to arbitrary query workloads.

With the concepts of extensibility and nestability, sciens can combine vari-
ous index structures defined on arbitrary properties, which offers more flexibility
than all existing approaches. Examples include indices on type hierarchies as
well as path indices that can restrict index search to subtrees and avoid struc-
tural joins.
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To integrate indices into query processing, an XML database requires an
index framework that enables the database to select, access and maintain in-
dices. Section 5.1 introduces the main concepts of such an index framework
and Section 5.2 reviews related work. To process arbitrary indices, an index
framework requires a generic index model, which is presented in Section 5.3.
Section 5.4 describes the components of the index framework, which allow for
processing arbitrary indices. Finally, Section 5.5 summarizes the main ideas of
the framework.
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5.1 Introduction

XML databases require indices to support frequently issued queries on specific
document fragments. In Chapter 4, we have presented the indexing approach
sciens, which enables the extension and nesting of index structures to reflect
arbitrary query workloads. As there does not exist one index which is optimal
for all queries, an XML database needs to process several indices, which index
different parts of documents using various index structures. Processing indices
comprises selecting indices during query optimization, accessing indices during
query execution and maintaining indices when updating documents. Note that
the term index selection is sometimes also used to denote the process of sug-
gesting possible indices for query workloads during database design, which is
out of scope of this thesis (cf. e.g. [94]).

Example 5.1 (index processing) Q9 (//project [title = ‘semcrypt’]//
resource [@date≥ ‘2008-01-01’]) selects all resources that belong to project
‘semcrypt’ and that have been created in ‘2008’ or later. To answer this query
without looking at each project and each resource, the query optimizer looks for
appropriate indices. Assume that there exists an index on date values (I6 of
Table 4.4). The query optimizer has to detect that this index answers part of
the query and it has to rewrite the query plan such that it uses the index.

Basically, two possibilities exist for index processing: (i) define proprietary
query and update algorithms for each index or (ii) provide a uniform way to
process various indices based on an index model. Alternative (i) only works for
a small set of predefined indices. Each time when adding a new index, the query
and update algorithms need to be adapted as well. Alternative (ii) provides a
generic approach, which is not restricted to currently existing indices. Adding
new indices does not require changing the query and update algorithms as these
can handle arbitrary indices.

As alternative (i) is inappropriate for flexible, selective indexing, an XML
database requires an index framework that enables the database to process
arbitrary indices. For this purpose, it requires an index model that represents
what an index is defined on to select and maintain indices.

5.2 Related Work

This section reviews related work on index frameworks. It first looks at index in-
terfaces of object-relational databases that enable extensible indexing. Current
XML databases support querying and updating a limited set of index struc-
tures, as will be shown by looking at the eXist XML database [148]. Finally,
two index processing approaches, KeyX [94] and XAMs [16], will be described
in more detail.

5.2.1 Interfaces for Extensible Indexing

Extensible indexing refers to integrating new index structures into databases
(cf. Subsection 4.2.1). For this purpose, object-relational databases provide in-
dex interfaces that let users implement their own index structures. For example,
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Oracle data cartridges [184] provide an SQL based framework for index defini-
tion, index maintenance and index scan. Each index structure has to implement
corresponding methods and is responsible for defining the index structure, main-
taining the index content and searching the index during query processing.

An XML index framework needs to provide similar interfaces. As XML
indices are not defined on table columns, it additionally requires generic query
and update algorithms.

5.2.2 XML Databases

Current XML databases only offer limited support for indexing, which facili-
tates index processing. For example, the native XML database eXist [1, 148]
creates element indices on node names and supports full-text and range indices
on node values. Thereby, the nodes to be indexed can be selected by a total
or a partial matching query. The main drawbacks are that it does not sup-
port multidimensional index structures nor predicates in index definitions. As
a consequence, each index entry has exactly one index key and no navigation is
supported between indexed and returned nodes. This restriction greatly facili-
tates index processing as it does not require to consider relationships between
indexed nodes. Offering more complex indices requires a more advanced index
framework.

5.2.3 KeyX

KeyX [94] is an XML indexing approach that provides a representation of in-
dices and algorithms to select, suggest and maintain indices. Each index is
represented by a set of path expressions, one for each key and each qualifier
and one expressing the index return. Keys express index keys on node values,
whereas qualifiers represent required nodes.

Example 5.2 (KeyX) KeyX represents a value index on the title and date of
all resources that have a description as follows:

keys={//resource/@date, //resource/title}
qualifiers={//resource/description}

return={//resource}

The main drawbacks of KeyX are that the approach does not consider more
complex indices, e.g. on paths or type hierarchies. The provided algorithms
for index processing are still limited as well. For example, the index selection
algorithm can find at most one index for a query. If several indices match a
query, it selects the best index based on simple statistics about the document.
It does not consider executing a query by accessing several indices. Further,
KeyX does not make use of schema information to improve index processing.

5.2.4 XML Access Modules

XML Access Modules (XAMs) [16, 17] are generic descriptions of what is stored
in the primary storage structure, in a view or in a secondary index structure.
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Their primary purpose is to achieve physical data independence by processing
queries on XAMs without requiring knowledge of underlying data structures.

Tree patterns are frequently used to represent queries on XML documents
[42, 54]. XAMs use annotated tree patterns to represent what is stored in a
storage structure. Each node in a XAM may be annotated with an identifier
(ID), a tag, a value (Val) or a content specification. These specifications indicate
which properties are stored in a XAM. Specifications that are marked as required
(R) express keys in an index. Nodes in the pattern are connected via parent-child
(/) or ancestor-descendant (//) edges. Edges have associated a join semantic
and may be marked as optional.

@date title

resource

projects

ID

Val (R) Val (R)

Figure 5.1: XAM defining a value index on resource dates and titles.

Example 5.3 (XAM) Figure 5.1 shows a sample XAM representing a value
index on the date and title of resources. The required value specifications (Val
(R)) express index keys on node values. The resource node represents the
return of the index, which is indicated by its border. The ID specification as-
sociated with the resource node denotes that the index returns the id (label)
of resource nodes. The dotted edge between the resource and @date node ex-
presses that the date is optional, i.e. the index also indexes resources that do
not have a date.

Besides providing a representation for storage structures, the authors of the
XAM approach also describe an algorithm for selecting XAMs for queries. The
first step is to extract query patterns from XQuery based on a logical query
algebra [19]. It then tests whether there exists a XAM which is equivalent
to a query pattern [18]. Equivalence is determined by checking containment
between patterns based on a structural summary. If there does not exist a
single XAM which is equivalent to the query pattern, the algorithm joins XAMs
and compares their equivalence to the query pattern. For each query pattern
that can be answered with the available storage structures, there finally exists
a query plan consisting of a set of XAMs connected via joins. The selection
algorithm does not consider costs for accessing XAMs, but selects the query
plan which accesses the lowest number of XAMs.

The XAM approach, which has been developed in parallel to sciens, pro-
vides the necessary abstraction to process indices regardless of what they index.
While it provides an algorithm to select indices for query processing, it does
not consider maintaining XAMs when updating documents. The index model,
which we present in the following, has some similarities to XAMs, but can ex-
press all indices of the sciens approach.
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5.3 Index Model

The index model provides a generic description of indices, which is expressive
enough to select and maintain arbitrary indices without depending on their un-
derlying data structures. It represents each index on a logical and a physical
level. The index definition specifies what the index is defined on. It is rep-
resented as an annotated tree pattern, which enables the processing of index
definitions in a language-independent way. Each tree pattern is referred to as
index pattern and logically defines an index. An index structure determines the
physical data organization of an index. When an index has been selected for a
query, the search configuration contains the search keys to be looked up in the
index. Index patterns and search configurations are completely independent of
the physical data organization. The index configuration associates logical index
patterns with physical index structures. In the following, we look at the various
parts of the index model in more detail.

5.3.1 Index vs. Index Structure

An index is a search function that maps index keys to nodes in a document. An
index key can be any property of the XML data model, i.e. the value, name,
type, path or labelpath of a node.

Definition 5.1 (index) An index I for a document D with nodes N consists
of a set of index entries, I = (E), which contain index keys K and nodes from the
document. Each entry in an index e ∈ E maps a list of index keys, specifying
the search condition, to a number of labels, representing the nodes returned by
the search function, e = ((k1, . . . , kj) ∈ K) → (label(n1), . . . , label(nm)), where
n1 . . . nm ∈ N . The number of index keys j is identical for each entry in an
index and determines the dimensionality of the index. The index keys of one
index entry may refer to different properties, however, all index entries index
the same property at ki, where i ∈ {1 . . . j}. In case that an index key does not
exist, it is represented by a null value (⊥).

For ease of presentation, we assume that each index is defined on one doc-
ument. The presented approach can however equally support indices on collec-
tions of documents. In this case, the index will contain index keys and nodes
from different documents. It is therefore necessary to add a document identifier
to each node label. The index itself is not affected by the number of documents
it indexes. This is only relevant when generating index entries (cf. Chapter 6).

The node labels that an index returns can belong to the same nodes as the
indexed properties or represent any other nodes that structurally relate to these
nodes, e.g. ancestor nodes (cf. object-oriented indices on aggregation graphs in
Subsection 4.2.1). Returning labels of ancestor nodes reduces index size because
the number of ancestors corresponds at most to the number of their descendants.
However, returning ancestor labels is only appropriate for queries which do not
need the descendants for further processing. Otherwise additional queries would
be necessary to retrieve the descendants.

Example 5.4 (index entry) Consider an index that selects resources accord-
ing to their type and description text (I15 of Table 4.4). This index is two-
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dimensional and each index entry has two index keys. Sample index en-
tries of this index are e1 = ((<Report>,‘XML’) → (21–1.1.1)) and e2 =
((<Documentation>,⊥ ) → (21–1.9.7,21–3.5.5)).

Physically, sciens represents each index with index structures. While in the
general case one index has one underlying index structure, the concept of index
nesting (cf. Section 4.5) entails that several index structures can be used to
represent one index.

Definition 5.2 (index structure) An index structure is a data structure that
organizes index entries into pages, such as a hash table, a prefix B+-tree or a
KDB-tree. It provides algorithms to traverse its data structure for retrieving
and updating index entries.

5.3.2 Index Variables and Index Definition

Index variables define the properties which an index uses as index keys and
supported operations. Each index entry has one index key for each variable.
The number of variables of an index determines the dimensionality of the index.

Table 5.1 depicts the properties and operators that are provided by sciens.
The operator ° denotes that hierarchical queries are supported on the property.
Concerning values, the operator ≤ expresses range queries, whereas operator ∼
stands for full-text queries. Value variables index node values, i.e. the values of
attribute or text nodes. Defining variables on the content of element nodes is
currently not supported as queries typically refer to the values of attribute or
text nodes instead of to the concatenation of the values of several text nodes.

property operator
name =
labelpath =, °
path =, °
type =, °
value =, ≤, ∼

Table 5.1: Index variables defining the property being indexed and supported
operators.

Definition 5.3 (index variable) An index variable v consists of one operator
and one property, v = (o p), where o ∈ {=,°,≤,∼} and p ∈ {pn, pl, pp, pt, pv}.
The subscript of a property denotes whether the property is the name, labelpath,
path, type or value of a node. Supported combinations of operators and prop-
erties are defined in Table 5.1. Variables can be optional or required. Required
variables express that each search condition must provide a search key for that
variable. Required variables are enclosed in brackets (o p), optional variables in
square brackets [o p].

Example 5.5 (index variable) An index on resource types and description
texts contains two index variables, v1 = [° pt] and v2 = [∼ pv]. The first
variable indicates that the index supports hierarchical comparisons on types, the
second that it supports full-text queries on values.
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An index definition selects the nodes to be indexed by specifying which
properties to use as index keys and which nodes to return by the search function.
It corresponds to a query which contains index variables to define the index keys
and the operations to be supported on these keys.

Definition 5.4 (index definition) An index definition specifies the nodes to
be indexed and corresponds to a query with index variables. The nodes returned
by the query represent the nodes returned by the index. The index variables
define the index keys and supported operations.

A database provides an index definition language, which allows users to
create indices. An index definition language can extend the query language
with index variables. We use index patterns to represent and process index
definitions (cf. Subsection 5.3.3). A syntax for defining indices is however out
of scope of this thesis. Example 5.6 shows a possible index definition using an
enhanced XPath syntax. The index definition numbers the index variables. The
numbers can then be used to specify an order of the index variables in case of
index nesting.

Example 5.6 (index definition) An index definition language can use
the enhanced XPath expression //resource [sc:type ° $1] [description/

text()/ sc:value ∼ $2] to define an index on the type and description of
resources (cf. I15 of Table 4.4). The index definition contains two index vari-
ables $1 and $2. The names with namespace prefix sc denote which properties
to use as index keys and the comparison operators define the operations to be
supported on the properties. The first variable defines to index types and to
support hierarchical comparisons on types. The second defines to support full-
text queries on node values. By default, the database can use a KDB-tree as
underlying index structure. If we want to use two nested index structures, we
can add nest by $1, $2 to the index definition. In this case, the database can
decide to nest two prefix B+-trees as the prefix B+-tree supports each property
and operation. In this case, the index will be physically represented as a B+-tree
on resource types with nested B+-trees on description texts.

5.3.3 Index Pattern

While an XPath like syntax can be used to create an index, a tree pattern is
adequate to represent and efficiently process an index definition in a language-
independent way. Tree patterns are frequently used to evaluate queries by tree
pattern matching [42, 50, 54, 200]. The XAM approach [16] uses tree patterns
to provide a generic description of XML storage structures. Similarly, we use
tree patterns to represent index definitions, which we refer to as index patterns.
These patterns do not only provide a language-independent description of what
is indexed. They also allow for comparing index and query patterns for index
selection (cf. Subsection 5.4.1) as well as for comparing index patterns with
update fragments for index maintenance (cf. Chapter 6). Translating index
definitions in XPath or XQuery into index patterns resembles extracting query
patterns from XQuery (cf. [19, 54]) and is out of scope of this thesis.

Definition 5.5 (index pattern) An index pattern P is an unordered, directed
tree, P = (N,F, name, var, req, root, return, doc, L,V, D), where
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• N is a finite set of pattern nodes.

• F ⊆ N× N is a finite set of directed edges. There are two kinds of edges,
namely parent-child (F/) and ancestor-descendant (F//) edges.

• Pattern nodes have a name, represented by function name : N → L, where
L is a set of pattern node names.

• Pattern nodes may have associated variables, represented by function var :
N → 2V, where V is a set of index variables.

• A pattern node is either marked as required or optional, represented by
function req : N → {0, 1}, where 1 denotes a required pattern node.

• Each index pattern has one pattern node which has no incoming edge and
which is returned by function root : P → N.

• Each index pattern has one distinguished pattern node which marks the
return of the index. This pattern node is always required and it is returned
by function return : P → N.

• Each index pattern is defined on one document D, which is returned by
function doc : P → D.

¤

We define functions parent, children, ancestor and descendant in the same
way as the corresponding functions in a document (cf. Subsection 2.1.1). Index
variables that are associated with optional pattern nodes define index keys as
optional. An optional pattern node may not have required pattern nodes as
descendants. We refer to an index pattern that consists of one pattern node as
a simple index pattern. If any pattern node has more than one child, the pattern
is called a twig index pattern, otherwise it is referred to as path index pattern.

An index pattern is associated with one document (which could be extended
to a collection of documents). Each index consists of nodes of the document that
structurally correspond to the pattern. More precisely, nodes of the document
match an index pattern if their names comply with the names of the pattern
nodes and their structural relationships correspond to the edges defined between
the pattern nodes. The index variables associated with pattern nodes specify
which properties of the nodes represent index keys. Chapter 6 provides details
on how to extract index entries from documents based on index patterns.

Each index entry specifies one index key for each index variable of the as-
sociated index pattern. The preorder traversal of index variables in the index
pattern determines the order of index keys in an index entry. An index key of an
index entry is null if there does not exist a node in the document that matches
the pattern node of the index variable. An index key may only be null if the
corresponding index variable is associated with an optional pattern node.

Example 5.7 (index patterns) Figure 5.2 shows three sample index pat-
terns. Parent-child edges are depicted as single lines, ancestor-descendant edges
as double lines and optional pattern nodes are connected via dotted lines. The
return pattern node is bordered and index variables are written down to the right
of the pattern node with which they are associated. The left-most index pattern



5.3. INDEX MODEL 87
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[= pv]

description

resource

projects

[~ pv]

[    pt]
title

projects

(= pv)
text()

text() text()

Figure 5.2: Index patterns defining a value index on titles (left), a multidimen-
sional index on description values and resource types (middle) and
a multidimensional value index on resource dates and titles (right).

is a path index pattern defining a value index on title nodes that supports exact
comparisons. Note that the variable is defined on the text node and not on the
element node title because indexing the element content is not supported. In
the document of Figure 3.4, for example, nodes 1, 6–1 and 17–1 match pattern
nodes projects, title and text(), respectively. As the pattern node text()

has associated a value index variable and the pattern node title represents the
return of the index, a sample index entry maps the index key ‘semcrypt’ to the
node label 6–1. The index pattern in the middle specifies to index the value of
description nodes and the type of resource nodes for full-text and hierarchical
queries, respectively. The right-most index pattern is a twig index pattern. It
specifies an index that can select resource nodes according to their @date and
title. The index supports range comparisons on dates and exact comparisons
on titles. As @date nodes are optional, the index also contains index entries
whose date is null. This entails that the index can also be used to look for re-
sources that do not have a date. The index patterns correspond to the indices
I2, I15 and I5 of Table 4.4, respectively.

5.3.4 Index Configuration

Each index can physically use one or - alternatively - several nested index struc-
tures as underlying data structure. An index configuration defines the index
structures for an index by providing a mapping between the index variables of
the associated index pattern and the index structures.

Definition 5.6 (index configuration) Given an index pattern P with index
variables V, an index configuration CI = (T, config) consists of a list of index
structures T and function config : V → T, which maps index variables to
index structures. In case that an index configuration consists of several index
structures, the order of the index structures defines the nesting order between
the index structures. The first index structure is first in the nesting hierarchy.

Function config is total because each variable requires a mapping to an
index structure. It may map several variables to the same index structure if
this index structure is multidimensional. In case of index nesting, the index
configuration consists of several index structures. Note that it defines one in-
dex structure for each nesting level, independent of how many physical index
structures there actually exist. For example, when nesting two B+-trees, there is
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one nested (physical) B+-tree for each index key of the superior index structure.
However, the index configuration simply defines one B+-tree for each nesting
level (i.e. each index variable) as the actual number of nested index structures
dynamically changes.

Dependent on the types of index structures supported, function config may
have to consider further restrictions. sciens currently supports hash tables, pre-
fix B+-trees and KDB-trees (cf. Chapter 4). As each index structure supports
different operators, the mapping is only valid if the index structure can handle
the operator defined in the index variable. While hash tables only accept vari-
ables with exact comparisons, the prefix B+-tree can handle any variable. Note
that an optional index variable cannot be mapped to a hash table (cf. Subsection
5.3.5). Multiple variables can only be mapped to the KDB-tree.

Example 5.8 (index configuration) Consider the second index pattern of
Figure 5.2. A sample index configuration maps the type variable to a B+-tree
and the variable on descriptions to a (nested) prefix B+-tree. Alternatively, the
index configuration can also map both variables to a KDB-tree.

5.3.5 Search Configuration

Queries access indices to evaluate different search conditions. A search config-
uration specifies a set of search conditions to access an index. It consists of
one search condition for each index variable. There are simple and range search
conditions. A simple search condition consists of one search key and one com-
parison operator. A range search condition comprises two search keys and two
comparison operators, whereby one search key and comparison operator repre-
sent the lower, the others the upper bound. Simple search conditions can also
be expressed as range search conditions (cf. Subsection 4.4).

Definition 5.7 (search configuration) Given an index pattern P with index
variables V, a search configuration CS = (O, search) consists of a set of search
conditions O and a bijective function search : V → O, which maps index vari-
ables to search conditions. The function must provide a mapping for at least
every required index variable.

In case that a search configuration does not contain any search condition,
the index performs an entire index lookup. Note that certain index structures,
such as the hash table, cannot perform lookups without search conditions. This
is insofar reflected as the index configuration may not map an optional index
variable to a hash table. Therefore, a valid search configuration must provide a
search condition for the hash table.

variable operator search operator
= =
° =, °
∼ ∼, ∼̇
≤ =, <, ≤

Table 5.2: Search operators supported by operators of index variables.
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Each search key must match the property of its variable. For example, in
case of a variable on types, the search key has to be a type as well. The search
keys of a range search condition can have the special value infinite (±∞), which
matches any index key. This is necessary to specify range searches with an
infinite lower or upper bound. Which search operator is allowed in a search
condition depends on the operator defined in the index variable (cf. Tables 5.2,
4.2). For example, when an index defines a type variable with operator °, the
index supports exact queries on types as well as queries on type hierarchies.

Example 5.9 (search configuration) Consider the third index pattern of
Figure 5.2. A sample search configuration specifies the range search condition
o1 = (‘2007-01-01’,≤,≤,∞) for the date variable and the simple search con-
dition o2 = (=,‘XML’) for the title variable. Evaluating this search condition on
the index returns all resources written in ‘2007’ or later and having the title
‘XML’.

5.4 Components

To process queries and updates, databases provide a query optimizer and an
execution engine. The query optimizer rewrites query plans based on heuristics
and/or statistics and selects the plan with minimal costs. The execution engine
then processes the execution plan, which exactly defines the necessary steps to
process a query or update operation. Integrating indices into databases requires
to extend these components. The query optimizer needs to select appropriate
indices for queries and the execution engine has to access and maintain indices
when processing queries and updates, respectively.

To provide flexibility and extensibility, performing these tasks must be in-
dependent of specific indices. In Section 5.3, we have presented an index model
which provides a generic description of indices. Each index has associated an
index pattern, specifying what the index is defined on, and an index configu-
ration, providing a mapping between the logical index pattern and its physical
index structures. With the help of index patterns, the query optimizer can se-
lect indices and the execution engine is able to access indices and to determine
relevant updates for indices. The index configuration then enables indices to
perform the necessary query or update operations on their index structures.
The main advantage of this approach is that the components do not require
knowledge about specific index structures to perform their tasks. They can
handle any existing (or future) index that can be expressed by the index model.
When integrating a new index structure, it is possible to change the physical
organization of an index (e.g. replace the prefix B+-tree of an index with a
new full-text index structure). As long as the index model does not change,
processing the index remains unaffected by the new index structure.

In the following, we describe how to extend the query optimizer and the
execution engine to process indices. Subsection 5.4.1 shows how the query op-
timizer can select indices using the XAM approach. The index engine adopts
the tasks of accessing and maintaining indices from the execution engine and is
introduced in Subsection 5.4.2. As there still does not exist a generic approach
for maintaining indices, Chapter 6 provides details on index maintenance.
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5.4.1 Index Selection

The query optimizer has to select indices for queries and generate query plans
that use indices. The main challenges are (i) to determine which indices equal
which parts of a query and (ii) to rewrite the query such that it uses the index
and still produces the same result. To provide extensibility, the index selection
must not assume the existence of specific indices, but needs to operate on a
generic description of indices, such as index patterns.

The XAM approach of Arion et al. [16, 18] describes how to select storage
modules for queries (cf. Subsection 5.2). It uses schema information in the
form of a structural summary to ease the selection process. As indices are
part of storage modules and our schema contains all information of a structural
summary, the query optimizer can use the XAM approach for index selection.
Its prerequisite is to represent every storage structure (primary and secondary
indices, views) as a XAM. In [17], Arion et al. have shown how to express
various XML index structures as XAMs. In the following, we first look at
differences between index patterns of sciens and XAMs, describe the XAM
selection algorithm and then look at necessary extensions to the XAM approach
to support the full flexibility of sciens.

Both index patterns and XAMs are annotated tree patterns. XAMs annotate
pattern nodes with identifier, tag, value and content specifications, whereas
index patterns use index variables. When expressing an index pattern as a
XAM, it is necessary to translate the index variables into required specifications.
Path index variables correspond to identifier specifications, index variables on
node names are equal to tag specifications and value index variables correspond
to value specifications. XAMs do not consider indices on types and labelpaths
and therefore need to be extended with corresponding specifications to be able
to express all index variables.

To a certain extent, XAMs are more expressive than index patterns as they
describe storage structures in general. For example, they can specify multiple
return nodes as well as multiple properties to be returned. It is further pos-
sible to add join semantics to XAM edges and to add value ranges to value
specifications, which enables XAMs to restrict the nodes that are contained in
a storage structure based on their value. To describe indices, one return node
and default join semantics are sufficient. Adding value ranges to index pattern
nodes would enable index patterns to further restrict the set of nodes indexed.
Such enhancements to index patterns are possible, but are not further regarded
in this thesis.

In Subsection 5.2, we have shortly outlined the main steps of how to select
XAMs for queries. To select XAMs for queries, the XAM approach tests equiv-
alence between query patterns and index patterns. For this purpose, it first
generates canonical models from query and index patterns by replacing wild-
cards and ancestor-descendant edges with the help of the structural summary.
Canonical models facilitate determining equivalence between patterns. Roughly
speaking, a query pattern p is equivalent to a pattern p′ if for each canonical
model pm of p, there exists a canonical model p′m of p′ that has the same struc-
ture and the same return nodes. If no single XAM is equivalent to a query, the
algorithm combines XAMs via structural joins and tests their equivalence to
the query. Different XAMs may return different properties of nodes or even use
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different labeling schemes. As each XAM defines what exactly it returns and
even distinguishes various kinds of labels, the query optimizer can decide how
to combine several XAMs, e.g. which join algorithm to use.

If no single XAM or no combination of XAMs equals the query pattern, the
query cannot be answered with the available storage structures. In many cases,
there will be several alternative query plans that access a different combination
of XAMs. The XAM approach chooses the query plan which accesses a minimum
number of XAMs. The alternative use of a cost model is not discussed. When
using a cost model, calculating index access and update costs is straightforward
in sciens as it uses well-known index structures. For example, accessing a hash
table is always more efficient than accessing a B+-tree for exact comparisons.
Cost models discussed in literature are still limited (cf. e.g. [93, 122, 205]).
A detailed cost model is out of scope of this thesis as it is orthogonal to our
indexing approach.

title

@date

resource

project

(= 'semcrypt') ('2008-01-01' )

projects

text()

Figure 5.3: Query pattern on title
and date values.
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Figure 5.4: Index patterns for the
query of Figure 5.3.

Example 5.10 (index selection) Figure 5.3 depicts a sample query pat-
tern and Figure 5.4 visualizes two index patterns. The query corresponds
to sample query Q9 (//project [title = ‘semcrypt’]// resource [@date≥
‘2008-01-01’]). To generate a query plan for this query, the XAM approach
proceeds as follows:

1. Generate canonical patterns. In this example, each pattern has exactly one
canonical representation because for each ancestor-descendant edge, there
is only one matching labelpath in the schema. For example, considering
the query pattern, we can use the schema to extend the path /projects/

project// resource to /projects/ project/ milestone/ resource.

2. Determine equivalence between each individual index pattern and the query
pattern. In this case, no single index pattern is equivalent to the query
pattern.

3. Combine the index patterns via joins. As each index returns node labels,
we can combine the index patterns via a structural join between projects
and resources, p1 ./ project ° resource p2. The combined index pattern has
the same structure as the query pattern and the index variables support
the operations of the search condition. A possible query plan thus is to
access each index and then structurally join the results.
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Some enhancements to the XAM approach are required to select indices
based on index patterns. The XAM approach tests structural equivalence be-
tween XAMs and query patterns based on their canonical representation. We
further need to ensure that an index pattern supports the search conditions of
a query based on its index variables. More precisely, the index variable and the
search key must refer to the same property. Additionally, the search operator
must be supported by the operator of the index variable (cf. Table 5.2). For
example, assume that there is an index with a variable that only supports exact
comparisons, which may physically be represented by a hash table. In case of
a range search, the operator of the index variable does not support the search
condition and thus the index must not be selected.

Further, we need to extend the XAM approach to enable the selection of
path, labelpath and type indices. Selecting type hierarchy indices corresponds
to selecting value indices. In the following, we outline how to select path and
labelpath hierarchy indices, respectively.

Path hierarchy indices. XAMs provide ID specifications, which are sim-
ilar to paths, but they do not consider hierarchical queries on paths. Path
hierarchy indices in sciens accept node labels as index keys. This enables the
database to take the result of one index access as input into another index
instead of accessing each index individually and joining their results. Instead
of combining two index patterns by structural joins only, it should therefore
also be possible to access indices consecutively. The result of one index access
dynamically becomes the input of another index.

@date

milestone

[  pv]

projects

[    pp]

resource title

project

projects

(= pv)

text()

Figure 5.5: Index patterns to retrieve resources by their milestone path and
date value (left) and projects by the value of their title (right).

Example 5.11 (index selection with path index) Consider the index pat-
terns of Figure 5.5 and assume that we want to evaluate sample query
Q9 (//project [title = ‘semcrypt’]// resource [@date≥ ‘2008-01-01’]).
With the original XAM approach, we can evaluate the query by accessing the two
index patterns and performing a structural join between the results (cf. Example
5.10). The left index pattern specifies a path hierarchy variable on milestones.
We can therefore replace the structural join by using the project labels returned
by the right index as search keys for this variable.

Labelpath hierarchy indices. To find indices on labelpath hierarchies,
XAMs have to be extended by labelpath specifications. Testing equivalence
between a query and an index pattern with a labelpath variable works as follows.
If the query is equivalent to some canonical index pattern, check if search in the
index can be restricted to these patterns by adding a search condition on the



5.4. COMPONENTS 93

labelpath. While a search condition with an exact comparison restricts search
to one canonical pattern, a hierarchical comparison selects a set of canonical
patterns.
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title
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projects

project

title

milestone

resource

Figure 5.6: Index pattern on labelpaths of titles and its canonical patterns.

Example 5.12 (index selection with labelpath index) The index pattern
in Figure 5.6 depicts an index on title labelpaths (I1 of Table 4.4) and its canon-
ical patterns. Figure 5.7 represents queries Q3, Q1 and Q2 of Table 2.2. Q3
exactly matches the index, whereas Q1 only matches the first canonical pattern.
To access the index for Q1, it is therefore necessary to restrict search to the
labelpath of project titles. As schema label 6 represents the desired labelpath,
evaluating search condition (=,6) on the index answers Q1. Q2 matches the
second and third canonical pattern of the index as it comprises milestone and
resource titles. The search condition (°,7) restricts search to these patterns,
where schema label 7 identifies the milestone hierarchy.

title
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title

projects

project

title

projects
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Figure 5.7: Query patterns Q3, Q1, Q2, retrieving titles by their labelpath.

5.4.2 Index Engine

The index engine is the part of the execution engine that is responsible for
initializing, accessing and maintaining indices. Figure 5.8 depicts the overall
structure of the index engine. All index structures provide the same interface,
which allows the index engine to perform its tasks independently of specific
index structures and to extend and add index structures. To store and retrieve
pages from disk, each index structure interacts with the storage layer.

The index engine processes indices via the generic interface of their index
structures, each of which provides the following functionality to the index engine:

• Initialization - create/remove: The index structure initializes its data
structure (e.g. root page) or completely eliminates its data structure.
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Figure 5.8: Architecture of the index engine.

• Maintenance - insert/delete/update: Each maintenance operation receives
as input the index entries to be inserted, deleted or updated. The index
structure performs the required maintenance operation on its structure
using its proprietary algorithms.

• Access - retrieve: The index structure receives as input a search configura-
tion, traverses its structure to evaluate the search conditions and returns
matching nodes.

The index engine initializes, maintains and accesses indices. With the help
of the index and search configurations of indices, it interacts with their index
structures. The concept of index nesting entails that one index can have one
or several underlying index structures. The index engine always interacts with
the first index structure of the nesting hierarchy, which it determines with the
help of the index configuration. It then performs each operation on this index
structure as follows:

Index initialization. The index engine is responsible for creating and
removing indices. When creating indices, it first forwards the creation operation
to the index structure. In case that the index is created on an existing document,
it needs to determine the index entries to be inserted into the index structure.
For this purpose, it interacts with the maintenance module, which determines
relevant index entries. In case of removing an index, the index engine needs to
ensure that the index structure is completely removed as well. For this purpose,
it is necessary to delete all index entries from the index structure. While some
index structures can remove their structure themselves (e.g. trees), others may
require as input all index entries (e.g. hash tables). To determine these index
entries, the initialization module again interacts with the maintenance module.

Index maintenance. The index engine needs to keep indices consistent
with document updates. For this purpose, the execution engine forwards the
nodes to be inserted, deleted or modified to the index engine. Based on index
patterns, the index engine can determine relevant index entries for an index
without requiring knowledge about how the index is internally organized. It
then forwards the maintenance operation along with relevant index entries to
affected index structures. Chapter 6 provides details about how to extract
relevant index entries from document updates.

Index access. To access an index, the index engine receives as input
the search conditions to be evaluated on the index. A search condition can
be dynamic if an index takes the result of another index as input (cf. path
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hierarchy indices). In this case, the search key is not known at query compile
time, but after executing part of the query. The index engine forwards the
search configuration to the index structure and returns matching nodes to the
execution engine.

Index structures insert, update and delete index entries and process search
configurations. The index engine passes entire index entries and search config-
urations to index structures. In case of index nesting, these index entries and
search configurations refer to several index structures. With the help of the
index configuration, each index structure can extract the index keys which it
needs to index as well as the search conditions which it has to evaluate. To
perform the required operations on all index structures, each index structure
has to interact with its nested index structure, which it can determine with the
help of the index configuration. After completing a maintenance or retrieval
operation, it forwards the operation to the nested index structure.

5.5 Summary

To provide flexibility in indexing, an XML database requires an index framework
that allows for processing arbitrary indices. Index processing comprises the tasks
of selecting appropriate indices for queries, accessing and maintaining indices.
With the help of a generic index model, the index framework presented in this
chapter can perform these tasks without depending on specific index structures.
It therefore offers the flexibility to adapt indices to the query workload as well
as to easily extend and add index structures.

The index model logically represents each index as an annotated tree pattern.
The tree pattern uses index variables to specify the properties to use as index
keys and defines the nodes to be returned. Search configurations contain search
conditions on these variables. Index patterns and search configurations do not
depend on underlying index structures. Only the index configuration knows
about index structures and maps each index to its physical index structures.

To process indices, a database needs to extend the query optimizer and the
execution engine. The query optimizer selects appropriate indices for queries
based on index patterns. The execution engine accesses and maintains indices.
For this purpose, it uses index patterns to determine index entries that are
relevant for maintenance operations. Based on index configurations, it forwards
retrieval and maintenance operations to affected index structures.

Based on the index model, the index framework can select, access and main-
tain indices. When extending or adding index structures, no change in the query
optimizer or the execution engine is required as long as the new indices can be
represented by the index model.
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This chapter presents an index maintenance algorithm to propagate relevant
updates to affected index structures when updating documents. After giving a
general introduction in Section 6.1, Section 6.2 reviews related work on index
maintenance. Section 6.3 presents the main concepts of the proposed algorithm,
which is described in detail in Section 6.4. Possible extensions of the algorithm
are discussed in Section 6.5. Finally, Section 6.6 summarizes the main ideas of
the algorithm.
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6.1 Introduction

To keep indices consistent with updates on documents, databases need to propa-
gate relevant updates to affected index structures. In XML, updating comprises
inserting, deleting or modifying document fragments. We refer to such fragments
as update fragments and to their nodes as update nodes. Index maintenance
is the process of extracting index entries from these update fragments based
on index definitions. It also comprises determining relevant index entries when
creating or deleting indices on existing documents.

sciens provides selective indices, which can be defined on arbitrary parts of a
document. Selective indices imply that update fragments need not correspond
to indexed fragments. They either contain more nodes than are required for
index maintenance, or miss required nodes. Therefore, the database needs to
determine which nodes of the update fragment affect an index and determine
all nodes which are part of index entries.

Example 6.1 (index update) Consider a multidimensional value index on
resource titles and resource dates, returning resource labels. When adding a
new resource, the maintenance algorithm needs to extract the title, date and
resource label from the new resource and insert the corresponding index entry
into the index structure. If the title of the resource changes, the index also needs
to be updated. As in this case only the title changes, the maintenance algorithm
has to determine the date value and the resource label to modify the index entry.

The index definition specifies the fragment to be indexed and is represented
as a tree pattern in sciens (cf. Subsection 5.3.3). Assume that an index maps
the value of a node to the label of the node. In this case, the index pattern only
consists of one pattern node. Each node which matches the pattern node affects
the index and constitutes an index entry. In case of path patterns, the nodes
of an index entry are in an ancestor-descendant relationship. For example, an
index can map the value of a node to an ancestor of the node. As soon as one
of the nodes changes, all nodes on the indexed path are required to perform the
maintenance operation. The most difficult case arises when the index definition
has the form of a tree pattern. An example is an index on two different values,
e.g. on the date and title of resources. In this case, the nodes of an index entry
have different paths. To retrieve all structurally related nodes of an index entry,
several navigations are necessary.

To be applicable to sciens, the index maintenance algorithm should support
arbitrary patterns and index structures. Many indexing approaches propose
proprietary maintenance algorithms. These algorithms take into account what
the index is defined on and thus can only handle specific index patterns. sciens
bases on the idea of decoupling index structures and index patterns. One index
structure can index various patterns and one pattern can be indexed by various
index structures. To ensure this extensibility, the maintenance algorithm must
neither depend on specific index structures nor on specific index patterns.

As update fragments need not correspond to indexed fragments, the mainte-
nance algorithm has to determine the nodes that are required for performing the
maintenance operation. For this purpose, it can (i) maintain relevant nodes in
an auxiliary data structure or (ii) retrieve relevant nodes from the correspond-
ing document. Alternative (i) needs to maintain one auxiliary data structure
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for each index, which increases size and maintenance overhead. As each index
requires a different auxiliary data structure, it also impedes flexibility in index-
ing. Alternative (ii) is referred to as issuing source queries on base data. Which
queries are necessary can be inferred from index patterns. This alternative may
require a large number of queries, but can handle arbitrary indices. The number
of queries can be reduced by extracting required nodes from update fragments
instead of querying them from documents.

sciens requires a generic index maintenance algorithm that can handle ar-
bitrary index patterns and index structures. It therefore cannot use auxiliary
data structures to determine relevant nodes, but has to query relevant nodes. In
XML, updates usually do not comprise single nodes, but document fragments.
To improve update performance, the maintenance algorithm should extract rel-
evant nodes from update fragments instead of querying them from base data.
Further, integrating schema information improves update performance. As sci-
ens is based on a schema-aware labeling scheme, the algorithm should exploit
the schema to be more efficient.

6.2 Related Work

This section reviews related work on index maintenance. Indices are well-
established in databases and each database needs to maintain its indices.
Thereby, the data model influences which indices are supported as well as
how they can be maintained. Subsection 6.2.1 looks at maintaining indices
in (object-) relational databases and Subsection 6.2.2 considers object-oriented
databases. The focus of Subsection 6.2.3 is on existing approaches for XML
index maintenance. As views are related to indices and need to be updated as
well, Subsection 6.2.4 reviews related work on XML view maintenance. Finally,
Subsection 6.2.5 compares current approaches and relates them to sciens.

6.2.1 Maintaining Indices in Object-Relational Databases

Relational databases support indices on values defined on columns of relations.
Each value of an indexed column represents an index key. Updates in relational
databases are investigated e.g. by Schkolnick and Tiberio [172]. Denuit et al. [63]
consider updates on secondary indices and views defined on complex types.
Basically, an update affects an index if the index references one or more columns
being updated. In case that an index may only refer to columns of one relation,
the index simply needs to be updated when the values of these columns change
due to the insertion, deletion or modification of a tuple. The more difficult case
arises when an index may be defined on columns of different relations according
to a join condition. If the attribute of one relation changes, in the worst case the
other relation needs to be scanned entirely to find the attributes that match the
join condition. Relations do not support direct navigation from the tuples of
one relation to structurally related tuples of another relation. Such navigation
can at most be supported by join indices [151]. Updating indices on multiple
relations is especially considered in the context of data warehouses (e.g. [124]).

Example 6.2 (relational index update) Consider a milestone relation,
which assigns a unique id to each milestone, and a resource relation with a
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foreign key on the milestone id. We define (i) an index on the resource date
and (ii) a multidimensional index on the resource date and the milestone title.
Inserting a new resource triggers the insertion of a new attribute into the date
column of the resource relation. This attribute is required for maintaining index
(i). With regard to index (ii), a query on the milestone relation is necessary to
find the corresponding milestone title before inserting the date and title into the
index.

Extensible databases (cf. Subsection 4.2.1) support adding index structures
to databases, but leave the task of updating these indices to the developer. In
DB2 database extenders [64], the developer needs to specify a function (called
key transform) which takes values of indexed columns as input and generates
index keys from these values. With regard to Oracle data cartridges [184], the
developer defines methods for insertion, deletion and update that are specific
to each index structure. Whenever a base table changes, these methods are
invoked with the old and new values of the indexed columns and their tuple
identifiers.

6.2.2 Maintaining Object-Oriented Indices

Object-oriented databases incorporate the nested structure between objects into
index structures (cf. Subsection 4.2.1). As long as indices only refer to object
attributes, updates can be processed similarly to relational databases. However,
object-oriented databases typically support indices on aggregation graphs, which
index objects on values of nested objects. When one of the objects changes, all
objects on the indexed path are required to perform the maintenance operation.
For this purpose, specific index structures have been developed [28], which can
be classified into two categories. (i) The multi-index and the join index maintain
all relevant objects in the index structure, which are accessed when processing
updates. (ii) The nested index and the path index need to perform queries,
i.e. traverse nested objects, to determine relevant objects. In each case, the
maintenance process depends on the underlying data structure.

Example 6.3 (object-oriented index update) Consider a nested index on
the title of resource nodes, which returns for each title value the labels of related
milestone nodes (cf. Figure 4.2). When adding a title to a resource, a query
is necessary to determine the corresponding milestone label. This query can
be performed by following backward references from the resource object to the
milestone object.

To maintain object-oriented indices regardless of underlying data structures,
Henrich [102] proposes index update definitions. There is one index update
definition for each class and each index structure which may be affected when
updating an object belonging to this class. The index definition consists of
(i) a description of the event, which causes the update, (ii) a reference to the
index structure, for which one or more entries have to be updated, (iii) a query
determining relevant objects to generate index entries, (iv) the necessary index
actualization. When processing an update, the index definitions associated with
the class of the updated object enable the database to generate index entries
for affected index structures.
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6.2.3 XML Index Maintenance

Several XML index structures incorporate the hierarchical structure of XML
documents (cf. Subsection 4.2.2) and thus need to consider relationships be-
tween nodes when propagating updates to index structures. Various algorithms
have been proposed to update structural indices, e.g. [112, 201]. However, these
algorithms are tailored to specific index structures and do not support the main-
tenance of arbitrary indices.

Various native XML databases [47] provide simple structural and value in-
dices. To determine whether an update affects an index, they compare the
labelpath of the update node with the path of the index definition via query
containment techniques (e.g. [149, 154, 177]) or path subsetting [188]. However,
they do not support more complex indices whose index definitions have the form
of path or tree patterns.

Example 6.4 (eXist index update) In the native XML database eXist [2],
one can define a secondary index on the value of date nodes, which returns the
labels of these nodes. When processing an update, the database simply needs to
compare the name of the update node with the node name of the index definition,
which both refer to @date. As long as no navigation between indexed nodes is
supported, index maintenance remains trivial.

The KeyX approach of Hammerschmidt et al. [94, 95] supports selective
XML indexing. It represents each index definition as a set of linearized path
expressions, which are comparable to index patterns (cf. Subsection 5.2). To
maintain indices, KeyX compares the nodes that are inserted, deleted or mod-
ified with the index definitions. More precisely, it compares each update node
with each index definition to determine whether the node affects the index. If
this is the case, it executes queries to navigate to all nodes which are part of
the index entry. More precisely, for each update node and each index definition,
KeyX performs the following steps. (i) Check whether the update node is either
a key, a qualifier or the return of an index by comparing the labelpath of the
update node with each linearization of the index definition through path inter-
section. In case that the path intersection is not empty, i.e. both paths select
common nodes, (ii) calculate relative path expressions to the remaining keys,
qualifiers or the return of the index definition. Then execute queries on these
paths to retrieve all nodes that are part of the index entry. (iii) Each combina-
tion of qualifier, return and key constitutes an index entry and is forwarded to
the corresponding index structure for maintenance. There also exists an index
creation algorithm for KeyX. When creating an index on an existing document,
it queries the document to determine associated index entries.

Example 6.5 (KeyX index update) Consider a multidimensional value in-
dex on the date and title of resources, returning resource labels. KeyX represents
the corresponding index definition with one path expression for each key, namely
//resource/ title/ text() and //resource/ @date, and one for the return,
which is //resource. Assume that we add a new resource with a date and a ti-
tle. The KeyX approach performs the following steps for each node of the update
fragment, starting with the resource node. (i) It first determines whether the la-
belpath of the resource node intersects with any path of the index definition. As
the intersection with the return of the index definition is not empty, the resource
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node is part of an index entry. (ii) To retrieve the corresponding date and ti-
tle, it executes queries on the keys of the index definition. (iii) It then inserts
the index entry, which maps the title and date value to the resource label, into
the index. The same steps are performed for the remaining nodes of the update
fragment, i.e. for the date and title node, yielding the same index entry. The ap-
proach needs to execute two queries for each affected update node (resource, date
and title). As it considers each node individually, it needs to execute six queries
in total and generates the same index entry three times. However, the update
fragment contains all nodes that are relevant for the maintenance operation and
therefore no query would be necessary.

Sanders [171] also considers updates on multidimensional indices, referred to
as compound indices. This approach associates with each node name the index
definitions that include the node name. When updating a node, the following
steps are performed for each associated index definition. The sets of index
keys that exist in the document prior to and after the update are calculated.
These sets are referred to as before keys and after keys, respectively. Then
the difference between these sets is calculated and maintained. Calculating
before and after keys consists of (i) collecting the set of all relevant nodes in
the document and (ii) combining them into index entries based on structural
relationships. To reduce the number of nodes considered, only nodes that relate
to the update node according to the index definition are collected.

6.2.4 XML View Maintenance

Maintaining XML views is closely related to maintaining XML indices since
views need to be updated as well when base data changes. Several approaches
have been proposed to incrementally maintain XML views instead of recomput-
ing the view. Thereby, the main assumption is that incremental maintenance
is more efficient than recomputation. To incrementally maintain a view, the
following steps are necessary: (i) determine whether an update affects a view,
(ii) select the nodes required for maintenance, and (iii) generate and execute
the maintenance statement. The main difficulty in performing these steps is to
reduce the number of accesses to base data. For this purpose, incremental view
maintenance approaches either keep relevant nodes in auxiliary data structures
[9, 48, 68, 74] or only support updating views for which required nodes are
known [136, 156].

Abiteboul et al. [9] propose to maintain an auxiliary data structure for each
view. The auxiliary data structure consists of the object identifiers which are
required for determining whether an update is relevant. Chen et al. [48] ex-
tend this approach and use as auxiliary data structure an aggregate path index
(APIX). As this index also encodes structural information, it helps reducing
the number of accesses to base data. To keep all relevant nodes in the aux-
iliary data structure, El-Sayed et al. [68, 74] materialize intermediate query
results of the algebraic operator tree, which defines the view, in an auxiliary
data structure. This data structure can then process updates with the help of
propagation rules. All of these approaches have the disadvantage that auxiliary
data structures grow rapidly and need to be maintained as well when base data
changes.
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Liefke and Davidson [136] and Nilekar [156] propose maintenance approaches
which only depend on the view and the update, but neither require auxiliary
data structures nor access to base data. However, these approaches are limited
with regard to which updates they support over views. If an update requires
nodes which are not part of the update or the view, they cannot update the
view.

6.2.5 Comparison

XML index maintenance approaches cannot directly adopt relational mainte-
nance approaches as they need to consider structural relationships between in-
dexed nodes. Extensible object-relational databases leave the task of index
maintenance to the developer. The maintenance process needs to be reimple-
mented for each specific index structure, which naturally causes redundancy. As
maintenance depends on the specific index definitions, this approach impedes
extending index structures and is not applicable to sciens.

Object-oriented and XML indices consider structural relationships between
objects and nodes, respectively, and thus require more complex maintenance
algorithms. Object-oriented maintenance approaches traverse object references
to generate index entries. They only support path patterns, but not tree pat-
terns. While the first approaches for XML index maintenance only considered
path patterns as well, they have recently been extended to tree patterns. Basi-
cally, they determine for each update node whether it affects an index and then
execute queries to retrieve all nodes which are required for the maintenance
operation. XML view maintenance approaches equally query relevant nodes or
maintain them in auxiliary data structures.

As sciens cannot maintain auxiliary data structures and requires a generic
maintenance algorithm, it could adopt existing XML index maintenance ap-
proaches that query relevant nodes. The main drawback of these approaches
is that they consider each update node individually and thus may need to exe-
cute a large number of queries. An important observation is that by extracting
relevant nodes from update fragments instead of querying them, the number of
queries can be greatly reduced. Existing maintenance approaches do not exploit
schema information. However, integrating schema information does not only im-
prove processing queries (cf. Subsection 2.1.2), but can also accelerate updates.
In contrast to existing approaches, the maintenance algorithm of sciens should
therefore exploit update fragments and schema information.

6.3 Concepts

This section presents the main concepts of the index maintenance approach of
sciens, which we have published in [89]. The main idea of our approach is to
extract index entries from update fragments based on index patterns. Index
patterns uncouple the algorithm from specific index structures and guarantee
support for indices defined on arbitrary document fragments. By exploiting the
structure of update fragments, the proposed algorithm minimizes the number
of additional queries without relying on auxiliary data structures. It only needs
to retrieve those nodes from the database that are required for indexing but are
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not contained in the update fragment. If all index entries can be inferred from
the update fragment, the algorithm is completely self-maintainable. The algo-
rithm also supports determining relevant index entries when creating or deleting
indices on existing documents. The developed techniques are not restricted to
index maintenance, but can be carried over to the maintenance of caches, views
or related problems.
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Figure 6.1: Update fragments to update the entire document (a), a milestone
(b) and a date (c).

Example 6.6 (index updates) Assume that we successively insert fragments
(a)-(c) of Figure 6.1 and propagate updates to the indices whose patterns are
shown in Figure 6.2. After executing the update on the document, each node
of the update fragment has assigned a unique label, which encodes the position
of the node in the document. The insertion of fragment (a) only affects the
first index, which needs to be updated with index entry ((‘26543’) → (5–1)).
When inserting fragment (b), we need to insert index entry ((‘2008-01-08’) →
(21–1.1.3)) into the second index. The update further affects the third index,
in which we need to insert the index entries ((‘design’,⊥) → (21–1.1.1)) and
((‘design’,‘2008-01-08’) → (21–1.1.3)). Note that the date is required in the
second index and is optional in the third index. As the first resource still does not
have a date, it is not part of the second index. Now let us add a date to the first
resource by inserting fragment (c). The insertion affects both the second and the
third index. In each case, the insertion is not self-maintainable. We first need
to determine the resource label belonging to the date node. We can then insert a
new index entry into the second index, namely ((‘2007-03-12’) → (21–1.1.1)).
With regard to the third index, the update also requires the title of the milestone.
In this case, we do not need to insert a new but update an existing index entry.
More precisely, we have to update index entry ((‘design’,⊥) → (21–1.1.1)) by
replacing the null value with the value of the new date node. Note that only the
update of fragment (c) depends on executing queries on base data to determine
all nodes required for maintenance. In the other cases, relevant index entries
can be extracted from update fragments.

To extract index entries from update fragments, the algorithm adopts ideas
from XML query processing techniques. XML pattern matching [42, 50, 142,
200] and tree inclusion [31, 53] algorithms represent queries as tree patterns and
find the nodes in the document that match the pattern. Each subtree that struc-
turally corresponds to a pattern is referred to as embedding. Pattern matching
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Figure 6.2: Simple index pattern on project ids (left), path index pattern on
resource dates (middle) and twig index pattern on milestone titles
and resource dates (right).

algorithms are based on index structures and labeling schemes. Tree inclusion
algorithms traverse whole documents to find embeddings. XML filtering tech-
niques [45, 66] have been developed for publish/subscribe systems to evaluate
several queries, represented as patterns, by traversing the document only once.
They do not return embeddings, but only determine the documents that match
the queries.

The index maintenance approach of sciens finds embeddings of index pat-
terns in update fragments and then generates index entries from these embed-
dings. Each embedding consists of nodes in the document that structurally
correspond to the index pattern and represents an index entry. While it reuses
some ideas of query processing techniques to find embeddings, it has to con-
sider several differences: (i) It needs to find embeddings in update fragments,
but should not traverse whole documents or access auxiliary data structures
for this purpose. (ii) If the update fragment misses nodes that are required for
indexing, it needs to issue source queries. (iii) It needs to associate the index
keys with the nodes to be returned and generate index entries from embeddings.
Dependent on the update operation, the index structures can then insert, delete
or modify the index entries.

To extract index entries from update fragments based on index patterns, the
proposed algorithm performs the following steps:

1. Find embeddings of index patterns in update fragments.

2. Execute queries to retrieve the nodes that are not contained in the update
fragment but are required for generating index entries.

3. Generate index entries from embeddings by extracting the index keys and
the nodes to be returned. Forward the generated index entries to the
specific index structures, which insert, delete or modify the generated
index entries.

In the following, we present the main concepts of the maintenance algorithm.
We start with update fragments in Subsection 6.3.1, define embeddings in Sub-
section 6.3.2 and present a stack encoding for embeddings in Subsection 6.3.3.
Subsection 6.3.4 describes how to improve finding embeddings and reduce the
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size of the stack encoding by integrating schema information into index pat-
terns. Subsection 6.3.5 presents the main concepts for querying required nodes
and Subsection 6.3.6 for generating index entries.

6.3.1 Update Fragments

Each update (insertion, deletion, modification) consists of an update operation
that specifies the location of the update in the document. The update operation
corresponds to a query that returns the nodes relative to which the update is
performed. In case of a deletion, each fragment returned by the update operation
represents an update fragment that needs to be deleted. In case of an insertion,
the update additionally contains the fragment to be inserted. This fragment
constitutes the update fragment that is inserted relative to the nodes returned
by the update operation. Each modification also specifies an update fragment
that replaces the nodes returned by the update operation. In the following, we
assume that a modification is executed as a deletion followed by an insertion.
Although modifying index entries instead of deleting and reinserting them may
be more efficient, we omit modifications for ease of presentation. The algorithm
could however easily be extended to handle modifications as well.

Each update operation specifies the path from the root of the document to
the root of each update fragment. The maintenance algorithm receives as input
the update fragments after executing the update operation. Each node of the
update fragments therefore has assigned a unique label, which implies that the
algorithm knows the path of each node in the update fragment. In the following,
each update fragment is a tree of labeled nodes that are inserted into or deleted
from a document.

6.3.2 Embeddings

To determine relevant index entries, the maintenance algorithm finds embed-
dings of index patterns in update fragments. Nodes of a document that struc-
turally correspond to the pattern nodes of an index pattern are referred to as
embedding. This means that their names, parent-child and ancestor-descendant
relationships must comply. In case that a pattern node is required, there must
exist a corresponding node in the document. If it is optional, it has associated
a corresponding node in the document only if this node exists.

Definition 6.1 (embedding) An embedding of an index pattern P = (N, F)
in a document D = (N,F ) is a mapping from N to N . The edges of an index
pattern can be classified into parent-child and ancestor-descendant edges, F =
F/ ∪F// (cf. Definition 5.5). Functions parent and ancestor determine whether
nodes N in the document are connected via edges F (cf. Subsection 2.1.1). An
embedding is defined by partial function emb : N → N , such that ∀x, y ∈ N:

(a) if req(x) = 1 → emb(x) is defined

(b) if (x, y) ∈ F/ → emb(x) = parent(emb(y))

(c) if (x, y) ∈ F// → emb(x) ∈ ancestor(emb(y))

¤
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Nodes of a document that represent an embedding are called matching nodes.
The pattern nodes that match a node are referred to as matching pattern nodes.
Note that an embedding need not be an injective function as a node of the
document may match several pattern nodes.
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Figure 6.3: Embeddings of an index pattern (right) in a document (left).

Example 6.7 (embedding) Figure 6.3 depicts two embeddings of an index
pattern in a document. Each embedding associates each required pattern node
with one node of the document. The first embedding, depicted with dotted lines,
consists of the nodes with labels (1, 7–1.1, 20–1.1, 59–1.1, 21–1.1.1). Note that
pattern node @date is optional. Thus the embedding need not contain a matching
node for this pattern node. The second embedding, depicted with dashed lines,
consists of the nodes with labels (1, 7–1.1, 20–1.1, 59–1.1, 21–1.1.3, 62–1.1.3).

We refer to an embedding which still misses matching nodes as a partial
embedding and to its matching nodes as candidate nodes. A partial embedding
is complete as soon as there exists a matching node for each required pattern
node of the corresponding index pattern. If there does not exist a matching node
for each required pattern node, we say that the embedding and its candidate
matching nodes are false positives.

Example 6.8 (false positive) Considering the second index pattern of Figure
6.2 and update fragment (b) of Figure 6.1, node 21–1.1.1 is a candidate node as
it matches pattern node resource. However, before inserting fragment (c), this
partial embedding misses a matching node for the required @date pattern node
and thus represents a false positive.

Note that we associated each index pattern with one document in Subsection
5.3.3. When defining an index on a collection of documents, the index pattern
has embeddings in each document of the collection.

6.3.3 Stack Encoding

When traversing a document to extract embeddings, embeddings do not appear
in a linear order. Instead, successive nodes may belong to different embeddings,
or some nodes may be part of several embeddings. It is therefore necessary to
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keep matching nodes in an intermediate data structure that encodes embed-
dings. For this purpose, it is possible to reuse stack encodings proposed by
pattern matching algorithms (cf. e.g. [200]). This data structure associates with
each pattern node of an index pattern a stack. Each entry in a stack consists of
a matching node from the document and a pointer to its ancestor node in the
stack of the parent pattern node, encoding the structural relationships between
the nodes.

@date

title

milestone

projects

resource

text()

7-1.1

20-1.1

59-1.1

21-1.1.1

21-1.1.3

62-1.1.3

1

Figure 6.4: Stack encoding of the embeddings in Figure 6.3.

Example 6.9 Figure 6.4 depicts the stack encoding of the embeddings of Figure
6.3. Some nodes belong to both embeddings, e.g. node 20–1.1. It is therefore
not possible to remove this node from the stack as long as not all embeddings
that contain this node have been found. The two embeddings differ in their
nodes matching the resource and @date pattern nodes. We know that date
62–1.1.3 belongs to resource 21–1.1.3 because of the pointer between these nodes.
Note that in this case, the first resource could be removed from the stack when
matching the second resource because its embedding is already complete. It might
therefore seem sufficient if one stack only contains one matching node at the
same time and that keeping references is not necessary. However, imagine that
each milestone can have several titles. In this case, all titles of a milestone
are found before any resources of the milestone. As each resource forms one
embedding with each title, it is indispensable to keep all titles in the stack.

6.3.4 Schema-aware Index Patterns

All embeddings have the same structure as the index pattern. Integrating struc-
tural information from the schema facilitates finding embeddings. For this pur-
pose, this subsection presents schema-aware and minimal index patterns.

Each document has associated a schema in sciens. A valid index pattern
only refers to paths that exist in the document, i.e. that have been defined in
the schema. Therefore each path in the index pattern matches one or several
path schemas of the schema tree. By associating matching path schemas with
pattern nodes, schema information can be exploited when finding embeddings.

Matching path schemas of pattern nodes can be determined by finding em-
beddings of the index pattern in the schema tree. For this purpose, existing
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query pattern matching algorithms can be used [42, 50, 142, 200]. Each match-
ing path schema of a pattern node has one ancestor path schema in the corre-
sponding parent pattern node. One path schema could have several ancestor
path schemas in the parent pattern node only if we allowed recursion in the
schema or wildcards in the index pattern.

A schema-aware index pattern associates matching path schemas with each
pattern node and uses one stack for each matching path schema. This implies
that each pattern node has as many stacks as it has matching path schemas.
To be valid, each pattern node must have at least one matching path schema.

Definition 6.2 (schema-aware index pattern) A schema-aware index pat-
tern PS = (N,F, name, var, req, root, return, doc, paths, stack, pstack, L,V, D, S,
P) extends an index pattern P, as defined in Definition 5.5, by a set of stacks
S and by the set of path schemas P which are taken from the schema S of the
document D on which the index pattern is defined. It further defines functions
paths and stack and partial function pstack.

• Function paths : N → 2P associates each pattern node with matching
path schemas.

• Function stack : (N,P) → S maps each matching path schema of each
pattern node to a stack such that ∀n ∈ N : ∀p ∈ paths(n) : stack(n,p) ∈ S.

• Partial function pstack : (N,P) → S relates each stack with a par-
ent stack, such that the parent stack is associated with a parent pat-
tern node and an ancestor path schema, i.e. ∀n ∈ (N \ root(PS)), n′ ∈
N,p ∈ paths(n),p′ ∈ paths(n′) : parent(n) = n′ ∧ p′ ∈ ancestor(p) →
pstack(n,p) = stack(n′,p′).

¤

title

projects

milestone

20 63

7

1

Figure 6.5: Schema-aware index pattern on milestone and resource titles.

Example 6.10 (schema-aware index pattern) The schema-aware index
pattern of Figure 6.5 depicts the labels of embedded path schemas and their
stacks. The paths relationships are shown as dotted lines, pstack relationships
as simple lines. As both milestones and resources have titles, the title pattern
node has two matching path schemas, namely the path schemas with labels 20
and 63.

The number of matching nodes increases with the size of an index pattern.
The more pattern nodes an index pattern has, the more matching nodes does
the maintenance algorithm find and encode into the stacks. To extract index
entries, only those nodes of an embedding are required that are either index keys
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or return nodes. We therefore propose to omit all pattern nodes of an index
pattern that are redundant, i.e. that are not relevant for generating index entries.
Using minimal index patterns improves the space complexity of the maintenance
algorithm. Various approaches have been proposed to minimize tree patterns
by finding smaller, equivalent patterns (cf. [14, 78, 165]). By exploiting schema
information, it is similarly possible to reduce the size of index patterns.

Each index pattern must contain the return pattern node and the pattern
nodes that have associated index variables. To preserve structural relationships,
it requires branching pattern nodes. As pattern nodes can be required or op-
tional, it must further contain those pattern nodes that separate required from
optional fragments. All other pattern nodes are redundant and can be removed
because they are not relevant for defining the index.

Definition 6.3 (redundant pattern node) A pattern node nr of a schema-
aware index pattern PS with pattern nodes N, nr ∈ N, is redundant if it fulfills
each one of the following conditions:

(a) nr 6= return(PS) (the pattern node is not the return pattern node)

(b) var(nr) = ∅ (the pattern node has not associated index variables)

(c) (∀n1, n2 ∈ children(nr) : n1 = n2) ∨ (children(nr) = ∅ ∧ req(nr) = 0) (the
pattern node has exactly one child pattern node or it is an optional leaf)

(d) ∀n1 ∈ children(nr) : req(nr) = req(n1) (the pattern node and its child are
either both required or both optional)

¤

The size of a schema-aware index pattern can be reduced by removing redun-
dant pattern nodes. A minimal index pattern can be obtained from a schema-
aware index pattern by removing each redundant pattern node and its associ-
ated edges and inserting an ancestor-descendant edge between its parent and
its children. Note that each pattern node of a schema-aware index pattern has
associated path schemas. Therefore it is possible to omit redundant pattern
nodes and insert ancestor-descendant edges without changing the semantics of
the index pattern. Minimization could be further enhanced by also taking into
account the cardinality of node schemas. In the following, we assume that each
index pattern is schema-aware and minimal.

Definition 6.4 (minimal index pattern) A minimal index pattern is a
schema-aware index pattern that does not contain redundant pattern nodes.

Example 6.11 (minimal index pattern) Figure 6.6 depicts a non-minimal
index pattern on the left and its minimal version on the right. Each pattern
node has associated the labels of matching path schemas. The non-redundant
pattern nodes are the branching pattern node milestone, the return pattern
node resource and the pattern nodes text() and @date that have associated
index variables. The minimal index pattern contains an ancestor-descendant
edge between pattern nodes milestone and text(). Nevertheless, only text
nodes whose parents are title nodes (but e.g. not description nodes) will
match the text() pattern node because of its associated path schema.
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Figure 6.6: Non-minimal (left) and minimal (right) index pattern on milestone
titles and resource dates.

6.3.5 Queries

In the previous subsection, we defined embeddings of index patterns in docu-
ments. Updates usually do not refer to entire documents, but to fragments only.
When finding embeddings of an index pattern in an update fragment, each em-
bedding may miss nodes that have not been contained in the update fragment.
However, it is necessary to find all nodes of affected embeddings before generat-
ing index entries. To determine missing nodes, it is necessary to execute source
queries on the document.

An embedding may miss ancestors of the update fragment or any descen-
dant of these ancestors (except for the descendants that constitute the update
fragment itself). If it misses nodes, at least one matching node, which is not as-
sociated with the root pattern node, has not associated an ancestor in the stack
encoding. In this case, the ancestors and (possibly) the descendants of these
ancestors have to be queried. As the index pattern associates path schemas
with pattern nodes, it is possible to generate source queries for missing nodes.

Example 6.12 (queries) Assume that we delete a resource and update the
third index of Figure 6.2. The resource node matches pattern node resource.
However, the update fragment misses the milestone title, which needs to be
queried. As the resource node has not associated an ancestor, we first need to
execute a query to determine its parent, which matches the milestone pattern
node. Departing from this node, we can then query the missing title.

The efficiency of this step can be improved with labeling schemes that allow
for navigating along certain axes without accessing base data (cf. Chapter 3).
The update of whole documents is always self-maintainable as no queries are
executed. The update of simple index patterns, which only consist of one pattern
node, is always self-maintainable as well.

When creating or deleting an index on an existing document, it is necessary
to retrieve all embeddings from the document and generate index entries from
these embeddings. For this purpose, it is likewise necessary to query all matching
nodes based on the index pattern. Therefore, the same algorithm can be used as
for querying missing nodes. Note that the step of generating index entries can
be omitted when completely deleting tree-structured indices, such as a B+-tree.
In contrast to e.g. a hash table, these index structures can retrieve and delete
all pages themselves.
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6.3.6 Index Entries

Each index consists of a set of index entries, mapping index keys to nodes in
the document. These index entries are referred to as complete index entries in
the following. When finding embeddings of index patterns in update fragments,
each embedding consists of index keys and one return node. We refer to these
index keys and the return node as a partial index entry. When inserting a
fragment, the index has to insert the partial index entries into the complete
index entries. If no index entry with the same index keys exists, it must generate
a new complete index entry. Otherwise, it has to insert the return node into the
index entry having the same index keys. Handling deletions is analogous.

Definition 6.5 (partial index entry) A partial index entry maps a list of
index keys to one label, representing a return node. A complete index entry
consists of as many partial index entries as it has return nodes.

Example 6.13 (partial index entry) Assume that the third index of Figure
6.2 contains the index entry ((‘design’,‘2008-03-03’) → (21–1.3.1, 21–7.3.5,
21–7.3.7)). When inserting a new resource, we find a new embedding,
e.g. ((‘design’,‘2008-03-03’) → (21–5.5.3)). This embedding represents a par-
tial index entry. When inserting the partial index entry, we need to extend the
complete index entry by adding the new return label 21–5.5.3.

To generate partial index entries from embeddings, the maintenance algo-
rithm needs to extract the embeddings from the stack encoding. The index
entries need to be inserted into the index structure in case of an insert opera-
tion, and deleted in case of a delete operation. The update of index structures
with index entries is not subject of this work, as each index structure provides
specific algorithms for this purpose.

The set of return labels of a complete index entry may contain duplicates if
several embeddings contain identical index keys. In this case, a list of index keys
maps to the same return node multiple times. Duplicates are necessary to handle
deletions correctly, as demonstrated below in Example 6.14. Similar ideas are
used by counting algorithms for view maintenance [91]. The KeyX approach
of Hammerschmidt (cf. Subsection 6.2.3) does not handle duplicates correctly
because it may generate the same index entry several times (cf. Example 6.5).
Note that we do not make any assumptions on how an index structure stores
duplicates. For example, it can associate with a label the number of occurrences
instead of storing the same label multiple times.

Example 6.14 (duplicates) Consider the index on milestone and resource ti-
tles of Figure 6.5. Assume that a resource has the same title as its milestone. In
this case, we find the same partial index entry twice, yielding e.g. the complete
index entry ((‘design’) → (7–5.3, 7–5.3)). When deleting the corresponding
resource, we have to delete one partial index entry. As the milestone title still
exists, we may only remove one milestone node from the complete index entry.
Without duplicates, a query would be necessary to decide whether the index entry
can be deleted, resulting in additional overhead.

Special attention needs to be paid when an update operation affects an index
key that is associated with an optional pattern node (remember that the return
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is always required). We refer to these index keys as optional index keys. The
insertion/deletion of an optional index key does not trigger an insertion/deletion
of the corresponding partial index entry. Instead, an existing partial index entry
needs to be updated. An insertion of an optional key replaces a null value of
one of its index keys, whereas a deletion generates a null value.

Example 6.15 (optional index key) Considering the third index of Figure
6.2 whose pattern node @date is optional, assume that it contains the partial
index entry ((‘design’,⊥) → (21–5.3.1)). If we insert a new date with value
‘2008-09-09’ into this milestone, we need to update the index entry by replacing
the null value with the new date.

An optional index key always stems from a matching node of an optional
pattern node that has been contained in the update fragment and has not been
queried. To insert a new optional index key, it is necessary to (i) replace the
index key with a null value and delete this partial index entry from the index,
(ii) restore the new index key in the index entry and insert it into the index.
Handling several optional keys and deletions is analogous.

6.4 Maintenance Algorithm

The maintenance algorithm generates index entries based on index patterns and
update fragments by performing the following steps:

1. Find embeddings of index patterns in update fragments and encode them
into stacks associated with each index pattern.

2. Execute queries to retrieve nodes that are not contained in the update
fragment but are part of embeddings.

3. Generate index entries from the embeddings by extracting index keys and
the nodes to be returned. Forward the index entries to the index structures
for insertion or deletion.

The algorithm uses an intermediate data structure in the form of a stack
encoding to compactly store the nodes of an embedding up to the time of gener-
ating index entries. The index entries are then forwarded to the affected index
structures, which update their data structure with proprietary algorithms. In-
sertions and deletions can be handled analogously as they only differ in the
update operation executed on the index structure.

In the following, we assume that each update affects one update fragment and
one index pattern as extending the algorithm to several fragments and patterns
is straightforward. Note that in case of several index patterns, the algorithm has
to process each index pattern individually. This could be improved by adopting
ideas from XML filtering [45, 66] to share commonalities between patterns.

Procedure maintain maintains an index when inserting or deleting a docu-
ment fragment. It receives as input the root node of the update fragment, the
index pattern of the index to be maintained and the kind of update operation,
which is either an insert or a delete operation. Algorithm 6.1 provides the de-
tails of the procedure. It basically executes the three steps which are necessary
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Algorithm 6.1 Maintain an index with an update fragment based on its index
pattern.
Input: Update node n ∈ D, which constitutes the root of the update
fragment; Schema-aware, minimal index pattern P defined on the document D
to which the update fragment belongs; Update operation o ∈ {i, d}, indicating
whether the update is an insertion i or a deletion d.
Description: Find embeddings of the index pattern in the update fragment
and encode them into the stacks associated with the index pattern. Then
execute queries to retrieve missing nodes and push them onto the stacks of the
index pattern. Finally, generate index entries from the embeddings that are
encoded into the stacks of the index pattern and forward them to the index
structure for insertion or deletion.
Result: The index with index pattern P has been updated with update node
n and its descendants.

1: procedure maintain(n, P, o)
2: findEmbeddings(n, P)
3: executeQueries(P)
4: generateIndexEntries(P, o)
5: end procedure

to maintain an index. First it finds embeddings of the index pattern in the
update fragment and encodes them into the stacks associated with the index
pattern. It then executes queries to missing nodes and again stores these nodes
in the stack encoding of the index pattern. The first two procedures therefore
modify the index pattern by pushing matching nodes onto its stacks. Finally, it
generates index entries from the embeddings that are encoded into the stacks of
the index pattern. The algorithm calls several procedures, as depicted in Figure
6.7.

The following subsections describe each procedure of the algorithm in more
detail, whereby focusing on step 1 and 2 of the algorithm. The algorithm need
not execute these steps sequentially. Instead of first finding all embeddings and
then generating index entries, it could also generate an index entry as soon as
an embedding has been found. Although the latter would reduce the size of the
intermediate data structure, we follow a sequential order for ease of presentation.

6.4.1 Find Embeddings

To find embeddings of an index pattern in an update fragment, the algorithm
traverses the update fragment once in document order and compares its struc-
ture with the structure of the index pattern. If a node of the update fragment
has the same path schema as is associated with a pattern node, it represents a
candidate node and is put onto the corresponding stack. If a subfragment can-
not be relevant for the index pattern, the algorithm does not further process its
nodes. Discarding non-relevant subfragments improves the runtime complexity
of the algorithm. By traversing the update fragment in document order, the
algorithm finds candidate nodes of an embedding one after another. As soon as
it detects that a partial embedding cannot become complete, it deletes the false
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Figure 6.7: Maintenance algorithm.

positives from their stacks to keep space complexity, i.e. the number of nodes
encoded into stacks, as small as possible.

The algorithm consists of three main procedures. Procedure findEmbed-
dings matches the update fragment against the index pattern to find partial
embeddings. Procedure detectFalsePositives detects false positives and
procedure deleteFalsePositives deletes partial embeddings that represent
false positives. Figure 6.8 gives an abstract example to depict the interaction
between the various procedures.
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Figure 6.8: Find embeddings of index pattern (right) in update fragment
(left).

Example 6.16 (find embeddings) Figure 6.8 gives an abstract example of
how to find embeddings of an index pattern in an update fragment. For simplic-
ity, each node of the update fragment has a unique lower-case letter and each
node of the index pattern a unique upper-case letter. Procedure findEmbed-
dings traverses the update fragment (solid arrows). Procedures detectFalse-
Positives and deleteFalsePositives traverse the stack encoding associated
with the index pattern to find false positives (dashed arrows) and to delete them
from the stack encoding (dotted arrows).
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Before describing each of these procedures in more detail, we define some
more functions and methods:

• Function topnode : S → N returns the top-most node associated with a
stack, or null (⊥) if the stack is empty.

• Function toppointer : S → N returns the node to which the top-most
node of a stack points, or null (⊥) if such a node does not exist or if the
top-most node has not associated a pointer.

• Method push(n, s) puts node n onto stack s.

• Method pop(n, s) removes node n from stack s. Note that in our context,
this node need not necessarily be the top-most node of the stack.

• Method createPointer(n, s, na, sp) creates a pointer from node n asso-
ciated with stack s to node na associated with stack sp, whereby stack sp
is the parent of stack s. If na is undefined, no pointer is created.

In the following, we will give a concrete algorithm for each procedure and
demonstrate its usage based on the abstract example of Figure 6.8 and on the
example of updating an index pattern of Figure 6.2 with update fragment (b)
of Figure 6.1.

Find embeddings

Procedure findEmbeddings recursively processes the nodes of an update frag-
ment to find matching pattern nodes and encodes partial embeddings into
stacks. To reduce runtime complexity, the algorithm only processes relevant
fragments, i.e. that possibly contain matching nodes. For each node, it deter-
mines matching pattern nodes by comparing their path schemas. If a node has
the same path schema as a pattern node, it represents a candidate node and is
put onto the corresponding stack.

To determine whether a node is relevant for an index pattern and to find
matching pattern nodes for a relevant node, the procedure uses functions
relevant and matches. Let n be an update node of document D and P be
an index pattern with pattern nodes N that is associated with document D.
Each node in the document and each pattern node in the index pattern has
associated path schemas, which are accessible via functions pathschema and
paths, respectively. The set of path schemas P is taken from the schema to
which the document D belongs.

• The fragment rooted at n is relevant for index pattern P, relevant(n, P), iff
the path schema of n is an ancestor-or-self of any path schema associated
with P. ∃n ∈ N : ∃p ∈ paths(n) : pathschema(n) = p ∨ pathschema(n) ∈
ancestor(p) ↔ relevant(n,P).

• Function matches : N → 2N returns matching pattern nodes for a node,
matches(n) = {n ∈ N | pathschema(n) ∈ paths(n)}.
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Algorithm 6.2 Find embeddings of an index pattern in an update fragment.
Input: Update node n, which is the root of the update fragment; Schema-
aware, minimal index pattern P.
Description: Find embeddings of index pattern P in the update fragment
rooted at n and encode matching nodes into stacks associated with P.
Result: Update node n and its descendants that match index pattern P have
been encoded into stacks associated with the pattern.

1: procedure findEmbeddings(n,P)
2: if relevant(n, P) then
3: for all n ∈ matches(n) do
4: s = stack(n, pathschema(n))
5: push(n, s)
6: if n 6= root(P) then
7: na = topnode(pstack(n, pathschema(n)))
8: createPointer(n, s, na, pstack(n, patschema(n)))
9: end if

10: end for
11: for all nc ∈ children(n) do
12: findEmbeddings(nc, P)
13: end for
14: for all n ∈ matches(n) do
15: detectFalsePositives(n, n)
16: end for
17: end if
18: end procedure

By integrating schema information, it is possible to pregenerate a list of
relevant path schemas as well as a map from path schemas to matching pattern
nodes, which avoids the need for comparing each node with each pattern node.

Algorithm 6.2 shows the details of procedure findEmbeddings. It takes
as input a node n, representing the root of the currently processed update
fragment, and an index pattern P. To determine whether the node matches the
pattern, it invokes various functions on the node and the index pattern. With
the help of function relevant, it determines whether the fragment rooted at n
is relevant for the index pattern P. In case that the fragment is not relevant, it
does not further process n or any of its descendants. Otherwise, it determines
matching pattern nodes for n via function matches. Each matching pattern
node n has associated one stack s with the same path schema as n. Procedure
push puts node n onto this stack. Procedure createPointer creates a pointer
from n to its ancestor in the parent stack to encode structural relationships.
As the algorithm processes update fragments in document order, the ancestor
must be the top-most node na of the parent stack. If the parent stack is still
empty, the update fragment did not contain the ancestor and the ancestor is still
undefined. After matching node n, the algorithm recursively invokes procedure
findEmbeddings for each child nc of n.

As soon as all descendants of node n have been processed, the detected par-
tial embeddings must contain candidate nodes for required descendants. Oth-
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erwise the partial embeddings represent false positives, which is determined by
calling procedure detectFalsePositives for each matching pattern node.

Example 6.17 (find embeddings) Consider the update fragment and the in-
dex pattern of Figure 6.8. Procedure findEmbeddings recursively traverses the
update fragment, starting with the root node a1. After matching this node with
pattern node A, the algorithm reinvokes the procedure with each child of a1.
Node b1 is not relevant for the index pattern, and the algorithm does not fur-
ther process its children. Node d1 matches pattern node D and its children e1

and e2 match pattern node E. Every time when the algorithm has processed all
children of a node, it invokes procedure detectFalsePositives. Therefore,
after having processed nodes e1 and e2 respectively, it calls this procedure (steps
4 and 6). After having processed the children of d1, the algorithm again invokes
procedure detectFalsePositives (step 7). The final child of node a1 is node
g1 which is not relevant for the pattern. Finally, the algorithm invokes procedure
detectFalsePositives one more time (step 9).

@date
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resource

7-1.1

59-1.1 21-1.1.1

21-1.1.3

62-1.1.3
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Figure 6.9: Embeddings of fragment (b) of Figure 6.1 encoded into stacks.

Example 6.18 (find milestone titles and resource dates) Assume that
we insert fragment (b) of Figure 6.1 and update the index pattern shown in
Figure 6.9. The algorithm starts with processing node 7–1.1. The corresponding
fragment is relevant, and the algorithm determines that the node matches
pattern node milestone and puts it onto its stack. As pattern node milestone

is the root pattern node, it need not create a pointer. Then it recursively
processes the children, starting with node 20–1.1. This node is relevant, but it
does not match any pattern node. The algorithm proceeds with node 59–1.1,
which matches pattern node text() as it has the same path schema. After
putting the node onto the corresponding stack, the algorithm creates a pointer
to node 7–1.1, which is its ancestor in the parent stack. The algorithm then
matches nodes 21–1.1.1 and 21–1.1.3 with pattern node resource and node
62–1.1.3 with pattern node @date.

Detect false positives

Procedure detectFalsePositives determines whether partial embeddings
contain candidate nodes for required pattern nodes. It bases on the observa-
tion that after processing the descendants of a node, all required descendants of
matching pattern nodes must have associated candidate nodes that are part of
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the same embeddings. If required descendants are missing, they cannot appear
later on and the corresponding embeddings represent false positives.

Algorithm 6.3 Detect false positives that miss required nodes of a subfragment.
Input: Node n of document D; Pattern node n of index pattern P; Node n
matches pattern node n, n ∈ matches(n), and is associated with a stack of the
pattern node.
Description: Recursively determine whether each required child of pattern
node n has associated a candidate node, which is a descendant of n. Initiate
deletion of false positives.
Result: False positives that are descendants of node n and match a descen-
dant of pattern node n have been detected and removed from the stack encoding.

1: procedure detectFalsePositives(n,n)
2: for all nc ∈ children(n) do
3: if req(nc) = 1 then
4: if n /∈ ⋃

p∈paths(nc)
toppointer(stack(nc,p))) then

5: deleteFalsePositives(n, n)
6: end if
7: end if
8: end for
9: end procedure

Algorithm 6.3 shows the details of procedure detectFalsePositives. The
procedure takes as input a node n of the update fragment and one of its matching
pattern nodes n of the affected index pattern. It recursively processes each child
pattern node nc of pattern node n. If the child pattern node is required, one
of its stacks must have associated a descendant of n. This is true if one of its
stacks contains a top node with an ancestor pointer to n. If this is not the case,
the candidate nodes of the partial embedding represent false positives and are
deleted.

Example 6.19 (detect false positives) Considering Figure 6.8, Example
6.17 invokes procedure detectFalsePositives four times. We will now look
at step 9 in more detail, which invokes the procedure with node a1 and pattern
node A. Assume that both child pattern nodes D and F are required. Pattern
node D has associated candidate node d1, but pattern node F does not have
any candidate node. Therefore, the partial embedding represents a false positive
and is deleted by calling procedure deleteFalsePositives with node a1 and
pattern node A as input.

Example 6.20 (detect resource without date) Figure 6.10 depicts partial
embeddings encoded into stacks when inserting fragment (b) of Figure 6.1. Node
21–1.1.1 matches pattern node resource. After processing the descendants of
this node, the algorithm calls procedure detectFalsePositives with the node
and its pattern node as input. The child @date of pattern node resource is
required. However, its stack does not contain a node that points to 21–1.1.1.
Note that the date of the resource can only appear within the descendants of
node 21–1.1.1, but not in a later step. Therefore node 21–1.1.1 represents a false
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Figure 6.10: Detect and delete false positives when updating fragment (b) of
Figure 6.1.

positive. When matching the second resource, node 21–1.1.3 matches pattern
node resource and node 62–1.1.3 matches pattern node @date. As this resource
has a date, the nodes are not false positives and form a complete embedding.

Delete false positives

Procedure deleteFalsePositives recursively removes a node and its descen-
dants, which represent false positives, from their stacks to delete the correspond-
ing partial embedding.

Algorithm 6.4 Delete false positives from partial embeddings.
Input: Node n of document D; Pattern node n of index pattern P; Node n
matches pattern node n, n ∈ matches(n), and is associated with a stack of the
pattern node.
Description: Recursively remove all descendants of n that match a child
pattern node of n. Then remove node n from the stack of pattern node n.
Result: False positives that are descendants of node n and match a descendant
of pattern node n have been removed from the stack encoding.

1: procedure deleteFalsePositives(n,n)
2: for all nc ∈ children(n) do
3: for all p ∈ paths(nc) do
4: while toppointer(stack(nc,p)) = n do
5: deleteFalsePositives(topnode(stack(nc,p)), nc)
6: end while
7: end for
8: end for
9: pop(n, stack(n, pathschema(n)))

10: end procedure

Algorithm 6.4 shows the details of procedure deleteFalsePositives. The
procedure takes as input a node n of the update fragment and one of its match-
ing pattern nodes n of the affected index pattern. Node n matches pattern node
n and is associated with a stack of the pattern node. However, it is part of
an embedding that represents a false positive and therefore has to be deleted.
The algorithm recursively deletes descendant nodes that point to n bottom-up.
For this purpose, it determines for each child pattern node nc of pattern node n
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whether one of its stacks has a corresponding descendant. In case that a child
stack has nodes that point to n, it recursively calls procedure deleteFalse-
Positives to pop them from the stack. Procedure pop removes node n from
the stack of the currently processed pattern node n, including its pointer to an
ancestor in the parent stack.

Example 6.21 (delete false positives) Considering Figure 6.8, Example
6.19 invokes procedure deleteFalsePostives with node a1 and pattern node
A as input (step 10). The child pattern node D has associated node d1, which is
a descendant of a1. The algorithm therefore reinvokes the procedure with node
d1 and pattern node D as input. Pattern node D again has a child pattern node
E. The candidate nodes associated with this pattern node, namely nodes e1 and
e2 are descendants of d1. Therefore, the algorithm reinvokes the procedure with
node e1 and pattern node E and node e2 and pattern node E, respectively (steps
11 and 12). At the end of each recursion, it deletes the processed node from the
stack encoding.

Note that if node n and its descendants represent false positives, they are
deleted. The corresponding partial embeddings may also contain ancestors of n
or their descendants. These candidate nodes may also be part of other embed-
dings and are kept at first. As false positives are detected bottom-up, they will
be deleted in a later step if necessary.

Example 6.22 (delete resource without date) Consider Example 6.20
that detects that node 21–1.1.1 represents a false positive in Figure 6.10.
Procedure deleteFalsePositives receives as input this node and its pattern
node resource. It first reinvokes the procedure with child pattern node @date.
As the stack associated with this pattern node has no descendant pointing to
node 21–1.1.1, the procedure only has to delete node 21–1.1.1 from the stack
encoding.

6.4.2 Execute Queries

After the step of finding embeddings, the index pattern encodes candidate nodes
into stacks. To retrieve nodes that are part of embeddings but not contained
in the update fragment, the algorithm recursively processes the pattern nodes
bottom-up to query missing ancestors. When adding an ancestor to a pattern
node, the algorithm recursively traverses its children top-down to query missing
descendants. The algorithm encodes queried nodes into the stacks of the pro-
cessed index pattern in the same way as when finding embeddings. Thereby, it
marks queried nodes, which is necessary when generating index entries (cf. Sub-
section 6.4.3). Note that the algorithm currently does not consider query opti-
mization strategies when retrieving missing nodes.

The algorithm to execute queries uses three main procedures. Procedure
query traverses the index pattern top-down to find those pattern nodes whose
candidate nodes miss ancestor pointers. This procedure then calls procedure
moveUp to query missing ancestors, which itself calls procedure moveDown
to query missing descendants. Figure 6.11 gives an abstract example to depict
the interaction between the various procedures.
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Figure 6.11: Query missing nodes (left) for an index pattern (right).

Example 6.23 (execute queries) Figure 6.11 gives an abstract example of
how to query missing nodes based on an index pattern. Assume that the up-
date fragment contains nodes d1 and d2, which are candidate nodes for pattern
node D. Procedure query traverses the index pattern to determine the pattern
nodes whose matching nodes miss ancestors (solid arrows). Procedure moveUp
queries missing ancestors (dashed arrows) and procedure moveDown queries
missing descendants (dotted arrows).

Procedure maintain initiates the execution of queries by calling procedure
executeQueries with the currently processed index pattern as input. Algo-
rithm 6.5 provides the details of the procedure. Each pattern node has associ-
ated one or several stacks. Procedure executeQueries simply calls procedure
query with each stack associated with the root pattern node as input.

Algorithm 6.5 Initiate the execution of queries.
Input: Index pattern P with candidate nodes of the update fragment encoded
into stacks.
Description: Call procedure query with each stack of the root pattern node
as input.
Result: All missing nodes that relate to candidate nodes encoded into index
pattern P have been queried and encoded into the stacks of P.

1: procedure executeQueries(P)
2: n = root(P)
3: for all s ∈ stacks(n) do
4: query(s)
5: end for
6: end procedure

Each stack has associated a matching path schema. These path schemas can
be used to generate queries to missing nodes (cf. Subsection 6.3.5). The stacks
associated with an index pattern form stack hierarchies. As the procedures
operate on these stack hierarchies to query missing nodes, we introduce some
more functions:
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• Function nodes : S → 2N returns all nodes associated with a stack.

• Function path : S → P associates each stack with its path schema: ∀n ∈
N,p ∈ paths(n) : path(stack(n,p)) = p.

• Function stacks : N → 2S returns all stacks of a pattern node: ∀n ∈ N :
stacks(n) =

⋃
p∈paths(n) stack(n,p).

• Function pnode : S → N associates a stack with its pattern node: ∀n ∈
N, s ∈ stacks(n) : pnode(s) = n.

• Function children : S → 2S returns the children of a stack: children(s) =
{sc ∈ S | pstack(pnode(sc), path(sc)) = s}.

• Partial function parent : S → S returns the parent stack of a stack:
parent(s) = sp iff s ∈ children(sp).

In the following, we will give a concrete algorithm for each procedure and
demonstrate its usage based on the abstract example of Figure 6.11 and on the
running example of managing project resources.

Query index pattern

After finding embeddings of the index pattern in the update fragment, several
embeddings may only be partial, i.e. miss nodes. Queries to missing nodes have
to start from those candidate nodes that do not have ancestor pointers and are
not in a stack of the root pattern node. Several stacks of an index pattern may
have associated candidate nodes that do not have such ancestor pointers.

Algorithm 6.6 Traverse index pattern to locate stacks from which queries
start.
Input: Stack s associated with index pattern P.
Description: Recursively traverse the children of stack s to find those stacks
whose candidate nodes do not have ancestor pointers. Start queries from these
candidate nodes.
Result: If stack s has associated candidate nodes, missing ancestors of these
nodes and their descendants have been queried and encoded into stacks.

1: procedure query(s)
2: if topnode(s) =⊥ then
3: for all sc ∈ children(s) do
4: query(sc)
5: end for
6: else
7: moveUp(s)
8: end if
9: end procedure

Algorithm 6.6 shows the details of procedure query. The procedure is
first invoked with the stacks of the root pattern node by procedure execute-
Queries. It then recursively traverses the stacks top-down as long as the stacks
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are empty. As soon as it has reached a non-empty stack, the nodes of this stack
cannot have ancestor pointers because their parent stack was empty. The algo-
rithm calls procedure moveUp to query missing nodes. In case that the update
fragment did not contain any matching nodes, procedure query does not find
a non-empty stack and therefore does not initiate queries.

Example 6.24 (query) In Figure 6.11, the index pattern encodes nodes d1

and d2 after having executed step 1 of the maintenance algorithm. Assume that
each pattern node has associated exactly one stack. Procedure executeQuery
calls procedure query with the stack of the root pattern node A. It recursively
traverses the stack structure to determine that the stack of pattern node D is
not empty. Thus, it calls procedure moveUp with this stack as input.

@date
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59 21
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Figure 6.12: Initiate querying missing nodes when updating fragment (c) of
Figure 6.1.

Example 6.25 (query from resource date) Figure 6.12 depicts the stack
encoding when updating fragment (c) of Figure 6.1. The first step of the main-
tenance algorithm matches node 62–1.1.1 with pattern node @date. All other
nodes need to be queried. Procedure query traverses the stacks of the index
pattern until reaching the stack associated with pattern node @date. As this
stack is the upper-most non-empty stack, queries need to start from this stack.

Query missing ancestors

If a stack is not empty, all nodes in the stack miss the same ancestor because the
maintenance algorithm considers each update fragment individually. Procedure
moveUp queries the missing ancestors of these nodes. Note that all descendants
of these nodes have been contained in the update fragment and need not be
retrieved from the document.

Algorithm 6.7 contains the details of procedure moveUp. The procedure
receives as input a stack s whose candidate nodes miss ancestor pointers. In
general, the parent stack is still empty (the opposite case will be discussed below)
and the procedure queries the missing ancestor by calling retrieveAncestor.
It then adds it to the parent stack and creates a pointer from each node in the
stack to the ancestor. By calling procedure moveDown, it queries missing
descendants of this ancestor. Finally, it recursively moves up to query further
missing ancestors.
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Algorithm 6.7 Move up the index pattern to query missing ancestors.
Input: Stack s associated with index pattern P whose nodes miss ancestor
pointers.
Description: Query the ancestors of the nodes associated with s and push
them onto the parent of stack s. Then initiate queries to missing descendants
of these ancestors.
Result: All missing ancestors of candidate nodes associated with stack s and
their descendants have been queried and encoded into stacks.

1: procedure moveUp(s)
2: if ∃parent(s) ∧ (topnode(s) 6=⊥) then
3: if topnode(parent(s)) 6=⊥ then
4: na = topnode(parent(s))
5: else
6: na = retrieveAncestor(topnode(s), path(parent(s)))
7: push(na, parent(s))
8: end if
9: for all n ∈ nodes(s) do

10: createPointer(n, s, na, parent(s))
11: end for
12: moveDown(na, parent(s), pnode(s))
13: moveUp(parent(s))
14: end if
15: end procedure

Procedure retrieveAncestor receives as input a context node, from which
the query starts, and the path schema of the ancestor which it queries. Note
that the algorithm does not make any assumption on how the database executes
this procedure. It may either issue a query on the document or calculate its
label with the help of a labeling scheme (cf. Chapter 3).

Example 6.26 (move up) Considering Example 6.24 and Figure 6.11, proce-
dure query calls procedure moveUp with the stack of pattern node D as input.
This stack contains nodes d1 and d2. The procedure queries the missing ances-
tor belonging to pattern node B, which is node b1. It pushes this node onto the
stack of pattern node B and creates pointers from d1 and d2 to b1. As pattern
node B may have further children apart from D, the procedure calls procedure
moveDown, which queries missing descendants of b1. It then reinvokes proce-
dure moveUp with the stack of pattern node B as input. In the second pass,
the procedure queries the ancestor a1 of node b1 and pushes it onto the stack of
pattern node A.

Example 6.27 (query ancestors of date) To continue with Example 6.25,
procedure moveUp has to retrieve missing ancestors of node 62–1.1.1 as depicted
in Figure 6.13. It first executes a query to retrieve the ancestor of node 62–1.1.1
with path schema 21. It adds this ancestor, which has label 21–1.1.1, to the
parent stack associated with pattern node resource and adds a pointer from node
62–1.1.1 to the queried ancestor. The ancestor does not miss any descendants
and thus the procedure is reinvoked to calculate the ancestor of node 21–1.1.1,
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Figure 6.13: Query missing ancestors when updating fragment (c) of Figure
6.1.

which has label 7–1.1. The algorithm finally calls procedure moveDown to
query the missing descendants of node 7–1.1.

A special case arises when procedure query calls procedure moveUp more
than one time, i.e. if sibling stacks contain candidate nodes that miss ancestor
pointers. Again all candidate nodes miss the same ancestor, which is queried
when invoking procedure moveUp the first time. In succeeding calls, the an-
cestor need not be queried again, but corresponds to the top-most node of the
parent stack (cf. lines 3 and 4 in the algorithm).

text()

milestone

@date

7

59 62188

188-1.1.5 62-1.1.5
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Figure 6.14: Stack encoding when ancestor queries start from several stacks.

Example 6.28 (queries from several stacks) Consider the index pattern of
Figure 6.14, which indexes all titles and dates of milestones without considering
resources (ancestor pointers are omitted for better readability). Assume that we
insert a new resource with label 21–1.1.5 that has a title with label 188–1.1.5 and
a date with label 62–1.1.5. The first step of the maintenance algorithm finds a
candidate node for the text() and the @date pattern nodes (depicted in bold).
Queries start from each of these candidate nodes. Both candidate nodes have
the same ancestor with label 7–1.1, which only needs to be queried when calling
procedure moveUp the first time.

Query missing descendants

After having queried a missing ancestor, procedure moveUp calls procedure
moveDown to query missing descendants of this ancestor. Thereby, procedure
moveDown has to query all descendants except for those descendants that have
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been the context nodes for the ancestor queries, i.e. which have been contained in
the update fragment. After having queried missing descendants, the procedure
has to call procedure detectFalsePositives to determine if required nodes
are missing in the document.

Algorithm 6.8 Move down the index pattern to query missing descendants.
Input: Context node n and stack s to which the node belongs; Pattern node
nq, which is a child of the pattern node with which stack s is associated or null.
Description: Recursively query missing descendants of node n that need to
be associated with children of s. Thereby, exclude children stacks that belong
to pattern node nq. Push queried nodes onto the corresponding stacks, which
are children of stack s. Check for false positives that need to be deleted from
the stack encoding.
Result: All missing descendants of node n have been queried and encoded
into descendant stacks of stack s.

1: procedure moveDown(n, s, nq)
2: Sc = {sc ∈ children(s) | pnode(sc) 6= nq)}
3: for all sc ∈ Sc do
4: Nd = retrieveDescendants(n, path(sc))
5: Nr = {nd ∈ Nd | nd /∈ nodes(sc)}
6: for all nr ∈ Nr do
7: push(nr, sc)
8: createPointer(nr, sc, n, s)
9: moveDown(nr, sc,⊥)

10: end for
11: end for
12: detectFalsePositives(n, pnode(s))
13: end procedure

Algorithm 6.8 provides the details of procedure moveDown. It receives as
input a context node n and a stack s. Node n has been pushed to stack s by
procedure moveUp. Further, the procedure receives as input a pattern node
nq which marks the pattern node from which procedure moveUp has started
the ancestor query. Procedure moveDown first determines the set of stacks
Sc whose candidate nodes need to be queried. This set consists of the children
of stack s that do not belong to pattern node nq. The descendants that match
pattern node nq have already been contained in the update fragment. For each
stack to be queried, procedure retrieveDescendants executes a query to
retrieve the descendants Nd of node n that have the path schema of the queried
stack. In general, these descendants still have not been queried, i.e. they are
not part of the child stack (the opposite case will be discussed below). In this
case, the set of descendants Nr is equal to Nd. The algorithm then adds each
descendant nr to the child stack sc and creates a pointer from the descendant
nr to node n to keep structural relationships. It then recursively queries further
descendants. Finally, the procedure calls procedure detectFalsePositives to
detect and eliminate false positives.

For ease of presentation, we chose to look for false positives after having
queried all descendants. In case that a child pattern node misses required nodes,
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the procedure executes queries on remaining children before detecting false pos-
itives. However, these queries would not be necessary as its nodes represent
false positives anyway.

Example 6.29 (move down) Considering Example 6.26 and Figure 6.11,
procedure moveUp calls procedure moveDown with node a1, the stack of pat-
tern node A and pattern node B as input. The latter pattern node represents the
pattern node from which the query to node a1 started. Therefore, this pattern
node does not miss further descendants. The procedure only has to query the
descendants of node a1 that belong to stack E. The corresponding query returns
nodes e1 and e2, which are pushed onto the stack of pattern node E. As both
nodes miss further descendants, procedure moveDown is reinvoked with each
node and the stack of pattern node E. Note that this time the third parameter
is null because all descendants of these nodes have to be queried. The query for
the descendants of node e1 returns node f1, whereas node e2 does not have any
descendants. By calling procedure detectFalsePositives with node e2 and
pattern node E as input, the algorithm will detect that this node represents a
false positive and will delete it from the stack.
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Figure 6.15: Query missing descendants when updating fragment (c) of Figure
6.1.

Example 6.30 (query missing descendants of milestone) Reconsider
Example 6.27 that calls procedure moveDown after having queried the missing
ancestor with label 7–1.1 (cf. Figure 6.15). The procedure receives as input the
queried ancestor label 7–1.1, its stack and pattern node resource. Procedure
moveDown first determines the stacks which it needs to query. As the missing
resource node has already been queried when moving up the index pattern, it
only needs to query the missing milestone title, which has label 59–1.1.

A special case arises when queries start from several stacks (cf. Example
6.28). In this case, procedure moveUp may call procedure moveDown several
times with the same ancestor as input. In this case, it is still necessary to
query missing descendants because the pattern node, which is excluded from
querying, can be different in each invocation of the procedure. As the algorithm
may therefore query the same descendants several times, it only adds those
descendants to the stack encoding which still have not been queried (cf. line
5 of Algorithm 6.8). To avoid executing the same query multiple times, an
alternative solution would be to keep track of the pattern nodes to which queries
have already been executed.
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Figure 6.16: Stack encoding when several descendant queries start from the
same ancestor.

Example 6.31 (queries from several stacks) Considering Example 6.28,
procedure moveUp has been invoked twice to add ancestor pointers from the
candidate nodes of the update fragment to the queried ancestor 7–1.1. The new
title forms an embedding with the date of every resource of the milestone. Simi-
larly, the date relates to the milestone title and every resource title according to
the index pattern. Figure 6.16 depicts the stack encoding when querying missing
descendants. In this example, procedure moveDown is called twice by procedure
moveUp. It first queries missing dates, which have labels 62–1.1.1 and 62–1.1.3.
In the second call, it queries missing titles, which have labels 59–1.1, 188–1.1.1
and 188–1.1.3. Note that according to the index pattern, each combination of
title and date forms an index entry (we do not discuss the meaningfulness of
such a pattern here).

Procedure moveDown can also be used to retrieve all embeddings from a
document when creating or deleting an index on an existing document. In this
case, it queries all embeddings from the document. Alternatively, it would also
be possible to query the entire document and match it with the index pattern
when creating an index on an existing document. However, in case of large
documents, the latter approach will be very inefficient as each index usually
only refers to some nodes of the document.

6.4.3 Generate Index Entries

To generate partial index entries, the maintenance algorithm calls procedure
generateIndexEntries. This procedure receives as input an index pattern
P which encodes embeddings into its stacks and the kind of update operation.
It then extracts the embeddings from the stack encoding. As query pattern
matching algorithms use similar procedures (cf. [200]), we do not provide details
for this step. Based on the index pattern, the algorithm has to determine
for each embedding which nodes form index keys and which node represents
the return. Finally, it has to forward the partial index entries to the index
structures. The index entries need to be inserted into the index structure in
case of an insert operation, deleted in case of a delete operation and updated if
the insert or delete operation affects optional keys.

Example 6.32 (generate index entries) Figure 6.9 encodes two embed-
dings, resulting from inserting fragment (b) of Figure 6.1. The em-
bedding (7–1.1, 59–1.1, 21–1.1.1, ⊥) is transformed into the partial
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index entry ((‘design’,⊥) → (21–1.1.1)). The embedding (7–1.1,
59–1.1, 21–1.1.3, 62–1.1.3) is transformed into the partial index entry
((‘design’,‘2008-01-08’) → (21–1.1.3)). When inserting fragment (c), the
algorithm finds embedding (7–1.1, 59–1.1, 21–1.1.1, 62–1.1.1), as depicted in
Figure 6.15. As the update affects an optional key, the corresponding partial
index entry ((‘design’,⊥) → (21–1.1.1)) is deleted and the new partial index
entry ((‘design’,‘2007-03-12’) → (21–1.1.1)) is inserted into the corresponding
index structure.

In Subsection 6.4.2, we have mentioned that the execution algorithm has
to mark queried nodes. This is necessary to easily detect optional index keys,
which stem from nodes of the update fragment (cf. Subsection 6.3.6). However,
there is another situation in which the distinction between queried nodes and
nodes of the update fragment is essential. It can arise if candidate nodes of
different stacks miss ancestor pointers before executing queries (cf. Examples
6.28, 6.31 and 6.33). In this case, the algorithm may generate index entries
which only contain queried nodes. These index entries must not be updated
because they are already part of the index. We refer to such index entries as
unaffected index entries.

Example 6.33 (unaffected index entries) Consider the index pattern of
Figure 6.16, which depicts matching nodes of the update fragment in bold.
Amongst others, the stacks encode the embedding with nodes (7–1.1, 59–1.1,
62–1.1.1), which however only consists of queried nodes. Therefore the mainte-
nance algorithm must not update this index entry. The update only affects those
index entries which include at least one node of the update fragment.

6.5 Evaluation and Extensions

To update all relevant index entries, the maintenance algorithm needs to find
all affected embeddings and then generate partial index entries from these em-
beddings. This section shortly explains why the proposed algorithm finds all
affected embeddings and then looks at possible extensions to index patterns.

The maintenance algorithm needs to find all affected index entries. This
implies that it must not generate index entries that the index is not defined
on, nor must it miss index entries. As the algorithm generates index entries
from embeddings, it has to find all affected embeddings, which it guarantees as
follows:

• An embedding does not contain nodes that do not match the index pattern:
Each matching node has the same path schema as its matching pattern
node and thus matches the index pattern. The stack encoding ensures
that an embedding does not contain nodes that structurally do not belong
together via ancestor pointers.

• An embedding does not have too many nodes: Each embedding contains at
most one candidate node for each pattern node and thus cannot contain
more nodes than required.
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• An embedding does not miss nodes: The algorithm matches all nodes of
the update fragment. If partial embeddings miss nodes, it executes source
queries. Therefore, each embedding contains all nodes that it requires.

• The algorithm does not find too many embeddings: The algorithm does
not find embeddings that are already contained in the index because each
embedding contains at least one node of the update fragment. It does not
produce embeddings that are not relevant by deleting false positives.

• The algorithm does not miss embeddings: The algorithm generates an
embedding for each matching node of the update fragment and therefore
cannot miss embeddings.

Several parts of the algorithm depend on current restrictions of index pat-
terns (cf. Section 5.3). Possible extensions to index patterns include wildcards,
required pattern nodes beneath optional pattern nodes or value variables on ele-
ment nodes. Supporting such extensions also affects the maintenance algorithm
as we shortly outline in the following.

title
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milestone

resource2 7 21

17 59 188

1

Figure 6.17: Index pattern with wildcard (left) and with required pattern
nodes beneath optional pattern nodes (right).

Wildcards entail that one matching node may have several ancestors in the
parent pattern node. A similar situation arises when allowing recursive schemas.

Example 6.34 (wildcards) The left index pattern of Figure 6.17 contains a
wildcard that matches pattern nodes project, milestone and resource. Each
title does not only form an embedding with its parent, but also with any ancestor
matching the wildcard. Assume that we insert a new resource with a title. The
insertion affects three embeddings because the title forms an embedding with the
resource node as well as with the milestone and project nodes, which are its
ancestors.

In case that an optional pattern node may have a required pattern node as
descendant, an insertion of a fragment may trigger a deletion of index entries
and vice versa.

Example 6.35 (required and optional pattern nodes) The right index
pattern of Figure 6.17 defines a required pattern node beneath an optional pat-
tern node. It indexes all milestones that either have no resource or that have at
least one resource with a date. The insertion of a single milestone node, which
does not have any resource, triggers the insertion of a new index entry. Assume
that we then add a resource without a title to this milestone. According to the
index pattern, if the milestone has a resource, the resource must have a date.
Therefore, the milestone may no longer be indexed. Thus, the insertion of a
new node triggers the deletion of an index entry in this case.
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Index patterns currently only support value variables on text and attribute
nodes. A value variable on an element node expresses that the index key consists
of the element content, i.e. the concatenation of its text node descendants. In
this case, an update of any of these text nodes affects the index although the
corresponding path schema is not directly indexed. Further, the index key is
composed of the values of several nodes. To insert/delete single values of this
composed index key, the entire index key needs to be determined. A similar
situation arises when indexing the text nodes of an element that allows mixed
content.

Example 6.36 (content variables) Assume that we define a value variable
on resource nodes, which corresponds to a variable on the element content of
resources. The index key of each resource node is composed of its title and
description. Updating the title affects the content variable associated with the
resource node. Maintaining the index requires the corresponding description to
determine the entire index key and perform the update operation.

6.6 Summary

To keep indices consistent with updates on documents, a database requires an
index maintenance algorithm. The algorithm presented in this chapter extracts
index entries from update fragments based on index patterns. By matching
update fragments against index patterns, the algorithm can update arbitrary
index structures defined on arbitrary document fragments.

The algorithm consists of three steps: (1) find embeddings of index patterns
in update fragments, (2) execute queries if nodes are required for maintenance
that are not part of the update fragment, (3) generate index entries from the
embeddings and forward them to the corresponding index structures.

To determine whether an update node matches an index pattern, the algo-
rithm matches the index pattern against the schema and associates each pattern
node with affected path schemas. A node of the update fragment is affected by
an index if its path schema is part of the index pattern. The algorithm traverses
the update fragment, matches the nodes against the index pattern and encodes
matching nodes into stacks. By keeping structural relationships between match-
ing nodes via pointers, the stacks encode embeddings of index patterns in update
fragments. In case that the update fragment misses nodes that are part of af-
fected embeddings, the algorithm executes source queries. If it detects that an
embedding is incomplete because not all required nodes exist in the document,
it deletes it from the stacks. Finally, the stacks encode all affected embeddings
and the algorithm generates index entries from the embeddings.

The main advantage compared to existing approaches is that the algorithm
exploits the structure of the update fragment instead of processing each update
node individually. It need not query relevant nodes that are contained in the
update fragment. As updates in XML usually refer to fragments instead of to
single nodes, the proposed algorithm minimizes the number of source queries,
resulting in an improved update performance. In case that the update frag-
ment contains all relevant nodes, the algorithm is completely self-maintainable.
The update of simple patterns that only consist of one pattern node is always
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self-maintainable as well. With the help of labeling schemes, it is possible to
update path patterns without querying the document by calculating the labels
of ancestors. Integrating schema information allows the algorithm for efficiently
determining whether a node is part of an index and affected by an update.
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This chapter presents the main concepts of SemCrypt in form of a case
study. SemCrypt is a native, secure XML database in whose context the
concepts of this thesis have been developed and implemented. Section 7.1 gives
a general introduction to SemCrypt and Section 7.2 describes its architecture.
The concepts of SemCrypt are explained in Section 7.3 based on the running
example of managing project resources. Section 7.4 further exemplifies how to
process queries with indices in SemCrypt. Finally, Section 7.5 summarizes the
main ideas of SemCrypt.
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7.1 Introduction

Outsourcing IT services to external service providers is an emerging and growing
market which represents a popular alternative to maintaining services in-house.
By specializing on particular services, service providers can increase the quality
and decrease the costs of their services. An important IT service is providing
and administrating a data store. In this “database as a service” model, indi-
viduals or companies store documents at an external server and then query and
update these documents without having to worry about, e.g., IT infrastructure,
availability of data stores or back-ups. When storing sensitive data at an ex-
ternal data store, the so-called storage provider needs to ensure that neither
intruders nor its own staff can access the data.

Service level agreements are insufficient to guarantee secure storage
(cf. e.g. [197]). Instead, technical solutions are required to provide data own-
ers with the necessary confidence that confidentiality and privacy of their data
are maintained as well as to unburden storage providers from costly security
measures. Secure processing models typically encrypt data to guarantee data
confidentiality. Efficiently querying and updating encrypted data is yet consid-
ered a significant open problem [99]. Previous solutions on querying encrypted
data either partition data [92, 108, 193], which raises security concerns [79],
delegate substantial query processing work to the client [34, 35, 61], or rely on
proprietary encryption techniques [41, 182] that cannot be replaced when they
are broken or better ones are available.

In contrast to existing approaches on querying outsourced, encrypted data,
the native XML database SemCrypt [176] neither relies on partitioning nor
on specific encryption techniques. Instead, it uses special storage and index
structures. The storage structures guarantee privacy of encrypted data and
prevent statistical attacks. The index structures reduce processing overhead on
the client by enabling the processing of queries and updates with only trans-
ferring a minimum amount of data from the storage provider to the client.
The developed processing model grounds on a client-server architecture, where
clients process data and servers act as storage providers in an untrustworthy
domain. At the external storage provider, SemCrypt exclusively processes en-
crypted documents. Documents or document fragments are only decrypted at
the client-side for authorized users.

As more and more data is semi-structured and consists of both structured
and unstructured parts, SemCrypt uses XML as data format. The developed
techniques to process queries and updates are based on a schema-aware labeling
scheme and utilize the schemas of XML documents and combine them with
special index structures. These techniques enable the direct access to encrypted
data without having to perform a time-consuming decryption of the whole data
store. Schemas, labeling and index structures, as described in this thesis, are
thus an integral part of SemCrypt. Although SemCrypt has been designed
as an encrypted database, the developed concepts can equally be applied to
unencrypted XML databases.
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7.2 Architecture

The architecture of SemCrypt consists of two major components, the server,
which acts as the Storage Provider, and the SemCrypt Core, which incorpo-
rates specific techniques to process queries and updates.

The Storage Provider is responsible for storing, retrieving and updating
document fragments as well as for backup, recovery and basic transaction control
(cf. [71]). The SemCrypt Core, depicted in Figure 7.1, integrates the various
components and their data models and bridges the gap between the physical
storage of encrypted data and its representation to end users.
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Figure 7.1: Architecture of the SemCrypt Core.

SemCrypt processes four kinds of primary data, namely schemas, docu-
ments, indices and queries. Following database reference architectures [98, 140],
the processing of primary data occurs within different layers. The external layer
represents data in a way familiar to end users, who e.g. formulate queries in
terms of XPath. The SemCrypt Service takes user requests and data in their
external representation, parses and dispatches them. Various database tasks,
such as query optimization, cannot be efficiently performed on external primary
data. The logical layer abstracts from external representations, while the inter-
nal layer incorporates specific techniques to improve system performance, such
as labeling and indices. Within the logical and the internal layer, there is one
component for each kind of primary data. At the physical layer, the Storage
Engine provides access to the physical storage structures and is responsible for
data encryption/decryption. All components create metadata, like names of
available documents or available indices, and provide this metadata to other
components. To manage metadata, SemCrypt follows the approach of using a
separate (XML) database, encapsulated by the Metadata Manager.

The layered structure of this architecture allows for adapting SemCrypt
to diverse application scenarios, all of which rely on a potentially untrustwor-
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thy Storage Provider to store encrypted data. Dependent on the scenario, the
SemCrypt Core can run on a secure or an insecure client. The project focused
on single-user scenarios, but also investigated extensions to multi-user scenar-
ios. Further, it is possible to use SemCrypt as a native, unencrypted XML
database by transferring the SemCrypt Core to the Storage Provider. Thus,
the developed techniques enable efficient processing of encrypted or unencrypted
XML documents.

In the single-user scenario, each one of several single users has full access
to exactly one encrypted store, where one Storage Provider may host several
stores. Typical applications include storing e-mails as searchable, encrypted
XML documents at the Storage Provider, or providing an encrypted, searchable
private document store where users manage their documents using a special
purpose application. This application utilizes the SemCrypt Core for perform-
ing query and update processing as well as encryption/decryption within the
trusted domain of the client.

The multi-user scenario enables several users to access the same docu-
ments from different, potentially insecure clients. Access authorization and
encryption/decryption is delegated to a trusted security component which en-
crypts/decrypts document fragments for authorized users. Alternatively, this
security check could also be performed by specific secure devices, such as pow-
erful smart cards. Typical application scenarios are to outsource the storage of
records in e-government applications, of health records or of financial reports.

7.3 Concepts

Designing a secure XML database system poses several challenges. To ensure
data privacy and prevent security risks [62, 79, 138], the system must guaran-
tee both storage and communication security. The physical storage structure
must neither reveal the document content nor the document structure to the
Storage Provider. To be widely applicable, the database should not depend on
specific encryption techniques. Repeated encryption of the same plain text frag-
ments or markups needs to result in different cipher texts in order to prevent
statistic-based attacks. Regarding the client-server communication, repeated
transmission of the same data has to be avoided, again in order to prevent
statistic-based attacks. The database needs to support querying and updating
of both the content and structure of documents, i.e. navigating within docu-
ments and constraining values and types. Finally, regarding the system’s overall
performance, the data volume to be transferred from the Storage Provider for
query processing has to be minimized.

SemCrypt tackles these challenges as follows. The physical storage structure
guarantees data privacy and security through encryption. To identify encrypted
fragments, query and update processing techniques exploit the schema of XML
documents, which is captured by the document structure. Processing documents
is based on a schema-aware labeling scheme which not only enables SemCrypt
to identify each node of a document by a unique node label, but also to execute
many operations directly onto node labels without accessing encrypted data.
To efficiently process queries, SemCrypt provides extensible indexing on the
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content and structure of arbitrary document fragments. Query processing is
based on a query algebra enabling query optimization and index selection.

Prior works on XML processing present isolated, incompatible solutions for
individual subproblems. Current XML databases widely ignore query optimiza-
tion and cannot easily be extended to integrate schemas and flexible, selective
indices. SemCrypt therefore also extends the state-of-the-art of unencrypted
XML processing by integrating schemas, labeling and extensible indexing into
a database system.

The following subsections give an overview of developed techniques. They
provide various examples to manage project resources, taking the sample
schema, document, queries and indices that have been used as running exam-
ples throughout the thesis. The examples are graphically represented by screen
shots taken from the SemCrypt prototype as far as graphical representations
are available. Subsection 7.3.1 starts with the storage structure. Schemas are
investigated in Subsection 7.3.2 and documents in Subsection 7.3.3. Subsection
7.3.4 and Subsection 7.3.5 look at processing queries and indices, respectively.

7.3.1 Storage Structure

To guarantee data confidentiality and privacy, the Storage Engine encrypts each
data fragment with a user defined standard encryption algorithm (E) and en-
cryption key (K), whereby arbitrary encryption techniques can be used. The
use of nonrecurring random numbers (nonce) prevents statistical analysis by
encrypting same fragments differently in each communication with the Storage
Provider. To identify encrypted fragments, each fragment has assigned a unique
id, which encodes structural information about the fragment and is encrypted
using a cryptographic hash function (H). The cryptographic hash function dis-
perses fragments in the encrypted store, which further complicates statistical
analysis. In order to prevent frequency analysis, the Storage Engine can cache
frequently requested fragments.

id fragment
1–18<12–1:1:1: ‘XML is becoming increasingly important...’

H(id) E(fragment, K) nonce
6253115564881552 kdfu983fadifow03kdkaksdfhdl3i4r3ve... 12481219

Table 7.1: Unencrypted and encrypted view on the storage structure.

Table 7.1 depicts a sample unencrypted data fragment and its encrypted
counterpart. When the SemCrypt Core requires a fragment, it assembles its
unique id based on metadata or partial query results and requests the fragment
from the Storage Provider.

7.3.2 Schema Processing

SemCrypt uses the schema of XML documents to identify encrypted docu-
ment fragments and optimize processing queries and updates. Each document
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stored in SemCrypt must have associated an XML Schema [187]. The Schema
Manager represents each XML Schema in the logical schema model (cf. Subsec-
tion 2.1.2). Internally, the schema is represented as a schema tree to which the
Schema Engine assigns schema labels (cf. Subsection 3.3.1, [88]). Logical and
internal schema models represent metadata and are thus stored and retrieved
by the Metadata Manager.

Figure 7.2: Labeled schema tree.

Example 7.1 (schema) Figure 7.2 depicts the schema of the running exam-
ple in form of a labeled schema tree. For example, path schema /projects/

project/ title has label 4. Note that the assignment of labels differs from the
labeling proposed in this thesis. SemCrypt currently assigns labels in ascending
order, which entails that access to the schema is necessary to compare structural
relationships between labels. Further, SemCrypt currently assigns type labels
dependent on path schema labels. For example, type <Documentation> has la-
bel 10 within path schema 9. The term ‘polymorphic’ denotes that a type has
subtypes, whereas a ‘monomorphic’ type does not have subtypes.

Schema labels are part of the internal representations of documents, queries
and indices. More precisely, they are used within node labels of documents,
within internal query plans and within the internal representation of indices as
index patterns. They are exploited for optimizing and processing queries and for
maintaining indices. Further, they are used as index keys in index structures.
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7.3.3 Document Processing

Processing documents is based on a schema-aware, dynamic prefix labeling
scheme (cf. Chapter 3, [88]). Node labels serve as identifiers for data frag-
ments and are used to retrieve those encrypted fragments that are needed for
query processing. They further support query processing by enabling to deter-
mine structural relationships between nodes. Within index structures, they are
used as index keys as well as to represent the nodes returned by indices.

The Document Manager logically represents each document as a tree of
nodes (cf. Subsection 2.1.1). The Document Engine internally assigns node
labels to this document tree (cf. Subsection 3.3.2) and provides methods to
evaluate structural relationships between labels and to support navigation via
labels. The Document Manager identifies each document by a unique document
name. The Document Engine assigns a unique id to each document, which is
added to node labels to identify the document to which nodes belong. The
document name and its id represent metadata and are stored by the Metadata
Manager.

Figure 7.3: Document as a tree of nodes (left) and as a list of labels (right).

Example 7.2 (document) The screen shots of Figure 7.3, which are taken
from the SemCrypt prototype, depict a sample document as a tree of nodes and
a list of labels. The document is instance of the schema of Figure 7.2. Each label
identifies one node of the tree. Label 1–9<12–1:1:1, for example, identifies the
first resource. Thereby, the first number (1) identifies the document, the second
(9) the labelpath /projects/ project/ milestone/ resource and the third (12)
the type <TechnicalReport>. The labelpath and type labels are taken from the
labeled schema tree of Figure 7.2. The instance label (1:1:1) expresses that the
node belongs to the first project and the first milestone of this project and that
it is the first resource within this milestone. In the figure, an instance label
terminates with a double point if the node cannot have siblings with the same
name according to the schema.
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The Document Engine is responsible for storing, updating and retrieving the
content and structure of documents via the Storage Engine. For this purpose,
it uses two data structures as primary index structure, namely a hash table for
the document content and a B+-tree for the document structure.

The hash table1 associates each node label with its node value. Storing
each node individually may result in large communication overhead when re-
trieving document fragments. SemCrypt therefore supports storing document
fragments, whereby the fragmentation can be configured within the schema to
better reflect query processing needs. When storing a document fragment, the
hash table maps a node label of an element node to its descendant text and
attribute nodes that are represented as a list of label-value pairs.

8-1:1:

9-1:1:1

...

design

...

14-1:1:1:

16-1:1:1:

2007-10-31

xml

18-1:1:1: XML is beco...

Figure 7.4: Hash table on document content.

Example 7.3 (hash table on document content) Figure 7.4 depicts a
hash table on part of the content of the sample document of Figure 7.3. While it
stores the title of milestone nodes individually, it represents each resource as a
document fragment. The node label of the resource node (9–1:1:1) therefore maps
to a list of label-value pairs, representing the text and attribute node descendants
of the resource node. When outputting a resource, one access to the hash table
is sufficient to retrieve the values of its descendants.

To keep relationships between document fragments and evaluate queries on
the document structure, SemCrypt uses a B+-tree on node labels. By indexing
node labels in document order, the B+-tree can navigate through the document
structure, e.g. to retrieve all descendants or children of a node (cf. [49]). Note
that the Document Engine performs navigation with the help of labels as far
as possible, e.g. to navigate to parents and ancestors. The B+-tree uses the
same storage structure as the hash table by assigning a unique id to each page,
representing pointers between pages with the help of these ids and storing each
page as a fragment.

1 2-1 3-1: 4-1:

3-1: 5-1: 9<12-1:1:1 ...

7-1:1:

5-1: 6-1:1 7-1:1: 8-1:1: 9<12-1:1:1 ...

Figure 7.5: B+-tree on document structure.

1Alternatively, it would of course be possible to use e.g. a B+-tree.



7.3. CONCEPTS 145

Example 7.4 (B+-tree on document structure) Figure 7.5 depicts a B+-
tree on part of the document structure of the sample document (cf. Figure 7.3).
To retrieve all descendants of resource 9–1:1:1, the retrieval algorithm of the
B+-tree locates the data page of the resource node and traverses succeeding data
pages as long as the labels represent descendants of the requested resource.

7.3.4 Query Processing

The performance of SemCrypt largely depends on query optimization since the
most efficient way to process a query requires fewer data transferred and less
communication with the Storage Provider. SemCrypt supports a restricted
set of XPath 2.0, which basically corresponds to the subset presented in Section
2.2, but allows some more functions (e.g. count, position, matches).

Query processing occurs on two layers - the logical layer optimizes queries
based on a logical query algebra, whereas the internal layer represents queries
as execution plans and executes them. The Query Engine performs query opti-
mization based on a logical query algebra. Although several query algebras have
been proposed for XML (e.g. [37, 77, 80, 107, 145, 206]), there still does not
exist a standard XML algebra. SemCrypt uses a proprietary algebra, which
represents each query as a graph of logical operators. The algebra adapts exist-
ing algebras to support types and type hierarchies and basic function calls. We
omit details of the query algebra as it is out of scope of this thesis.

While the logical algebra does not specify how to process queries, the internal
algebra determines the necessary steps to execute queries. As the execution of
queries is guided by the use of labels and indices, SemCrypt uses a proprietary
internal algebra. The Execution Engine evaluates query plans compiled into
this internal query algebra. It communicates with the Document Engine and
the Index Engine to access and update documents and indices, respectively.

Example 7.5 Assume that we want to retrieve resources of the sample docu-
ment ‘projects.xml’ by their date and title. Figure 7.6 depicts screen shots
of the logical and internal query plans when executing the query evaluate

//resource [@date = ‘2007-10-31’] [title = ‘xml’] over projects.xml in
SemCrypt. In the logical query plan, the first operator specifies the document
to be queried. The second and third operators determine to navigate to all de-
scendants that are elements and have the name resource. Then the query plan
specifies two predicates, which are represented as branches in the query plan.
The left predicate navigates from resulting resources to their dates and selects
the dates with the requested value. The right predicate navigates to titles to select
titles according to their value. Each predicate terminates with a structural join
between resource nodes and the nodes returned by the predicate. It expresses to
retain only those resources that fulfill the predicate. The final operator is again
a structural join to only keep resources that fulfill both predicates. The internal
query plan is similar except for that it represents documents by their internal
id and navigational steps via schema labels. For example, the navigation to re-
sources is represented by schema label 9. Note that SemCrypt currently does
not rewrite query plans. For example, it may be more efficient to first determine
the resources which have the requested date and then only compare the titles of
these resources. Such query optimization techniques are out of scope of this
thesis as they are orthogonal to index processing.
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description superscript subscript
document operator document name
axis navigation axis
node selection node kind node name

value selection comparison operator node value
structural join join axis
axis navigation and
node selection

labels

Figure 7.6: Query on the date and title of resources in the logical (left) and
internal (right) query algebra.
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7.3.5 Index Processing

SemCrypt provides flexible and selective indexing by integrating index struc-
tures (cf. Chapter 4), the index framework (cf. Chapter 5) and the index main-
tenance algorithm (cf. Chapter 6) as presented in this thesis. The master thesis
[125] also provides details on index structures and the index framework in Sem-
Crypt and their implementation.

To define indices, SemCrypt uses a proprietary index definition language,
which extends XPath by index variables. The Index Manager represents index
definitions as logical query plans, whereas the Index Engine internally uses index
patterns. These patterns represent metadata and are stored by the Metadata
Manager. The Index Engine is responsible for maintaining and accessing index
structures. These index structures communicate with the Storage Engine to
store and retrieve index pages, using the same storage structure as documents.

Figure 7.7: Value index on resource titles in the logical algebra (left) and as
an index pattern (right).

Example 7.6 In SemCrypt, a value index on resource titles can be defined by
create index titleIndex on projects.xml for /descendant::resource

[child::title = $V1]. Operator = denotes that the index only supports
exact comparisons. $V 1 represents an index variable on values with id 1. The
left side of Figure 7.7 depicts a screen shot of the logical index. It corresponds
to a logical query which uses an index variable instead of the value selection.
The right side of Figure 7.7 represents the index as a tree pattern that uses
schema labels taken from the labeled schema tree of Figure 7.2. The index
pattern consists of two pattern nodes. The root pattern node denotes that the
index returns (R) nodes with schema label 9. Its child pattern node defines
an index variable ($M1) on nodes with label 16. Thereby, the letter M stands
for indexing the value for exact comparisons. Based on this index variable,
SemCrypt implicitly configures the index to physically use a hash table.
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To select indices for queries, the index framework extends the Query En-
gine. Currently, SemCrypt uses a proprietary index selection algorithm which
compares query plans with index patterns. If an index pattern matches part
of a query, it replaces the corresponding operator chain with an index access
operator. The current selection algorithm does not find all possible indices for
a query. It cannot rewrite the query plan, but only replaces operator chains
by index access operators. Alternatively, it would be possible to use the in-
dex selection algorithm of Arion et al. [16], which is more powerful. To access
selected indices, the internal query algebra of the Execution Engine defines a
corresponding index access operator. When updating documents, the Execution
Engine forwards update fragments to the Index Engine for maintenance.

Figure 7.8: Querying the date and title of resources with an index on resource
titles.

Example 7.7 (index selection) Figure 7.8 depicts the internal query plan
when executing the query of Figure 7.6 with the index of Figure 7.7. Instead of
navigating to resource titles and selecting the resources with the requested title,
the query plan specifies to access the index on resource titles. Note that the
query plan could be optimized by specifying to first access the index and then
only navigate to the date of resources returned by the index.

7.4 Indices in Action

This section demonstrates how indices simplify the execution of queries by com-
paring query plans without and with indices.

Table 7.2 defines sample queries and indices using the SemCrypt syntax.
The queries correspond to queries Q7, Q8, Q13 and Q10 of Table 2.2. The
indices correspond to indices I2, I6, I15 and I9 of Table 4.4. The only exception
is that I1 only refers to resource titles instead of to all titles because SemCrypt
currently does not support wildcards before predicates. Implicitly, SemCrypt
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Q1 evaluate /descendant::resource [attribute::date = ‘2007-10-31’]
[child::title = ‘xml’] over projects.xml

Q2 evaluate /descendant::resource[attribute::date ≥ ‘2007-01-01’ and at-
tribute::date ≤ ‘2008-01-01’] over projects.xml

Q3 evaluate /descendant::element(resource, TechnicalReport)
[child::description/fn:matches(self::*, ‘\bdata.*’)] over projects.xml

Q4 evaluate /descendant::project [attribute::id = ‘26543’]/
descendant::milestone [child::title = ‘design’]/ descendant::resource
[attribute::date ≥ ‘2007-01-01’] over projects.xml

I1 create index titleIndex on projects.xml for /descendant::resource
[child::title = $V1]

I2 create index dateIndex on projects.xml for /descendant::resource
[attribute::date >< $V1]

I3 create index descriptionTypeIndex on projects.xml for /descen-
dant::element(resource, $V1) [child::description/ fn:matches(self::*,
$V2)]

I4 create index milestoneDateIndex on projects.xml for /descen-
dant::milestone [sc:label(self::*) = $V1] / descendant::resource
[attribute::date >< $V2] nest by $V1,$V2

Table 7.2: Queries and indices.

generates a hash table for I1 and a B+-tree for I2. I3 contains two index vari-
ables to support hierarchical comparisons on types and word and word prefix
queries on description values. As the extensible KDB-tree of SemCrypt can
support both variables, SemCrypt physically uses this index structure for I3.
I4 also contains two variables. The first variable indexes the path of milestones
for hierarchical comparisons (this is indicated by function ‘sc:label’). The sec-
ond variable defines to support range comparisons on date values. The index
definition includes the expression ‘nest by’. It indicates to nest the index on
dates beneath the index on milestone paths. SemCrypt therefore generates a
B+-tree on milestone paths and nests a B+-tree on date values beneath this
index structure.

Figure 7.9 depicts the internal query plans of queries Q1, Q2 and Q3 of Table
7.2 when no indices are available.

When defining indices I1, I2 and I3 of Table 7.2, SemCrypt generates the
internal query plans depicted in Figure 7.10 for queries Q1, Q2 and Q3, respec-
tively. Q1 is executed by accessing the index on titles and the index on dates
and then joining index results. Q2 and Q3 simply require accessing the index
on resource dates and on the type and description of resources, respectively.

Figure 7.11 demonstrates accessing a path index based on partial query
results. The internal query plan on the left executes Q4 without accessing
an index. In case that I2 is available, the query plan in the middle specifies to
query the requested milestones, access I2 to retrieve resources with the requested
date and the join resources and milestones. Note that I2 indexes all resources.
Although the query first selects milestones, it needs to traverse the entire index
on resource dates. I4 groups resource dates according to their milestone. The
query plan on the right accesses this index with the requested milestones as
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Figure 7.9: Queries Q1, Q2 and Q3 of Table 7.2 without indices.

Figure 7.10: Queries Q1, Q2 and Q3 of Figure 7.9 with indices I1, I2 and I3
of Table 7.2.

Figure 7.11: Query Q4 with no index (left), I2 (middle) and I4 (right) of Table
7.2.
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input. The search configuration for the index therefore does not only specify
a search condition on the date, but also includes the retrieved milestone paths
(labels). As the index nests dates beneath milestones, it first traverses the
index structure on milestone paths and then only needs to look within dates
that belong to the requested milestones. The query plan therefore no longer
requires a structural join between milestones and resources.

7.5 Summary

SemCrypt is a native, secure XML database that supports outsourcing sensi-
tive XML documents to potentially untrustworthy storage providers. To guar-
antee data confidentiality and privacy, it encrypts all data with a cryptographic
hash function and an encryption algorithm. To efficiently query and update
encrypted documents, it exploits the schemas of documents and uses labels and
indices. Labels enable SemCrypt to identify encrypted fragments and to per-
form certain query operations on labels instead of accessing encrypted data.
With the help of flexible and selective indices, SemCrypt provides indices on
frequently queried document fragments and can thus retrieve those encrypted
fragments that are required for query and update processing. SemCrypt does
not only use schema information within labels to optimize query processing, but
also to select and maintain indices as well as to represent structural informa-
tion within index structures. The concepts of this thesis are not restricted to
SemCrypt, but are applicable to any native XML database. SemCrypt itself
can be used as a standard, unencrypted XML database.
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The indexing approach sciens provides flexible and selective indices and a
maintenance algorithm to keep indices consistent with document updates. This
chapter evaluates the performance of the proposed approach. Section 8.1 in-
troduces comparison criteria and the test data sets and gives some remarks on
the prototypical implementation of sciens. Section 8.2 studies index perfor-
mance by focusing on flexibility and selectivity in indexing. The performance of
the maintenance algorithm of sciens is investigated in Section 8.3. Section 8.4
looks at query and update processing with indices in the native XML database
SemCrypt. Finally, Section 8.5 concludes the performance studies.
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8.1 Introduction

The indexing approach sciens, which is presented in this thesis, proposes flexi-
ble and selective XML indexing. Flexibility enables a database to provide those
indices that best match a query workload, whereas selectivity reduces index size
and accelerates index traversal. Flexible and selective indices require a generic
maintenance algorithm to keep indices consistent with document updates. To
demonstrate the advantages of the proposed approach, this chapter evaluates
the performance of sciens and compares it with existing approaches. Thereby,
the focus is on the index structures, the index maintenance algorithm and the
integration of sciens into the native XML database SemCrypt. We do not
present performance studies on the labeling scheme. In our context, the labeling
scheme only serves auxiliary purposes to represent and compare index keys and
nodes. We therefore refer the reader to related work [40, 88, 97, 133], which
compares the performance of various labeling approaches.

8.1.1 Comparison Criteria

Zobel et al. [207] propose guidelines for the presentation and comparison of
indexing techniques. Based on these guidelines, we have chosen the following
set of comparison criteria:

• Query evaluation speed: Indices have the purpose to accelerate query pro-
cessing. This criteria refers to the time that an index requires to evaluate
a query in comparison to other indices.

• Disk traffic refers to the amount of data that an index requires to evaluate
a query, i.e. to the size of pages which it fetches from disk.

• Disk space: The amount of disk space that an index requires is measured
by the size that its pages consume on disk.

• Scalability: The size of documents stored in databases constantly grows
and the costs for storage space decreases. Index structures therefore need
not only be able to handle small amount of data, but need to scale up to
larger documents.

• Index update refers to the time which it takes to update an index when
updating a document. Thereby, updates subsume insertions, deletions and
modifications of documents.

• Index construction includes the time for constructing an index on an ex-
isting document.

As sciens reuses existing index structures (hash table, B+-tree, KDB-tree),
we do not regard concurrency, transactions and recoverability and perform the
tests in single-user mode.

All performance tests measure query evaluation speed and index update time
in milliseconds (ms) and disk traffic and disk space in KB.
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8.1.2 Test Data

The performance studies use two test data sets with varying document sizes.
The first one corresponds to the running example of managing project resources,
while the second is the XMark auction data set [173]. We have chosen the project
data set to resume our running example and the XMark data set for being a
public XML benchmark. Both test data sets use one large XML document.
One could argue that many XML applications manage a large number of small
documents. As the indices used in the performance tests refer to document
fragments instead of to the entire document, they are independent of whether
they index one large or several smaller documents.

As test data for the project example, we generated a 10 MB XML document
consisting of project resources that is instance of the sample schema (cf. Figures
2.3 and 7.2). The document consists of 11 projects. Each project has between 5
and 30 milestones and each milestone has between 5 and 200 resources. There
are 50 distinct milestone titles, 1000 distinct resource titles and 5 distinct re-
source types. To generate text, we used the text generator of XMach [5]. Each
generated description value has between 5 and 50 sentences and each sentence
has between 10 and 30 words. The generated titles have between 2 and 5 words
each.

The XMark data set manages items that are sold at auctions. Figure 8.1
depicts part of the schema as a labeled schema tree. The schema groups items
according to their region, i.e. each region consists of items that have the informa-
tion shown in the schema. In the original XMark schema, description and text
elements can contain mixed content and recursions. As the current implemen-
tation of sciens in SemCrypt neither supports mixed content nor recursion,
we modified the documents such that the description and text elements contain
text nodes with the entire content.

8.1.3 Implementation Notes

The basis for the performance studies is the prototypical implementation of the
indexing approach sciens in the native XML database SemCrypt (cf. Chapter
7). The implementation uses Java 1.5, and Berkeley DB Java 3.1 in its default
configuration [4] to store documents and indices. Data is stored locally with
encryption and caches turned off. The performance studies use the Java Exe-
cution Time Measurement Library (JETM) 1.2.2 [3] to determine the time for
executing queries. All experiments were carried out on a 3.2 GHz Pentium D
processor with 2 GB RAM.

The Berkeley database provides a hash-based storage of id-value pairs of
arbitrary sizes, which SemCrypt uses to store and retrieve pages. Each page
represents a value and has assigned a unique id. References between pages are
represented by their page ids. To store pages as values, SemCrypt serializes
and deserializes the object representation of pages as bytes and vice versa. Se-
rialization of a label in a page is based on the string representation of the label.
Note that this approach has been chosen for ease of implementation. However,
using a more efficient encoding for labels (cf. Section 3.2) would improve the
overall performance and reduce disk space. As Berkeley only provides for stor-
ing id-value pairs, it is not possible to directly navigate from one page to a
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Figure 8.1: Part of the schema of the XMark auction data set.
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referenced page. Instead, it is necessary to retrieve the entire page, deserialize
it and find the id of the referenced page, which can then be fetched from the
store. The hash-based storage increases security in an encrypted store. As it
disperses related fragments, it can prevent statistical analysis. However, when
using SemCrypt as an unencrypted database, it introduces additional overhead
because related pages are not located next to each other. Further note that a
page has a logical size in our implementation, but it need not correspond to a
physical disk block. The master thesis of Dorninger [71] contains details on the
implementation of storing and retrieving id-value pairs.

The index structures are configured as follows. The hash table uses the
hashed-based storage of id-value pairs provided by the Berkeley database, which
resolves hash collisions. The hash table currently does not use overflow pages
when the size of a data page exceeds a maximum size. The KDB-tree and the
B+-tree both use a fanout of at most 20 index keys in index (branch) pages
and a maximum number of 70 node labels in data (leaf) pages. If there are
more than 70 node labels with the same index key in a data page, the page does
not further split. To split index pages, the KDB-tree basically employs a cyclic
splitting strategy [169]. However, it prefers splitting dimensions with more than
two distinct values. It uses this simple strategy to avoid that dimensions with
a low number of distinct values, such as labelpath or type dimensions, split
too often. When a dimension is chosen for a split, the KDB-tree selects the
median index key of the dimension as splitting line (in lexicographic, numeric
or document order). Details on the implementation of the index structures can
be found in the master thesis of Lasinger [125].

As primary index structure, SemCrypt uses a hash table on node values
and a B+-tree on node labels (cf. Section 7.3.3). The B+-tree uses a fanout
of 50 labels per index page, while a data page contains at most 200 labels.
To perform structural joins between partial query results, SemCrypt uses a
tree-merge join algorithm [12].

SemCrypt maintains indices based on the maintenance algorithm presented
in Chapter 6. As proposed in Subsection 6.4.1, the implementation pregenerates
a list of matching pattern nodes for a path schema to find embeddings of an
index pattern in an update fragment. If an update requires source queries, the
algorithm executes queries with the help of labels as far as possible (cf. Sub-
sections 3.5 and 6.4.2). Otherwise, the algorithm accesses the primary data
structure to navigate to missing nodes and to retrieve their values.

8.2 Index Structures

This section evaluates the performance of the indexing approach sciens. The
focus is on the comparison criteria query evaluation speed, disk traffic, disk
space and scalability. sciens provides flexible and selective indexing in XML
databases. Subsection 8.2.1 looks at the advantages of flexible index structures,
whereas Subsection 8.2.2 compares non-selective with selective index structures.
Both subsections evaluate the comparison criteria query evaluation speed, disk
traffic and disk space. Subsection 8.2.3 focuses on the criteria scalability.

As this section evaluates the performance of index structures, the results
only contain the time for accessing the indices. Some queries require access to
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the primary index structure or need to join index results. Section 8.4 contains
performance studies including all execution steps. As sample test data set, we
use the 10 MB project document to evaluate selectivity and flexibility. We then
demonstrate scalability of selective and flexible indices based on the auction test
data set.

8.2.1 Flexible Index Structures

sciens provides flexibility to adapt indices to various query workloads. This
subsection demonstrates flexibility by comparing query evaluation speed, disk
traffic and disk space of various index configurations.

Sample queries and indices

To show the effect of various index configurations, we execute three queries with
four different indices. As sample data set, we use the 10 MB project document.
The queries and indices are taken from the running example, which has been
used throughout the thesis.

(a) (b) (c)
Q1 //resource[@date ≥ ‘2007-01-01’ and @date <

‘2008-01-01’]
1993 63 3

Q2 //project[title = ‘semcrypt’]//resource[@date ≥
‘2008-01-01’]

217 63 1

Q3 //project[@id = ‘26543’]/milestone[title = ‘de-
sign’]/resource[@date ≥ ‘2008-01-01’]

4 63 1

Table 8.1: Queries on 10 MB project document and number of resources re-
turned for query executions (a-c) with varying date ranges.

The queries of Table 8.1 correspond to queries Q8, Q9 and Q10 of Table 2.2.
These queries reflect that XML queries typically restrict search to differently
sized subfragments of a document and contain value selections. While Q8 queries
the date of all resources, Q2 restricts search to the resources of one project and
Q3 only looks at the resources within one milestone of that project. Note that
the queried date ranges, which are depicted in bold in the table, do not exactly
correspond to the date ranges used in the performance tests. The tests use three
different query executions (a), (b) and (c) which refer to distinct date ranges.
The table lists the query result size, i.e. the number of resources returned, for
each execution. Query execution (a) uses the same date range for each query.
Q1 returns most resources for this execution as it does not restrict search to a
project or milestone. Execution (b) varies the date range such that each query
returns the same number of resources. It therefore uses a small date range for
Q1 and a large date range for Q3. Execution (c) asks for an exact date.

The queries of Table 8.1 refer to resources within different projects and
milestones and to various date ranges. sciens provides indices that support
hierarchical queries within subfragments and range queries on date values. It
can further adapt indices to either favor queries on the value or the hierarchy.
To reflect the queried milestone hierarchy in the index, we index the paths of
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I1 B+-tree on date values
I2 B+-tree on date values, nested B+-tree on milestone paths
I3 B+-tree on milestone paths, nested B+-tree on date values
I4 KDB-tree on date values and milestone paths

Table 8.2: Indices on project document.

milestone nodes. Additionally, we index the values of resource dates. We use
the indices of Table 8.2, which correspond to indices I6, I8, I9 and I10 of Table
4.4.

Query evaluation speed

The time for executing the queries of Table 8.1 with the indices of Table 8.2
depends on the queried date range and the number of affected resources, i.e. on
whether the query refers to all projects, one project or one milestone.
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Figure 8.2: Query evaluation speed
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Figure 8.3: Query evaluation speed
(b) - same result size.

Figure 8.21 depicts the time in milliseconds for query execution (a), which
uses the same date range for each query. I1 performs equally for every query
as it cannot limit search to a project or milestone. I2, which first groups index
entries according to their date, is slightly less efficient than I1 for queries Q1
and Q2 because it also indexes milestone paths. However, with regard to Q3,
the nested index on milestone paths allows for discarding resources that are not
within the queried milestone. Index I3 has to traverse every nested date index.
It therefore shows poor performance for Q1 and best performance for Q3. The
KDB-tree I4 has average performance for each query.

Query execution (b) returns the same number of resources for each query by
varying the date range. Figure 8.3 depicts the resulting query evaluation time.
We can see that I1, I2 and I4 deteriorate when increasing the date range. I2
performs worse than I1 for queries Q1 and Q3 and I4 has average performance
for each query. Regarding Q2, we can observe that I2 and I4 are more efficient

1We use line instead of point diagrams for easier comparison.
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than I1. The reason is that I1 returns all resources with the requested date
range, which need to be filtered afterwards to restrict search to the queried
project. On the contrary, I2 and I4 can already filter the resources according to
their project when traversing the index. With regard to Q3, I2 performs worse
than I1 because it has to visit a large number of nested index structures. I3
improves when restricting search to certain subtrees as it only needs to look at
the dates of the queried project or milestone. Therefore, although the queried
date range remains unchanged, it can limit the date range by restricting index
traversal to the queried subtree.
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Figure 8.4: Query evaluation speed (c) - exact date.

Figure 8.4 compares the performance of the sample indices for query execu-
tion (c), which asks for an exact date. The overall picture corresponds to Figure
8.2 except for that the query evaluation time improves by limiting search to one
date. Especially I1, I2 and I4 profit from only having to look for one date.

0

500

1000

1500

m
s

I1 407 63 44

I2 656 91 59

I3 1290 1123 1160

I4 790 464 222

(a) (b) (c)

Figure 8.5: Q1 evaluation speed for
query executions (a-c).
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Figure 8.6: Q2 evaluation speed for
query executions (a-c).

Figures 8.5 and 8.6 compare the time for evaluating Q1 and Q2 dependent
on the queried date range (query executions (a-c)). Regarding Q1, we can see
that I1 performs best as Q1 looks at all resources. I2 is slightly worse than I1 as
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it nests an index on milestone paths beneath the date values. I3 performs worst
as it needs to visit one (nested) index structure on the date for every milestone
path. In contrast to I2 and I3, I4 circularly splits the indexed dimensions,
entailing that its performance is between I2 and I3.

Q2 looks at all resources of one project with a decreasing date range from
query execution (a) to (c). For every query execution, I3 has to visit the same
number of nested index structures on the date. However, as there is one nested
index structure on the date for every milestone, each nested index structure is
very small in size. Traversing this index structure hardly affects query evalua-
tion time. I3 therefore has equal performance for every query execution. The
performance of the remaining indices improves when decreasing the date range.
As I1 and I2 primarily build a B+-tree on the date, they profit from a lower
date range even more than I4.

The results show that solely indexing date values is only appropriate when
querying all resources (I1, Q1) as this index cannot limit index traversal to
certain milestones. The multidimensional index (I4) has average performance,
while nesting index structures either favors querying the entire hierarchy (I2,
Q2) or a specific part of the hierarchy (I3, Q3).

Disk traffic

Each index needs to fetch pages from disk to evaluate queries. The size and
number of pages fetched strongly influences query evaluation time.
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Figure 8.7: Disk traffic (a).
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Figure 8.8: Disk traffic (b).

Figures 8.7, 8.8 and 8.9 compare the disk traffic, i.e. the size of pages fetched
in KB, to evaluate query executions (a-c) with the sample indices. We can
observe that the query evaluation speed is proportional to the disk traffic. I1
requires least disk traffic as it is one-dimensional. I2 requires more disk traffic
than I1. When querying the same date range (a), I1 and I2 require constant
disk traffic. The disk traffic of I3 decreases when adding a selection on the path
variable. The multidimensional index I4 always fetches an average size of data
from disk.
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Figure 8.9: Disk traffic (c).

Disk space

The entire disk space of an index depends on the number of indexed dimensions
and the kind of index structures used.
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Figure 8.10: Disk space of indices I1-I4.

Figure 8.10 shows the total size which is required by the sample indices on
disk in KB. I1 is the smallest index as it only indexes one dimension, i.e. date
values. I2 and I3 contain nested index structures. I3 builds one nested index on
dates for each milestone, while I2 nests the index structures the other way round.
As there are fewer distinct milestones than distinct dates, I3 has fewer nested
index structures than I2 and therefore requires smaller space than I2. I4 requires
most space as it needs to store splitting information for both dimensions.

Comparison

To index the document content and structure, sciens provides the flexibility to
adapt indices to various query workloads. It basically offers (i) an index on the
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document content, (ii) an index on the document content with a nested index
on the document structure, (iii) an index on the document structure with a
nested index on the document content, and (iv) a multidimensional index on
the document content and structure.

With regard to query evaluation speed, alternative (i) performs best for
queries that do not restrict the hierarchical document structure. If queries only
rarely refer to a subhierarchy or query a large part of the document structure,
alternative (ii) is preferable. Alternative (iii) has best performance when queries
mostly limit search to a specific subhierarchy. The multidimensional index (iv)
is preferable when queries do not favor certain dimensions, i.e. are one time more
selective regarding the content, another time regarding the document structure.

The disk traffic is proportional to the query evaluation time. The faster
an index is, the fewer pages does it need to fetch from disk. Concerning the
overall disk space, we can observe that multidimensional indices need to store
splitting information and contain more index keys, resulting in an increased
storage overhead. When nesting index structures, the number of distinct index
keys in the superior index structure determines the number of nested index
structures. Therefore, the lower the number of distinct index keys is in the
superior index structure, the smaller is the size of the entire index.

8.2.2 Non-selective vs. Selective Index Structures

sciens provides selective indices to define indices on document fragments in-
stead of on entire documents only. Selective indices are smaller in size, which
accelerates index traversal, but they can only answer queries referring to the
indexed fragments. This subsection contrasts non-selective and selective indices
with regard to query evaluation speed, disk traffic and disk space. Non-selective
indices are comparable to existing index structures. This subsection can there-
fore also be seen as a comparison of sciens with related work. As sciens can
express existing non-selective index structures, we use the prototypical imple-
mentation of sciens for both non-selective and selective indices.

Sample queries and indices

To contrast non-selective and selective indices, we compare four queries and four
indices based on the sample project document of 10 MB. We create each index
(i) on the entire document and (ii) on the document fragment that is relevant
for executing the queries.

Q1 //title 15425
Q2 //milestone/title 157
Q3 //title[. = ‘design’] 57
Q4 //milestone/title[. = ‘design’] 3

Table 8.3: Queries on project document and result size.

Table 8.3 depicts sample queries on the project document. Q1 and Q2 are
structural queries, whereby Q1 selects all titles and Q2 limits search to milestone
titles. Q3 and Q4 contain a value selection. While Q3 selects all titles with a
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certain value, Q4 only selects milestone titles with that value. The right-most
column contains the number of nodes returned when executing the queries on
the sample 10 MB project document.

I1 B+-tree on labelpaths
I2 Hash table on node names, B+-tree on values
I3 B+-tree on labelpaths with nested B+-tree on values
I4 B+-tree on values with nested B+-tree on labelpaths

Table 8.4: Non-selective indices on project document.

To support the sample queries, we generated four indices, as depicted in
Table 8.4. I1 is a structural index, whereas I2-I4 index the document content
and structure. Each index returns the nodes whose properties it indexes, i.e. the
index patterns consist of a single pattern node. For example, I1 returns for
every labelpath all nodes that can be reached along the labelpath. The sample
indices correspond to existing XML index structures. I1 is comparable to the
DataGuide [85], I2 to XISS [135], I3 to the Index Fabric and the structure-
oriented CADG [59, 195] and I4 to the content-oriented CADG [195].

I1 B+-tree on title labelpaths
I2 Hash table on names of title nodes, B+-tree on values of title nodes
I3 B+-tree on title labelpaths with nested B+-tree on values of title nodes
I4 B+-tree on values of title nodes with nested B+-tree on title labelpaths

Table 8.5: Selective indices on project document.

The indices of Table 8.5 correspond to the indices of Table 8.4 except for
that they are selective. While I1 of Table 8.4 indexes all labelpaths, I1 of Table
8.5 only refers to labelpaths of title nodes. Similarly, the remaining indices of
Table 8.5 only index the names, labelpaths and/or values of title nodes.

Query evaluation speed

The time for executing the sample queries of Table 8.3 depends on whether the
accessed indices are not selective (cf. Table 8.4) or selective (cf. Table 8.5). I1
can only answer queries Q1 and Q2 as it does not index the document content.
The remaining indices contain all information required to answer the sample
queries.

I2 builds two separate indices, a hash table on node names and a B+-tree on
node values. The equivalent indexing approach XISS [135] proposes to access
the indices for each queried node name and value and then join index results.
For example, to evaluate Q2, the database can access the hash table on node
names twice, once to retrieve all milestone nodes and once to retrieve all title
nodes. To only return milestone titles, it is then necessary to join the results
of the index accesses. The indices of sciens return node labels that encode
structural information into schema labels (cf. Chapter 3). With the help of
these schema labels, it is possible to post-process the nodes returned by indices.
With regard to Q2, for example, it is possible to access the hash table on node



8.2. INDEX STRUCTURES 165

names to retrieve all titles and then extract the requested milestone titles based
on schema labels.
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Figure 8.11: Query evaluation speed with I2 in ms by post-processing and
structural joins.

Figure 8.11 contrasts executing the sample queries with the non-selective
index I2 by either performing structural joins or post-processing the index result.
In contrast to structural joins, post-processing requires one index access for each
query. The more node names are queried, the more efficient is this approach.
We therefore use post-processing in the following. Note that we generally only
show the time for accessing the indices and not for post-processing index results.
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Figure 8.12: Q1 evaluation speed
with (non-)selective in-
dices.
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Figure 8.13: Q2 evaluation speed
with (non-)selective in-
dices.

Figure 8.12 shows the time for executing query Q1 with selective (s) and
non-selective (n) indices in milliseconds. Concerning the structural query Q1,
indices I1 and I2 perform best. Note that in the selective case, I1 performs
better than I2 although I1 is a B+-tree and I2 a hash table. The reason is
that I2 returns a large number of titles, which are all contained in one page as
the hash table currently does not split its pages. On the contrary, I1 splits the
titles according to their labelpath. Accessing several smaller pages is slightly
more efficient than accessing one large page in the prototypical implementation.
In the non-selective case, I1 consists of more labelpaths, which slightly slows
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down index traversal. Indices I3 have to visit every nested value index although
the query only restricts the labelpath of nodes to be returned. They therefore
perform worse than I1 and I2. Indices I4 have the worst performance because
they need to traverse the entire index on values and then access every nested
index on labelpaths.

Because of the big differences in the query evaluation time, the figure con-
trasts selective and non-selective indices in percent. As the total number of
labelpaths is very small, the performance of the index structures on the la-
belpaths (I1 and I3) only varies slightly between selective and non-selective
indices. I2 requires one access to the hash table on node names to evaluate Q1
and therefore has equal performance in the non-selective and the selective case.
The performance of I4 greatly improves when building a selective index as this
index has to visit fewer nested index structures.

Executing Q2 with the sample indices shows similar results to the execution
of Q1, as depicted in Figure 8.13. Compared to Q1, Q2 restricts search to one
labelpath. The performance of indices I3 is nearly comparable to the ones of I1.
Compared to I1, indices I3 have to visit one nested index structure on the date
after having traversed the index on the labelpath.
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Figure 8.14: Q3 evaluation speed
with (non-)selective in-
dices.
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Figure 8.15: Q4 evaluation speed
with (non-)selective in-
dices.

Queries Q3 and Q4 contain a value selection and are therefore not supported
by I1. Figures 8.14 and 8.15 contrast the time for executing Q3 and Q4 with
the sample indices I2-I4.

Regarding Q3, we can observe that the performance of I3 is least dependent
on whether the index is selective or not. As the number of indexed labelpaths
is small in the sample project document, also the non-selective variant can
quickly restrict search to the queried titles. I2 has to retrieve all nodes with
the queried value and then post-process the returned nodes. Q3 returns 57
title nodes, but the sample document contains 311 more nodes with the queried
value. These nodes are returned by the non-selective index and need to be
filtered. In contrast, the selective index variant of I2 only requires to access the
value index to retrieve all queried titles. I4 performs similarly to I2. The non-
selective variant needs to traverse a greater number of nested index structures
and therefore performs worse than the selective counterpart.
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Query Q4 restricts search to one labelpath and one value. Indices I3 and
I4 can quickly limit search to the queried labelpath and value, respectively.
Therefore, the performance of the selective and non-selective index variant does
not greatly differ. Indices I2 have the same performance for Q4 as for Q3. The
reason is that they have to evaluate the same search condition on the value
index. Note that the time for post-processing the index result, i.e. to filter
relevant titles, is not included. Compared to Q3, Q4 has to filter 54 resource
titles which have the same title as the requested milestone.

Disk traffic

The number of pages which an index needs to fetch from disk influences query
evaluation speed. Non-selective indices need to retrieve and filter more data
from disk, which deteriorates their query performance.
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Figure 8.16: Disk traffic Q1.
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Figure 8.17: Disk traffic Q2.

Figures 8.16 and 8.17 contrast the disk traffic in KB for the various indices
when executing query Q1 and Q2, respectively. The results are comparable to
the query evaluation speed (cf. Figures 8.12 and 8.13). The reason is that the
more data is accessed, the poorer is the query performance.
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Figure 8.18: Disk traffic Q3.
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Figure 8.19: Disk traffic Q4.

Figures 8.18 and 8.19 contrast the disk traffic for evaluating queries Q3 and
Q4 with selective and non-selective indices. The disk traffic is proportional to
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the query evaluation speed except for query Q4 with index I4. In this case, the
non-selective index requires larger disk traffic than the selective one although
the query evaluation speed is nearly the same. However, as both indices require
small amount of data to evaluate Q4, the disk traffic has less impact on query
evaluation speed.

Disk space

While non-selective indices refer to the entire document, selective indices are
only defined on certain fragments of a document. Dependent on the size of the
indexed fragments, selective indices occupy less disk space than non-selective
indices.
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Figure 8.20: Disk space of non-selective and selective indices on a 1 MB doc-
ument in KB.

Figure 8.20 contrasts the disk space occupied by non-selective and selective
indices. Note that we used a 1 MB document, consisting of only one project, to
calculate disk space. Non-selective indices clearly need more space than selective
ones. I2-I4 approximately have the same size as the document as they represent
the entire document.

Comparison

Selective indices only index the queried fragment and can answer queries more
efficiently than non-selective indices. Content-oriented indices show better per-
formance improvements than structure-oriented indices because the document
content is generally larger than the document structure.

As selective indices only refer to certain fragments of a document, they are
smaller in size and require less disk traffic to evaluate queries. However, it
needs to be added that selective indices can only answer the queries that refer
to the indexed fragments. sciens offers the possibility to create non-selective
and selective indices. It can therefore provide indices on those fragments that
are accessed by queries.
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8.2.3 Scalability

This subsection studies the performance of indices when increasing the docu-
ment size. More precisely, we compare the query evaluation speed of various
queries and indices. We omit disk traffic and disk space because the results for
these criteria do not differ from those of the previous subsection.

Sample queries and indices

As sample document, we use the XMark auction data set and execute four
queries with five different indices.

10 MB 50 MB 100 MB
Q1 //item 1882 9410 18820
Q2 //europe//item 540 2700 5400
Q3 //item[fn:matches(name, ‘\bho.*’)] 52 260 520
Q4 //europe//item[fn:matches(name,

‘\bho.*’)]
12 60 120

Table 8.6: Queries on auction data set and result size (number of items re-
turned).

Table 8.6 lists sample queries on the auction data set. Q1 and Q2 are struc-
tural queries that retrieve all items (Q1) and items sold in Europe (Q2). Q3 and
Q4 similarly query all items and European items, respectively. They addition-
ally contain a value selection on the item name to only return those items whose
name contains the word prefix ‘ho’. The table also includes the number of items
returned when varying the document size. Note that we actually generated a 10
MB document and reinserted this document several times, which explains the
constant increase in the result size.

I1 B+-tree on the labelpath of items
I2 Prefix B+-tree on the value of item names
I3 Prefix B+-tree on the value of item names, nested B+-tree on the la-

belpath of items
I4 B+-tree on the labelpath of items, nested prefix B+-tree on the value

of item names
I5 KDB-tree on the value of item names and the labelpath of items

Table 8.7: Indices on auction data set.

We use the indices of Table 8.7 to execute the sample queries of Table 8.6. I1
is a structural index on the labelpath of items and I2 indexes the value of item
names. I3-I5 index both the labelpath of items and the value of item names.
Thereby, I3 and I4 nest the labelpath beneath the value and vice versa, while
I5 uses a multidimensional index.
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Query evaluation speed

In the following, we compare the time for evaluating the sample queries of Table
8.6 with the indices of Table 8.7 by increasing the document size from 10 to 100
MB. We first look at evaluating queries Q1 and Q2 with the structural index
I1. We then use the remaining indices to execute queries Q3 and Q4.
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Figure 8.21: Time for evaluating Q1 and Q2 with index I1.

Considering Figure 8.21, the time for evaluating queries Q1 and Q2 with
index I1 constantly increases. As Q2 only refers to one labelpath, the index can
evaluate this query more efficiently than Q1.
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Figure 8.22: Time for evaluating Q3 with indices I2-I5.

Figure 8.22 depicts the time for executing query Q3 with indices I2-I5. Index
I2, which only indexes node values, is most efficient as the query refers to all
item labelpaths. I3 is slightly less efficient than I2. Index I4 has to traverse all
value index structures which are nested beneath the B+-tree on item labelpaths
and thus performs worst. The performance of the KDB-tree I5 is between
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the nested indices I3 and I4. The figure also shows that the performance of
the multidimensional indices I3-I5 first decreases when increasing the document
size. The reason it that the indices only refer to a small part of the document.
As long as the number of index entries is small, there are only few page splits.
Data pages then contain more nodes than are requested, but need to be entirely
retrieved.
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Figure 8.23: Time for evaluating Q4 with indices I2-I5.

In contrast to Q3, query Q4 only looks at European items. Figure 8.23
contrasts the query evaluation speed of indices I2-I5 for this query. Note that
index I2 returns all items, which would have to be filtered after accessing the
index. We still included I2 for better comparison. Index I3 is similar to I2,
but can filter the requested items after evaluating the search condition on the
item name. As it has to traverse one B+-tree on item labelpaths for every
distinct word of item names, it performs worse than I2. In total, index I4,
which builds one B+-tree on item names for each distinct labelpath, performs
best. The performance of the KDB-tree I5 is between the performance of the
nested indices I3 and I4. However, I5 performs worst when the document size
is very small. The reason is that in case of a low index size and few page splits,
the data pages, which are accessed, contain more nodes than are requested.

Comparison

In this subsection, we have shown that the indices scale well when increasing
the document size. The overall results correspond to Subsection 8.2.1 in that
each index better supports different kinds of queries. In case of a low index size,
the performance of multidimensional indices may be worse than for a larger
document. The reason is that few page splits entail that data pages contain
more nodes than are requested. If an index only contains a small number of
index entries, it is advisable to decrease the maximum number of labels in a
data page.
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8.3 Index Maintenance

This section evaluates the index maintenance algorithm of sciens by focusing
on the comparison criteria index update and index construction. The mainte-
nance algorithm propagates updates on documents to affected indices. Updates
comprise the insertion, deletion and modification of document fragments. The
algorithm receives as input index patterns and update fragments and generates
index entries by performing the following steps: (1) find embeddings of index
patterns in update fragments, (2) execute queries to retrieve nodes missing in the
update fragments, (3) generate index entries and forward these index entries to
the index structures for maintenance. Each index structure provides algorithms
to insert or delete index entries. As sciens uses well-known index structures,
we do not evaluate the time for updating the index structures as such. Instead,
we focus on the performance of the maintenance algorithm, i.e. on extracting
index entries from update fragments.

In the following, we present sample index patterns and update fragments in
Subsection 8.3.1, study the time for updating indices in Subsection 8.3.2 and
the time for constructing indices in Subsection 8.3.3.

8.3.1 Index Patterns and Update Fragments

The maintenance algorithm receives as input index patterns, which define the
indexed fragments, and update fragments, which are inserted, deleted or modi-
fied. The performance of the maintenance algorithm depends on what the index
is defined on and thus on the shape of the index pattern. Further, the size of
the update fragment influences performance. We therefore compare the effect
of different index patterns and update fragments on index maintenance.

[    pt]

resource

@date

resource

[    pt]

[  pv]
@date title

resource

[  pv] [= pv]

Figure 8.24: Index patterns on project document.

Figure 8.24 depicts three index patterns on the sample project document.
The left-most pattern defines an index on resource types and only consists of
one pattern node. The index pattern in the middle is a path index pattern and
indexes resource types and date values. The right-most pattern defines an index
on the values of resource dates and titles and has the form of a twig pattern.

U1 1 date 10 B
U2 1 resource 0.5 KB
U3 1 milestone with 100 resources 70 KB
U4 1 project with 10 milestones and 100 resources each 694 KB

Table 8.8: Update fragments and their size.
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We update the indices with the fragments of Table 8.8. By varying the size
of the update fragments, we take into account that updates in XML typically
do not refer to single nodes, but to document fragments.

8.3.2 Index Update Time

This subsection studies the performance of the maintenance algorithm of sci-
ens when inserting, deleting or modifying document fragments in a document.
To keep indices defined on that document consistent with updates, the main-
tenance algorithm extracts index entries from the update fragments. Thereby,
the algorithm performs the same steps regardless of whether the update is an
insertion, a deletion or a modification. We therefore simply consider updates
and do not specify the kind of update operation.

In the performance tests, we use a document containing one resource as
base document. We then successively insert the four update fragments into the
document and update each index. As the maintenance algorithm is independent
of specific index structures, we do not include the time for updating the index
structures with the generated index entries.

Step 2 of the algorithm executes queries to retrieve nodes that are missing in
the update fragments. The performance of this step depends on the document
size and the kind of index structures which a database uses. In the tests, queries
to ancestors are executed via labels, whereas queries to descendants access the
primary data structure of SemCrypt (cf. Subsection 7.3.3).

Existing XML index maintenance algorithms (cf. Subsection 6.2.3) have in
common that they process each node of an update fragment individually. To
compare the sciens maintenance algorithm with existing approaches, we first
update indices with document fragments and then with single nodes.

Updating Indices with Document Fragments

When updating an index with a document fragment, the maintenance algorithm
finds embeddings of the index pattern in the fragment (S1), executes queries to
nodes that are not part of the update fragment (S2) and generates index entries
(S3). In the following, we show the time required for performing steps S1-S3 of
the maintenance algorithm when updating indices I1-I3 with the sample update
fragments U1-U4.

Figure 8.25 depicts the time required to update fragment U1 subdivided
according to each maintenance step and each index. Update fragment U1 only
consists of one date node. Index I1 is not affected by this update. When
updating index I2, the algorithm has to determine the resource type to which
the date belongs. It can efficiently perform this navigation with the help of the
label of the date node. To update index I3, the algorithm has to query the title
of the resource.

Update fragment U2 contains an entire resource. As each index entry of
the sample indices refers to one resource, the algorithm does not need to query
missing nodes. In Figure 8.26, we can observe that the maintenance algorithm
requires the same update time for each index when updating U2.
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Figure 8.25: Updating fragment U1.
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Figure 8.26: Updating fragment U2.
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Figure 8.27: Updating fragment U3.
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Figure 8.28: Updating fragment U4.
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Figures 8.27 and 8.28 show the time for updating fragments U3 and U4. The
time for finding embeddings increases with the size of the update fragment and
the number of affected index entries. Each update fragment contains all nodes
that are required for index maintenance, entailing that the algorithm does not
have to execute step 2.

Updating Indices with Single Nodes

Existing maintenance algorithms do not consider update fragments as a whole
but process each node of the fragment individually (cf. [94] and Subsection
6.2.3). For each node, they first determine whether the node affects the index,
then query missing nodes and finally generate an index entry. As such, the
basic steps required correspond to the maintenance algorithm of sciens. The
main difference is that they also have to query nodes that are contained in
the update fragment. In the following, we reuse the maintenance algorithm of
sciens, but this time we split the fragment into single nodes and process each
node individually.
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Figure 8.29: Updating nodes of
fragment U1.
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Figure 8.30: Updating nodes of
fragment U2.

As update fragment U1 contains a single node, its update time, which is
depicted in Figure 8.29, is the same as when processing update fragments as
a whole. When updating U2 (cf. Figure 8.30), the maintenance algorithm first
processes the date of the resource and then the title of the resource. With regard
to index I3, it therefore has to execute two source queries, once to retrieve the
title belonging to the date and once to retrieve the date that belongs to the
updated title.

Looking at Figures 8.31 and 8.32, we can observe that the time required for
executing queries heavily increases for update fragments U3 and U4. When pro-
cessing single nodes, the maintenance algorithm executes source queries instead
of extracting nodes from the update fragment.

Comparison

The time required for updating indices depends on the size of the update frag-
ment and the kind of index pattern. If an index pattern only consists of one
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Figure 8.31: Updating nodes of
fragment U3.
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Figure 8.32: Updating nodes of
fragment U4.

pattern node, it is only necessary to find the nodes in the fragment that match
the pattern node. In case of a path index pattern, it may be necessary to query
missing ancestors. In sciens, such queries can be performed with the help of
the labeling scheme. When updating a twig index pattern, it may be necessary
to query missing descendants that are not contained in the update fragment.
As such queries are expensive, it is more efficient to extract nodes from update
fragments instead of querying them from base data.

The performance of steps 1-3 of the maintenance algorithm depends on
whether the algorithm processes update fragments as a whole or each update
node individually. In the following, we compare these approaches by summing
up the time for updating the sample indices.
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Figure 8.33: Time for performing steps S1-S3 when processing update frag-
ments and single nodes.

Figure 8.33 shows the total time (ms) which is required for each step of the
algorithm dependent on whether the algorithm considers fragments or single
nodes. Step 2 clearly requires more time when processing single nodes instead
of fragments. Considering step 1, the algorithm traverses the entire update
fragment to find embeddings. The larger the update fragment is, the more
embeddings does the algorithm find and encode into stacks. As the current
implementation uses a data structure with logarithmic access cost for the stack
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encoding, the time for finding embeddings increases with the size of the update
fragment. Therefore, step 1 requires more time when processing entire frag-
ments. Note that the performance of this step could be improved by directly
generating an index entry as soon as an embedding has been found instead of
keeping it in the stack encoding.
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Figure 8.34: Time for updating fragments U1-U4 when processing update
fragments and single nodes.

The size of the update fragment influences the time required for maintaining
the sample indices. Figure 8.34 depicts the total time (ms) required for updat-
ing the sample indices with each fragment dependent on whether the algorithm
processes update fragments or single nodes. As update fragment U1 only con-
sists of one node, both approaches perform equally. However, the larger the
update fragment is, the more nodes need to be queried when processing single
nodes.

8.3.3 Index Construction Time

When constructing an index on an existing document, the database has to de-
termine its index entries and insert them into the index structure. To determine
index entries, it can use the maintenance algorithm, which queries relevant nodes
in step 2 and generates index entries in step 3. The performance of step 2 de-
pends on how efficiently the database can query indexed nodes, i.e. on available
index structures. We therefore do not include detailed performance studies for
this step.

The time required to insert index entries into an index structure depends on
the kind of index structure and the number of index entries. As sciens reuses
existing index structures, we do not compare the index structures in detail.
Basically, we can say that constructing an index using a hash table is more
efficient than an index using a B+-tree. In case of a multidimensional index,
sciens proposes to nest index structures or to use a KDB-tree. The nesting
variant that has fewer distinct index keys in the superior index structure is most
efficient, while the KDB-tree requires most time for inserting index entries.
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8.4 Indexing in SemCrypt

The native XML database SemCrypt (cf. Chapter 7) uses the indexing ap-
proach sciens to process queries and updates on XML documents. As primary
index structure, SemCrypt uses a hash table on node values and a B+-tree on
node labels (cf. Subsection 7.3.3). As long as no secondary indices are defined,
SemCrypt has to evaluate queries based on the primary index structure. In this
section, we show how secondary indices improve query and update processing
in SemCrypt.

I1 KDB-tree on title values and title labelpaths
I2 B+-tree on milestone paths, nested B+-tree on date values
I3 B+-tree on resource types
I4 B+-tree on description texts

Table 8.9: Indices on project document.

As sample data set, we use the 10 MB project document and execute the
queries of Table 2.2, which have been used as running example throughout the
thesis. As sample indices, we have chosen a KDB-tree, a nested index and
two separate B+-trees. Table 8.9 lists the sample indices, which correspond to
indices I4, I8, I11 and I12 of Table 4.4.
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Figure 8.35: Time for evaluating sample queries with and without indices.

When using indices, SemCrypt accesses I1 to evaluate Q1-Q6 and index
I2 to evaluate Q8. Q7, Q9 and Q102 are supported by accessing indices I1
and I2. Query Q11 accesses index I3 and queries Q12-Q13 access index I4.
Figure 8.35 contrasts the time (ms) which SemCrypt requires to evaluate the
sample queries with and without the sample indices. We can see that the query
evaluation time strongly improves when indices are available.

Indices do not only influence query but also update processing. To show
the effect of indices on updates, we execute the updates of Table 8.10 on the
sample 10 MB project document. U1 selects one resource by specifying its

2In the performance tests, we queried the project by its title instead of by its id.
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U1 modify date of resource //project[title = ‘semcrypt’]/milestone[title =
‘design’]/resource[title = ‘xml’]

U2 delete resource //project[title = ‘semcrypt’]/milestone[title = ‘design’]/
resource[title = ‘xml’]

U3 insert 1 milestone with 10 resources into project //project[title = ‘sem-
crypt’]

Table 8.10: Updates on project document.

project, milestone and resource title and changes the date of this resource. U2
deletes a resource of a certain milestone, which it determines via the project
and milestone title. Finally, U3 selects a project via its title and inserts a new
milestone with ten resources into this project.
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Figure 8.36: Time for evaluating sample updates with and without indices.

Figure 8.36 depicts the time (ms) for executing the updates with and without
indices. Each update first has to evaluate a query on one or more title values
to determine the context of the update. In the example, index I1 can accelerate
these queries. Therefore, indices even positively influence updates U1 and U2.
However, the performance of update U3 decreases with indices. The reason is
that the update affects several index entries, which need to be inserted into the
corresponding index structures.

8.5 Summary

In this chapter, we studied the performance of the indexing approach sciens
based on its prototypical implementation in the native XML database Sem-
Crypt. As comparison criteria, the performance tests evaluated query evalua-
tion speed, disk traffic, disk space, scalability, index update and index construc-
tion time.

sciens provides flexible and selective indices. Flexible indices enable the
adaptation of indices to specific query workloads by choosing between various
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underlying index structures. In contrast to non-selective indices, selective in-
dices improve query evaluation speed and reduce disk traffic and storage space.
However, as they only index part of documents, they can only evaluate queries
that refer to the indexed fragments. sciens offers the possibility to either define
default secondary indices, similar to existing approaches, or to adapt indices to
the query workload. As sciens uses balanced index structures, the indices scale
well to larger documents.

The maintenance algorithm of sciens extracts index entries from update
fragments based on index patterns. It exploits the structure of the update
fragment to find all nodes that are part of index entries. In contrast to existing
maintenance approaches, it need not execute source queries to retrieve the nodes
that are contained in the update fragment. As source queries are expensive, the
algorithm of sciens has better update performance, especially when updating
document fragments instead of single nodes. The time for constructing an index
on an existing document depends on how efficiently the database can execute
queries to determine index entries as well on the specific index structure used.

The indexing approach sciens greatly improves query processing in Sem-
Crypt. With regard to updates, the performance studies revealed that indices
can accelerate the query which determines the context nodes for the update.
However, when the update affects many index entries, updating the index struc-
tures with these index entries deteriorates update performance.
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Conclusion

XML databases require indices to efficiently process queries on the content and
structure of documents. In addition to indices on node values, XML databases
need to provide indices on names, labelpaths, paths and types of the nodes in
XML documents. Indices have to be able to perform various operations on these
properties to support exact, hierarchical, range and full-text queries.

Indices of (object-)relational and object-oriented databases are not ade-
quate for the hierarchical, semi-structured data model of XML. Current XML
databases only offer limited support for indexing. XML index structures pre-
sented in literature mostly index entire documents and can only support some
queries. They use proprietary data structures and algorithms, which compli-
cates providing indices for various queries.

The indexing approach sciens (Structure and Content Indexing with
Extensible, Nestable Structures), which is presented in this thesis, provides
flexible and selective indexing for XML databases. Flexibility refers to index-
ing structure- and/or content-oriented properties (values, names, labelpaths,
paths and types) and to supporting various operations on these properties (ex-
act, range, full-text and hierarchical comparisons). Selectivity refers to indexing
frequently queried document fragments instead of entire documents only.

To represent and process indexed properties, sciens assigns labels to paths,
labelpaths and types based on existing labeling approaches. Integrating path,
labelpath and type labels into node labels improves query and update process-
ing. With regard to processing indices, these enhanced node labels facilitate
selecting appropriate indices for queries and determining which updates on doc-
uments need to be propagated to which indices.

To index arbitrary properties and support various operations on these prop-
erties, sciens provides extensible, nestable index structures. sciens proposes
to index values and structural properties based on the hash table, the B+-tree
and the KDB-tree. As queries on the hierarchical structure of XML documents
correspond to range queries, the B+-tree and the KDB-tree only need to bind
comparison operators to indexed properties. No further modification of their
data structures or algorithms is necessary to support indexing content- and
structure-oriented properties. Nesting index structures enables sciens to adapt
indices to different query workloads. Compared to existing approaches, sciens
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provides indices on path and type hierarchies as well as indices that support
any combination of content- and structure-oriented properties.

An XML database needs to process various indices which are defined on
arbitrary properties and document fragments. The index model of sciens rep-
resents each index as a tree pattern. The nodes of a tree pattern have associated
index variables defining indexed properties and supported operations. Physi-
cally, the index model represents each index by one - or in case of index nesting
- several index structures. Based on index patterns, sciens presents an in-
dex framework that can process arbitrary indices of the index model without
depending on their physical index structures. The framework enables sciens
to define new indices or to implement new index structures. Index processing
comprises selecting indices during query optimization, accessing indices during
query execution and maintaining indices when updating documents.

To keep indices consistent with document updates, sciens proposes an in-
dex maintenance algorithm. As the algorithm is based on the index model, it
can determine relevant updates for arbitrary indices. Basically, it consists of
the following steps: (i) find embeddings of index patterns in update fragments
and encode them into stacks, (ii) execute queries if nodes are required for main-
tenance that are not part of the update fragment, (iii) generate index entries
from the embeddings and forward them to affected index structures. In contrast
to existing approaches, the maintenance algorithm of sciens exploits schema
information and node labels to determine which update nodes affect which in-
dices. Further, it considers update fragments as a whole instead of processing
each update node individually. It therefore need not query nodes that are con-
tained in the update fragment. As updates usually refer to fragments and not
to single nodes in XML, the efficiency of the proposed algorithm outperforms
existing approaches.

To evaluate sciens, the proposed concepts have been implemented and inte-
grated into the native, secure XML database SemCrypt. Integral parts of
SemCrypt are the labeling scheme and flexible, selective indexing. While
these concepts enable SemCrypt to process encrypted documents, they can
be equally applied to unencrypted XML databases. The performance analy-
sis demonstrate that flexibility enables sciens to define those indices that best
match the query workload. Selectivity reduces index size and accelerates index
traversal. By exploiting the structure of update fragments, the maintenance al-
gorithm requires fewer source queries than existing approaches and can therefore
process updates more efficiently.

To summarize, sciens can define those indices that best match the query
workload and guarantees that querying and updating documents remains unaf-
fected by specific indices used. The proposed concepts can be extended in several
ways. Automatically suggesting indices for query workloads would unburden the
database administrator from defining appropriate indices during database de-
sign. When optimizing queries, the index selection algorithm currently chooses
the query plan with the minimum number of operators. Integrating a cost model
would enable the query optimizer to choose the query plan with minimum ac-
cess costs. When an update affects a large number of indices, the maintenance
algorithm matches each node of the update fragment against each index pat-
tern. Sharing commonalities between index patterns could further improve the
efficiency of the maintenance algorithm.
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